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**Mesure de performances d’un modèle producteur / consommateur en Java**
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1. Glossaire

|  |  |
| --- | --- |
| **Buffer** | Zone de stockage temporaire pour les données entre un producteur et un consommateur. |
| **Concurrence** | Situation où plusieurs processus ou threads sont en compétition pour l'accès aux ressources d'un système. |
| **Débit** | Nombre d'actions exécutées, de résultats d'actions exécutées ou de résultats produits par unité de temps. |
| **Latence** | Temps nécessaire pour effectuer une action ou produire un résultat. |
| **Log** | Enregistrement des actions qui se produisent dans le programme. |
| **Modèle producteur / consommateur** | Modèle de communication entre deux parties où l'une produit des données et l'autre les consomme. |
| **Opération atomique** | Une opération est atomique si elle est exécutée entièrement ou pas du tout, sans être interrompue par d'autres opérations en cours d'exécution sur d'autres threads. Une opération atomique garantit l'intégrité des données, même en présence de threads concurrents. |
| **Performances** | Mesure de la quantité de travail qu'une application peut traiter dans une période donnée et de la vitesse à laquelle elle peut traiter une unité de travail. |
| **Thread** | Unité d'exécution dans un programme qui permet une exécution parallèle de plusieurs tâches. |
| **Thread safe** | Une classe ou une méthode est thread safe si elle peut être utilisée simultanément par plusieurs threads sans causer de problèmes de concurrence ou d'incohérence de données. |

1. Introduction
   1. Contexte

L'objectif de ce projet est de réaliser un programme de monitoring de la concurrence en utilisant le modèle producteur-consommateur. Nous allons nous intéresser à la mise en place d'un framework qui nous fournira des informations utiles sur les performances d'un programme.

Pour ce faire, nous implémenterons un exemple simple du modèle producteurs-consommateurs, en Java, en prenant en compte des paramètres importants, tels que :

* La taille du buffer,
* Le nombre de producteurs,
* & le nombre de consommateurs.

1. Présentation du framework
   1. Classe Buffer

La classe Buffer est une implémentation du modèle producteur-consommateur ; elle est utilisée pour stocker des données produites par un producteur jusqu'à ce qu'elles soient prêtes à être consommées par un consommateur. Le fonctionnement de cette classe repose sur l'utilisation d'une blocking queue, qui est une structure de données qui permet aux threads de se bloquer lorsqu'ils essaient d'ajouter ou de retirer des éléments à partir de la queue vide ou pleine. Une blockingqueue est également thread safe, cela signifie qu’une ressource peut être uniquement modifiée de façon atomique.

Le constructeur de la classe prend en entrée la taille du buffer, qui est utilisée pour initialiser la blocking queue. Si aucune taille n'est spécifiée, la taille par défaut est de 100.

La méthode push permet d'ajouter des données au buffer. Cette méthode utilise la méthode put de la blocking queue, qui bloque le thread si la queue est pleine jusqu'à ce qu'il y ait de la place pour ajouter la donnée.

La méthode take permet de retirer des données du buffer. Cette méthode utilise la méthode take de la blocking queue, qui bloque le thread si la queue est vide jusqu'à ce qu'une donnée soit disponible pour être retirée.

La méthode getSize permet d'obtenir la taille du buffer.

* 1. Classe Producer

La classe Producer est au cœur de notre programme de monitoring de la concurrence. Elle représente un producteur de données qui a pour rôle de générer des ressources et de les stocker dans le buffer. La classe possède deux attributs principaux : le buffer dans lequel seront stockées les ressources générées et le nombre d'accès que le producteur doit effectuer.

La classe implémente l'interface Callable<Integer> plutôt que Runnable, car elle doit renvoyer le nombre d'accès effectués. Pour cela, elle définit une méthode call() qui contient une boucle infinie. À chaque itération de la boucle, le producteur génère une ressource et tente de la stocker dans le buffer à l'aide de la méthode push(). Si le buffer est plein, la méthode push bloquera le producteur jusqu'à ce qu'une place se libère dans le buffer. Le producteur incrémente également le compteur d'accès à chaque itération de la boucle.

* 1. Classe Consumer

La classe Consumer est l'une des deux classes principales de notre projet, représentant un consommateur. Son rôle est de récupérer les données stockées dans le buffer et de les traiter. Cette classe fonctionne exactement de la même manière que la classe Producer, sauf qu'elle lit une donnée au lieu d'en écrire dans la méthode call(). Elle implémente également l'interface Callable<Integer> afin de permettre au programme de récupérer le nombre d'accès effectués et ainsi des statistiques par la suite.

1. Résultats
   1. 20 producteurs, 20 consommateurs, buffer de taille 5
   2. 100 producteurs, 200 consommateurs, buffer de taille 50
2. Limitations et perspectives

Le projet présenté dans ce rapport comporte certaines limites qui peuvent être adressées pour améliorer sa pertinence et son efficacité. Tout d'abord, l'absence d'interface graphique peut rendre l'utilisation de l'application difficile pour les néophytes. Il pourrait être envisagé de développer une interface graphique plus conviviale en utilisant des outils tels que Swing, afin de faciliter l'interaction avec l'application.

Une autre limitation est que l'application actuelle ne prend pas en charge les variantes du modèle producteur / consommateur telles que la priorité aux producteurs ou la priorité aux consommateurs. L'ajout de ces fonctionnalités permettrait de rendre l'application plus polyvalente et plus adaptée aux différents scénarios de producteurs / consommateurs.

Enfin, il est important de noter que JConsole n'a pas été utilisé dans le cadre de ce projet, mais il pourrait être intéressant de l'intégrer à l'avenir. En effet, JConsole permet de collecter des informations détaillées sur les performances de la JVM, telles que la consommation de mémoire, l'utilisation du processeur et bien plus encore. En utilisant JConsole, il serait possible de surveiller l'application de manière plus précise et d'optimiser les performances de manière plus fine. Cette amélioration pourrait être envisagée dans le cadre d'une perspective future pour le projet.

1. Conclusion

* Framework fonctionnel,
* Possibilité de mesurer les performances d’un modèle producteur / consommateur en Java
* Plusieurs paramètres peuvent être définis au lancement du programme, tels que :
  + Nombre de producteurs,
  + Nombre de consommateurs,
  + Taille du buffer
  + Nombre d’action à effectuer par les producteurs / consommateurs
* Pas d’interactions, juste une application de benchmarking
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