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Лабораторная работа по теме «Программная реализация приближенного аналитического метода и численных алгоритмов первого и второго порядков точности при решении задачи Коши для ОДУ»

Тема:

Программная реализация приближенного аналитического метода и численных алгоритмов первого и второго порядков точности при решении задачи Коши для ОДУ.

Цель работы:

Получение навыков решения задачи Коши для ОДУ методами Пикара и явными методами первого порядка точности (Эйлера) второго порядка точности (Рунге-Кутта).

Задание:

Задано ОДУ, не имеющее аналитического решения:

Требуется построить таблицу, содержащую значения аргумента с заданным шагом в интервале [0, ] и результаты расчета функции в приближениях Пикара (от 1-го до 4-го), а также численными методами. Границу интервала выбирать максимально возможной из условия, чтобы численные методы обеспечивали точность вычисления решения уравнения до второго знака после запятой.

Входные данные:

Конечное значение , шаг.

Выходные данные:

Таблица, содержащая значения аргумента с заданным шагом в интервале [0, ] и результаты расчета функции в приближениях Пикара (от 1-го до 4-го), а также численными методами.

Описание

Результат

Контрольные вопросы

1. Укажите интервалы значений аргумента, в которых можно считать решением заданного уравнения каждое из первых 4-х приближений Пикара. Точность результата оценивать до второй цифры после запятой. Объяснить свой ответ.

2. Пояснить, каким образом можно доказать правильность полученного результата при фиксированном значении аргумента в численных методах.

3. Каково значение функции при x=2, то есть привести значение u(2).

Код программы

import kotlin.math.abs  
import kotlin.math.ceil  
import kotlin.math.pow  
  
const val *xF* = 10  
const val *picF* = 120  
const val *picFfo* = *picF* / 4 - 1  
const val *eulF* = 40  
const val *rkF* = 40  
  
fun firstApprox(x: Double) : Double  
{  
 return x \* x \* x / 3  
}  
  
fun secondApprox(x: Double) : Double  
{  
 return *firstApprox*(x) + x.*pow*(7) / 63  
}  
  
fun thirdApprox(x: Double) : Double  
{  
 return *secondApprox*(x) + x.*pow*(11) \* 2 / 2079 + x.*pow*(15) / 59535  
}  
  
fun fourthApprox(x: Double) : Double  
{  
 return *secondApprox*(x) + 2 \* x.*pow*(11) / 2079 + 13 \* x.*pow*(15) / 218295 + 82 \* x.*pow*(19) / 37328445 +  
 662 \* x.*pow*(23) / 10438212015 + 4 \* x.*pow*(27) / 3341878155 +  
 x.*pow*(31) / 109876902975  
}  
  
fun picardMet(xStart: Double, step: Double, numOfIters: Int) : MutableList<MutableList<Double>>  
{  
 val outList: MutableList<MutableList<Double>> = *mutableListOf*()  
  
 var curX = xStart  
  
 outList.add(*mutableListOf*(curX, *firstApprox*(curX), *secondApprox*(curX), *thirdApprox*(curX), *fourthApprox*(curX)))  
  
 for (i in 1..numOfIters)  
 {  
 curX += step  
 outList.add(*mutableListOf*(curX, *firstApprox*(curX), *secondApprox*(curX), *thirdApprox*(curX), *fourthApprox*(curX)))  
 }  
  
 return outList  
}  
  
fun curMathFun(x: Double, y: Double) : Double { return x \* x + y \* y}  
  
fun eulerMet(xStart: Double, yStart: Double, step: Double, numOfIters: Int) : MutableList<Double>  
{  
 val outList: MutableList<Double> = *mutableListOf*()  
  
 var curX = xStart  
 var curY = yStart  
  
 outList.add(curY)  
 for (i in 1..numOfIters)  
 {  
 curY += step \* *curMathFun*(curX, curY)  
  
 outList.add(curY)  
  
 curX += step  
 }  
  
 return outList  
}  
  
fun rungeKutMet(xStart: Double, yStart: Double, alpha: Double, step: Double, numOfIters: Int) : MutableList<Double>  
{  
 val outList: MutableList<Double> = *mutableListOf*()  
  
 var curX = xStart  
 var curY = yStart  
  
 outList.add(curY)  
 for (i in 1..numOfIters)  
 {  
 curY += step \* ((1 - alpha) \* *curMathFun*(curX, curY) +  
 alpha \* *curMathFun*(curX + step / (2 \* alpha),curY + step \* *curMathFun*(curX, curY) / (2 \* alpha)))  
  
 outList.add(curY)  
  
 curX += step  
 }  
  
 return outList  
}  
  
fun printHead()  
{  
 *print*(String.*format*("|%-${*xF*}s|%-${*picF* - 1}s|%-${*eulF*}s|%-${*rkF*}s|\n", "", "", "", "").*replace*(' ', '-'))  
 *print*(String.*format*("|%-${*xF*}s|%-${*picF* - 1}s|%-${*eulF*}s|%-${*rkF*}s|\n", "x", "Метод Пикара", "Метод Эйлера", "Метод Рунге-Кутта 2-го порядка точности"))  
  
 *print*(String.*format*("|%${*xF*}s|", " "))  
 for (i in 1..4)  
 *print*(String.*format*("%-${*picFfo*}s|", "").*replace*(' ', '-'))  
 *println*(String.*format*("%${*eulF*}s|%${*rkF*}s|", "", ""))  
  
 *print*(String.*format*("|%${*xF*}s|", " "))  
 for (i in 1..4)  
 *print*(String.*format*("%-${*picFfo*}s|", "Приближение $i"))  
 *print*(String.*format*("%${*eulF*}s|%${*rkF*}s|\n", "", ""))  
  
 *print*(String.*format*("|%${*xF*}s|", " ").*replace*(' ', '-'))  
 for (i in 1..4)  
 *print*(String.*format*("%-${*picFfo*}s|", "").*replace*(' ', '-'))  
 *println*(String.*format*("%${*eulF*}s|%${*rkF*}s|", "", "").*replace*(' ', '-'))  
}  
  
fun printAnswers(picAnsw: MutableList<MutableList<Double>>, eulAnsw: MutableList<Double>, runAnsw: MutableList<Double>)  
{  
 for (i in 0 *until* picAnsw.size *step* 100)  
 {  
 val curPic = picAnsw[i]  
 *println*(  
 String.*format*(  
 "|%-${*xF*}f|%-${*picFfo*}f|%${*picFfo*}f|%${*picFfo*}f|%${*picFfo*}f|%${*eulF*}f|%${*rkF*}f|",  
 curPic[0], curPic[1], curPic[2], curPic[3], curPic[4], eulAnsw[i], runAnsw[i]  
 )  
 )  
 *print*(String.*format*("|%${*xF*}s|", " ").*replace*(' ', '-'))  
 for (i in 1..4)  
 *print*(String.*format*("%-${*picFfo*}s|", "").*replace*(' ', '-'))  
 *println*(String.*format*("%${*eulF*}s|%${*rkF*}s|", "", "").*replace*(' ', '-'))  
 }  
}  
  
fun main()  
{  
 val xStart = 0.0  
 val xStop = 2.1  
 val yStart = 0.0  
 val step = 10e-5  
  
 val iters = *ceil*(*abs*(xStop - xStart) / step).toInt()  
  
 val picAnsw = *picardMet*(xStart, step, iters)  
 val eulAnsw = *eulerMet*(xStart, yStart, step, iters)  
 val runAnsw = *rungeKutMet*(xStart, yStart, 0.5, step, iters)  
  
 *printHead*()  
 *printAnswers*(picAnsw, eulAnsw, runAnsw)  
}