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# 1 Листинг

// Lab3.cpp : Этот файл содержит функцию "main". Здесь начинается и заканчивается выполнение программы.

//Исламов Вариант 7

//

// Задание 1. В соответствии с вариантом задания, написать на C++ программу программу, реализующую многопоточность на основе технологии OpenMP: она должна вычислять значение функции с помощью редукции. Измерять время работы программ для различных значений параметра N. Результаты занести в отчёт.

//

// Вариант 2. На основе двух равно размерных массивов A и B(длины N) функция возвращает сумму значений, больших 1.

//

// Задание 2. Модифицировать программу, составленную по Заданию 1, убрав возможность параллельного использования вычислительных ресурсов. Измерять время работы программы для тех же значений параметров, что были использованы при выполнении Задания 1. Результаты сравнить и занести в отчёт.

#include <omp.h>

#include <iostream>

#include <locale.h>

const int n = 500;

void init\_rand(int\* a) {

for (int i = 0; i < n; i++) {

a[i] = rand() % 10; //запись в матрицу случайных чисел от 1 до 9

//std::cout << std::endl;

}

}

void show\_matrix(int\* a) {

for (int i = 0; i < n; i++) {

std::cout << a[i] << " ";

std::cout << std::endl;

}

}

void OpenMP(int a[n], int b[n]) {

int i;

int sum = 0;

#pragma omp parallel shared(a)

{

#pragma omp for private(i) reduction(+:sum)

for (i = 0; i < n; i++)

{

int value = std::max(a[i] + b[i], 4 \* a[i] - b[i]);

if (value > 1)

sum += value;

}

} /\* Завершение параллельного фрагмента \*/

printf("Сумма элементов матрицы вычесенных по условию равна %i\n", sum);

}

void noOpenMP(int a[n], int b[n]) {

int i;

int sum= 0;

#pragma omp parallel shared(a)

{

#pragma omp for private(i) reduction(+:sum)

for (i = 0; i < n; i++)

{

int value = std::max(a[i] + b[i], 4 \* a[i] - b[i]);

if (value > 1)

sum += value;

}

} /\* Завершение параллельного фрагмента \*/

printf("Сумма элементов матрицы вычесенных по условию равна %i\n", sum);

}

int main()

{

setlocale(LC\_ALL, "Russian");

int a[n], b[n];

init\_rand(a);

init\_rand(b);

//show\_matrix(a);

double noopenMp\_start\_time = omp\_get\_wtime();

noOpenMP(a,b);

double noopenMp\_end\_time = omp\_get\_wtime();

std::cout << noopenMp\_end\_time - noopenMp\_start\_time << std::endl;

double openMp\_start\_time = omp\_get\_wtime();

OpenMP(a,b);

double openMp\_end\_time = omp\_get\_wtime();

std::cout << openMp\_end\_time - openMp\_start\_time << std::endl;

return 0;

}

# 2 Результат работы

![](data:image/png;base64,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)

N = 500