# 12.6.2018

记忆化搜索，就是通过dp[][]去记录已经到达过的状态，不需要每次到达该节点都继续向下搜索一遍。

# 12.20.2018

**模拟进栈出栈的问题，这里因为是有序的，所以每个数字后面比这个数字小的几个数字应该是逆序**

例如 14532 符合进栈出栈序列 对于4之后比4小的有2、3必须是逆序32排列

判断代码：

int pd()

{

int maxx;

for(int i=0;i<n;i++) //遍历每一个数之后有没有比自身小的

{

int flag=0;

for(int j=i+1;j<n;j++)

{

if(ans[j]<ans[i])

//有小于自身的数的话 要保证之后比自身数小的数都要比ans[j]小 保证逆序

{

if(flag==0)

{

maxx = ans[j];

flag = 1;

}

if(maxx<ans[j])

return 0;

}

}

}

return 1;

}

# 12.21.2018

递推：一步一步利用前一项或前几项推； 已知推未知

递归：自函数 自己调用自己

### 杨辉三角：

1 2 3 4 5 6 7

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

1 5 10 10 5 1

1 6 15 20 15 6 1

a(x,y) = a(x-1,y-1)+a[x-1,y)

1 (y == 1||x==y)

杨辉三角性质 （计算组合数）

杨辉三角上的每一个数字都等于它的左上方和右上方的和（除了边界）
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第n行，第m个就是，就是C(n, m) （从0开始）

### 汉诺塔：伪代码

void hanoi(int n,char A,char B,char C) //把A上的n块 借助B 放到C

{

if(n==1)

{

move(A,C);

}

else{ //分解问题

hanoi(n-1,A,C,B); //先把A上的n-1块借助C放在B上

move(A,C);

hanoi(n-1,B,A,C);

}

}

斐波那契数列：
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Pell数列：

![](data:image/x-wmf;base64,183GmgAAAAAAAIoAGQBgAAAAAADiVwEACQAAA7YCAAACAFEAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIADRIAAAAmBg8AGgD/////AAAQAAAAwP///7P////ADAAAEwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wJg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAAp8I12QAAAAAQAAAAtAQAACAAAADIKMAFaDAEAAAAyAAgAAAAyCjABJgoBAAAAMQAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAAp8I12QAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgr4AIkIAQAAACp5CAAAADIK+AAdCAEAAAAyeQgAAAAyCiAClwcBAAAAMgAIAAAAMgogApUGAQAAADIACAAAADIKIAKABQEAAAAxAAgAAAAyCiACqAQBAAAAMQAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAAp8I12QAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgrAAWQDAQAAAHt5HAAAAPsCYP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACgX410MiYKgwAACgAAAAAAKfCNdkAAAAAEAAAALQEBAAQAAADwAQAACAAAADIKMAH+CwEAAAAtAAgAAAAyCjAB3AkBAAAALXkcAAAA+wIg/wAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKBfjXR6JgpdAAAKAAAAAAAp8I12QAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgr4AI8KAQAAACsACAAAADIKIAIPBwEAAAA9eQgAAAAyCiACEQUBAAAAPQAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKBfjXT/JQq9AAAKAAAAAAAp8I12QAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgrAAVwCAQAAAD0AHAAAAPsCYP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAAKfCNdkAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKMAGpCwEAAABuOwgAAAAyCjABhwkBAAAAbjocAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAAp8I12QAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgr4ACwLAQAAAEF5CAAAADIK+AAKCQEAAABBAAgAAAAyCiACAAYBAAAAQQAIAAAAMgogAiwEAQAAAEEAHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAAKfCNdkAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKwAFYAAIAAABBblEAAAAmBg8AlwBNYXRoVHlwZVVViwADAQEDHgoBEoNBABKDbgAChj0AAoJ7AAMPAQALARKDQQACiDEAAoY9AAKIMQASg0EAAogyAAKGPQACiDIAABEACgMPAAALEQECiDIAAoIqABKDQQADDwEADAESg24AAoYSIgKIMQAAEQALAoYrABKDQQADDwEADAESg24AAoYSIgKIMgAAEQAAAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAG0hAIoCAAAKAFwmZm1cJmZtIQCKAqj8GQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

# 12.23.2018

尺取法：

例：给长度为n的数组和一个整数m，求总和不小于m的连续子序列的最小长度

n = 10，m = 15

5 1 3 5 10 7 4 9 2 8

那么我们先用sum存当前这个子序列的和，从左边第一个数来存，直到这个子序列的和大于等于m为止，再记录下当前长度。

其实相当于当不满足条件就入队，然后得到队列长度，再将队首元素出队，再进行下一次的

入队，直到满足条件再次出队，并且将这一次的长度与历史最短长度进行取舍，最后扫到最

后的元素却无法再满足入队条件的时候就结束，此时用O(n)的时间就可以得到答案。

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

5 1 3 5 10 7 4 9 2 8

for(int i=0;i<n;i++)

{

q.push(a[i]);

now+=a[i];

if(now>m)

{

while(now>=m)

{

flag = 1;

int t = q.size();

ans = min(ans,t);

now-=q.front();

q.pop();

}

}

}

# 12.28.2018

容斥原理（就是包含排斥原理）：设A1，A2为有限集合，其元素个数分别为|A1|,|A2|,则|A1|

# 1.14.2019

map<**int**,map<**int**,**bool**> >mp; 二维map

可以直接

mp[x][y] = true;

默认为false

#include <bits/stdc++.h>

**using** **namespace** std;

map<**int**,map<**int**,**bool**> >mp;

**int** n,m;

**const** **int** maxn = 100005;

**int** pd(**int** nowx,**int** nowy)

{

**if**(nowx>=1&&nowx<=n&&nowy>=1&&nowy<=m){

**return** 1;

    }

**else**{

**printf**("AWaDa!\n");

**return** 0;

    }

}

**int** main()

{

**scanf**("%d%d",&n,&m);

**int** k,len;

**scanf**("%d%d",&k,&len);

**int** x,y;

**scanf**("%d%d",&x,&y);

    mp[x][y] = **true**;

**long** **long** **int** ans = n\*m-1;

**char** order[100005];

**scanf**("%s",order);

**int** nowx = x;

**int** nowy = y;

**for**(**int** i=1;i<=len;i++)

    {

**if**(order[i-1]=='U')

        {

**int** t = pd(nowx-1,nowy);

**if**(t)

            {

                nowx--;

            }

        }

**else** **if**(order[i-1]=='D')

        {

**int** t = pd(nowx+1,nowy);

**if**(t)

            {

                nowx++;

            }

        }

**else** **if**(order[i-1]=='L'){

**int** t = pd(nowx,nowy-1);

**if**(t){

                nowy--;

            }

        }

**else** **if**(order[i-1]=='R'){

**int** t = pd(nowx,nowy+1);

**if**(t){

                nowy++;

            }

        }

**if**(i%k==0)

        {

**if**(mp[nowx][nowy]==**true**)

           {

**printf**("AKTang!\n");

           }

**else**

           {

               ans--;

               mp[nowx][nowy] = **true**;

           }

        }

    }

**printf**("%lld\n",ans);

**return** 0;

}

2.25 哈希表

关键码------~~映射~~--------->值

安或按（an） f（an） 页码4 **哈希冲突**

关键字 哈希函数 哈希值

Key f(x) f(key)

哈希冲突：

Key1≠key2 但是 f(key1) = f(key2)