Websocket协议的简单介绍

Websocket是一种在单个TCP连接上进行全双工通讯的协议，双工（duplex）是指两台通讯设备之间，允许有双向的资料传输。全双工的是指，允许两台设备间同时进行双向资料传输。这是相对于半双工来说的，半双工不能同时进行双向传输，这期间的区别相当于手机和对讲机的区别，手机在讲话的同时也能听到对方说话，对讲机只能一个说完另一个才能说。

长话短说，在Websocket协议中，客户端和服务端只需要做一个握手的动作，就能形成一条通道，两者之间可以进行数据互相传送。

所以WebSocket协议分为两部分：

握手

数据传输

**握手**

客户端发送一个请求

GET / HTTP/1.1

Upgrade: websocket

Connection: Upgrade

Host: example.com

Origin: null

Sec-WebSocket-Key: sN9cRrP/n9NdMgdcy2VJFQ==

Sec-WebSocket-Version: 13

服务器回应

HTTP/1.1 101 Switching Protocols

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Accept: fFBooB7FAkLlXgRSz0BT3v4hq5s=

Sec-WebSocket-Origin: null

Sec-WebSocket-Location: ws://example.com/

握手时，客户端发送一个随机的Sec-WebSocket-Key，服务端根据这个key做一些处理，返回一个Sec-WebSocket-Accept的值给客户端，具体的原理在后面的文章中再具体说。

**数据传输**

这是Websocket的数据传输协议，聊天信息一般会按照这个协议的规则来传输，下图中的一整个东西称为一个数据帧，数据帧的成帧和解析是处理这个协议时最麻烦的一部分了。具体这个表怎么看可以参照

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-------+-+-------------+-------------------------------+

|F|R|R|R| opcode|M| Payload len | Extended payload length |

|I|S|S|S| (4) |A| (7) | (16/64) |

|N|V|V|V| |S| | (if payload len==126/127) |

| |1|2|3| |K| | |

+-+-+-+-+-------+-+-------------+ - - - - - - - - - - - - - - - +

| Extended payload length continued, if payload len == 127 |

+ - - - - - - - - - - - - - - - +-------------------------------+

| |Masking-key, if MASK set to 1 |

+-------------------------------+-------------------------------+

| Masking-key (continued) | Payload Data |

+-------------------------------- - - - - - - - - - - - - - - - +

: Payload Data continued ... :

+ - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - +

| Payload Data continued ... |

+---------------------------------------------------------------+

具体每一bit的意思

FIN 1bit 表示信息的最后一帧

RSV 1-3 1bit each 以后备用的 默认都为 0

Opcode 4bit 帧类型，稍后细说

Mask 1bit 掩码，是否加密数据，默认必须置为1 （这里很蛋疼）

Payload 7bit 数据的长度

Masking-key 1 or 4 bit 掩码

Payload data (x + y) bytes 数据

Extension data x bytes 扩展数据

Application data y bytes 程序数据

协议的封装与传输

**1.握手协议的封装与传输**

**Handshake类是根据请求头**

GET / HTTP/1.1

Upgrade: websocket

Connection: Upgrade

Host: example.com

Origin: null

Sec-WebSocket-Key: sN9cRrP/n9NdMgdcy2VJFQ==

Sec-WebSocket-Version: 13

来封装的，由于这个请求头的字段顺序是随便的，我们可以用一个map来存储，发送消息时再写入Socket的输出流

下面是Handshakedata类，为了文章易读，简化了代码

public class Handshakedata

{

private byte[] content; //请求体，在握手协议中一般为空

private TreeMap<String, String> map; //用于存储请求头

}

初始化握手请求头，为了代码容易理解，稍微对Java-Websocket中的代码作了修改。

public Handshakedata postProcessHandshakeRequestAsClient(Handshakedata request)

{

request.put("Upgrade", "websocket");

request.put("Connection", "Upgrade");

request.put("Sec-WebSocket-Version", "8");

byte[] random = new byte[16];

this.reuseableRandom.nextBytes(random); //生成一个随机的Sec-WebSocket-Key

request.put("Sec-WebSocket-Key", Base64.encodeBytes(random));

return request;

}

生成数据帧，由于是通过Socket传输消息，最终传输的内容要写入到Socket的OutputStream中，需要一个把握手消息转换成bytebuffer的方法，再通过这个bytebuffer写入流中

public ByteBuffer createHandshake(Handshakedata handshakedata) {

StringBuilder bui = new StringBuilder(100);

bui.append("GET ");

bui.append(handshakedata.getResourceDescriptor());

bui.append(" HTTP/1.1");

bui.append("\r\n");

Iterator it = handshakedata.iterateHttpFields();

while (it.hasNext()) {

String fieldname = (String)it.next();

String fieldvalue = handshakedata.getFieldValue(fieldname);

bui.append(fieldname);

bui.append(": ");

bui.append(fieldvalue);

bui.append("\r\n");

}

bui.append("\r\n");

byte[] httpheader = Charsetfunctions.asciiBytes(bui.toString());

byte[] content = withcontent ? handshakedata.getContent() : null;

ByteBuffer bytebuffer = ByteBuffer.allocate((content == null ? 0 : content.length) + httpheader.length);

bytebuffer.put(httpheader);

bytebuffer.flip();

return bytebuffer;

}

最后写入Socket的流中

ByteBuffer buffer = (ByteBuffer)WebSocketClient.this.engine.outQueue.take(); //从消息队列中取出刚才转换好的bytebuffer

WebSocketClient.this.ostream.write(buffer.array(), 0, buffer.limit()); //this.ostream = this.socket.getOutputStream() Socket的输出流

WebSocketClient.this.ostream.flush(); //刷新，发送消息

以上是客户端发送握手协议的过程。

客户端接收服务端回应

服务端接收到客户端的握手请求后，需要返回响应
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Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Accept: fFBooB7FAkLlXgRSz0BT3v4hq5s=

Sec-WebSocket-Origin: null

Sec-WebSocket-Location: ws://example.com/

收到这一段响应后，**客户端需要比对Sec-WebSocket-Accept值，这个值表示服务器同意握手建立连接，是客户端传输过来的Sec-WebSocket-Key跟“258EAFA5-E914-47DA-95CA-C5AB0DC85B11”拼接后，用SHA-1加密，并进行BASE-64编码得来的。**

客户端收到Sec-WebSocket-Accept后，将本地的Sec-WebSocket-Key进行同样的编码，然后比对。

public Draft.HandshakeState acceptHandshakeAsClient(ClientHandshake request, ServerHandshake response)

throws InvalidHandshakeException

{

if ((!request.hasFieldValue("Sec-WebSocket-Key")) || (!response.hasFieldValue("Sec-WebSocket-Accept"))) {

return Draft.HandshakeState.NOT\_MATCHED;

}

//Sec-WebSocket-Key和Sec-WebSocket-Accept进行比对

String seckey\_answere = response.getFieldValue("Sec-WebSocket-Accept");

String seckey\_challenge = request.getFieldValue("Sec-WebSocket-Key");

seckey\_challenge = generateFinalKey(seckey\_challenge);

if (seckey\_challenge.equals(seckey\_answere))

return Draft.HandshakeState.MATCHED;

return Draft.HandshakeState.NOT\_MATCHED;

}

//产生Sec-WebSocket-Accept的方法

private String generateFinalKey(String in) {

String seckey = in.trim();

String acc = seckey + "258EAFA5-E914-47DA-95CA-C5AB0DC85B11";

MessageDigest sh1;

try {

sh1 = MessageDigest.getInstance("SHA1");

} catch (NoSuchAlgorithmException e) {

throw new RuntimeException(e);

}

return Base64.encodeBytes(sh1.digest(acc.getBytes()));

}

**首先Websocket是基于TCP协议的，只是借用了HTTP的协议来完成一部分握手。**

**在握手阶段是一样的**

首先我们来看个典型的Websocket握手（借用Wikipedia的。。）

GET /chat HTTP/1.1

Host: server.example.com

**Upgrade: websocket**

**Connection: Upgrade**

**Sec-WebSocket-Key: x3JJHMbDL1EzLkh9GBhXDw==**

**Sec-WebSocket-Protocol: chat, superchat**

**Sec-WebSocket-Version: 13**

Origin: http://example.com

熟悉HTTP的童鞋可能发现了，这段类似HTTP协议的握手请求中，多了几个东西。  
我会顺便讲解下作用。

Upgrade: websocket

Connection: Upgrade

这个就是Websocket的核心了，告诉Apache、Nginx等服务器：**注意啦，窝发起的是Websocket协议，快点帮我找到对应的助理处理~不是那个老土的HTTP。**

Sec-WebSocket-Key: x3JJHMbDL1EzLkh9GBhXDw==

Sec-WebSocket-Protocol: chat, superchat

Sec-WebSocket-Version: 13

首先，Sec-WebSocket-Key 是一个Base64 encode的值，这个是浏览器随机生成的，告诉服务器：**泥煤，不要忽悠窝，我要验证尼是不是真的是Websocket助理。**  
然后，Sec\_WebSocket-Protocol 是一个用户定义的字符串，用来区分同URL下，不同的服务所需要的协议。简单理解：**今晚我要服务A，别搞错啦~**  
最后，Sec-WebSocket-Version 是告诉服务器所使用的Websocket Draft（协议版本），在最初的时候，Websocket协议还在 Draft 阶段，各种奇奇怪怪的协议都有，而且还有很多期奇奇怪怪不同的东西，什么Firefox和Chrome用的不是一个版本之类的，当初Websocket协议太多可是一个大难题。。不过现在还好，已经定下来啦~大家都使用的一个东西~ 脱水：**服务员，我要的是13岁的噢→\_→**  
  
然后服务器会返回下列东西，表示已经接受到请求， 成功建立Websocket啦！
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**Upgrade: websocket**

**Connection: Upgrade**

**Sec-WebSocket-Accept: HSmrc0sMlYUkAGmm5OPpG2HaGWk=**

**Sec-WebSocket-Protocol: chat**

这里开始就是HTTP最后负责的区域了，告诉客户，我已经成功切换协议啦~

Upgrade: websocket

Connection: Upgrade

依然是固定的，告诉客户端即将升级的是Websocket协议，而不是mozillasocket，lurnarsocket或者shitsocket。  
然后，Sec-WebSocket-Accept 这个则是经过服务器确认，并且加密过后的 Sec-WebSocket-Key。服务器：**好啦好啦，知道啦，给你看我的ID CARD来证明行了吧。。**  
后面的，**Sec-WebSocket-Protocol 则是表示最终使用的协议。**  
  
至此，HTTP已经完成它所有工作了，接下来就是完全按照Websocket协议进行了。  
具体的协议就不在这阐述了。

**WebSocket 是一种协议，基于 TCP 协议；HTTP 也是一种协议，基于 TCP 协议。  
连接要保持还是关闭是由你服务器应用来控制的。**  
**WebSocket 协议和 HTTP 协议是两种不同的东西，它们扯上关系是只是因为：  
客户端开始建立 WebSocket 连接时要发送一个 header 标记了 Upgrade 的 HTTP 请求，表示请求协议升级。**所以服务器端做出响应的简便方法是，直接在现有的 HTTP 服务器软件和现有的端口上实现 WebSocket 协议，重用现有代码（比如解析和认证这个 HTTP 请求。如果在 TCP 协议上实现，这两个功能就要重新实现），**然后再回一个状态码为 101 的 HTTP 响应完成握手，再往后发送数据时就没 HTTP 的事了。**

**websocket约定了一个通信的规范，通过一个握手的机制，客户端（浏览器）和服务器（web server）之间能建立一个类似tcp的连接，从而方便c－s之间的通信。**

**在websocket出现之前，web交互一般是基于http协议的短连接或者长连接。**

[博客首页](http://www.qixing318.com/blog/) /[HTML5](http://www.qixing318.com/blog/category/HTML5" \o "HTML5)/[WebSocket](http://www.qixing318.com/blog/category/WebSocket" \o "WebSocket)

[顶](http://www.qixing318.com/article/643129914.html" \o "顶一下)
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# **分析HTML5中WebSocket的原理**
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# **一、什么是Websocket**

**websocket是html5提出的一个协议规范**，参考[rfc6455](http://tools.ietf.org/html/rfc6455" \t "http://www.qixing318.com/article/_blank). 不过目前还都是在草案，没有成为标准，毕竟html5还在路上。

websocket约定了一个通信的规范，通过一个握手的机制，客户端（浏览器）和服务器（web server）之间能建立一个类似tcp的连接，从而方便c－s之间的通信。

在websocket出现之前，web交互一般是基于http协议的短连接或者长连接。

## 短连接的过程大概有下面几个步骤：

（1）建立tcp连接；

（2）浏览器发出http请求；

（3）web server应答；

（4）断开tcp连接；

优点是简洁明了，缺点也很明显，每一次的交互中，建立和断开tcp连接带来了比较大的开销，而且http协议头比较长，也会带来带宽的浪费。

通过设置http头中的keep－alive域可以实现http长连接，避免了建立和断开连接的开销，但是http协议头的问题仍然无法解决。

除此之外，web server主动向浏览器推送数据的处理会比较麻烦，要么是浏览器发起轮询（毫无疑问，这是一个低效的方式），或者利用comet技术，比较复杂，而且这已经不是在html层面上解决问题了。

而web socket的出现，解决了上面描述的问题。

# **二、Websocket握手协议**

websocket是一种全新的协议，不属于http无状态协议，协议名为"ws"，这意味着一个websocket连接地址会是这样的写法：ws://\*\*。

websocket协议本质上是一个基于tcp的协议。建立连接需要握手，客户端（浏览器）首先向服务器（web server）发起一条特殊的http请求，web server解析后生成应答到浏览器，这样子一个websocket连接就建立了，直到某一方关闭连接。

由于是草案的原因，前前后后就出现了多个版本的握手协议，分情况说明一下：

## （1） 基于flash的握手协议

使用场景是IE的多数版本，因为IE的多数版本不都不支持WebSocket协议，以及FF、CHROME等浏览器的低版本，还没有原生的支持WebSocket。此处，server唯一要做的，就是准备一个WebSocket-Location域给client，没有加密，可靠性很差。

### 客户端请求：

GET /ls HTTP/1.1

Upgrade: WebSocket

Connection: Upgrade

Host: www.qixing318.com

Origin: http://www.qixing318.com

### 服务器返回：

HTTP/1.1 101 Web Socket Protocol Handshake

Upgrade: WebSocket

Connection: Upgrade

WebSocket-Origin: http://www.qixing318.com

WebSocket-Location: ws://www.qixing318.com/ls

## （2）基于md5加密方式的握手协议

### 客户端请求：

GET /demo HTTP/1.1

Host: example.com

Connection: Upgrade

Sec-WebSocket-Key2: \*\*

Upgrade: WebSocket

Sec-WebSocket-Key1: \*\*

Origin: http://www.qixing318.com

[8-byte security key]

服务端返回：

HTTP/1.1 101 WebSocket Protocol Handshake

Upgrade: WebSocket

Connection: Upgrade

WebSocket-Origin: http://www.qixing318.com

WebSocket-Location: ws://example.com/demo

[16-byte hash response]

其中 Sec-WebSocket-Key1，Sec-WebSocket-Key2 和 [8-byte security key] 这几个头信息是web server用来生成应答信息的来源，依据 draft-hixie-thewebsocketprotocol-76 草案的定义。

web server基于以下的算法来产生正确的应答信息：

1）逐个字符读取 Sec-WebSocket-Key1 头信息中的值，将数值型字符连接到一起放到一个临时字符串里，同时统计所有空格的数量；

2）将在第（1）步里生成的数字字符串转换成一个整型数字，然后除以第（1）步里统计出来的空格数量，将得到的浮点数转换成整数型；

3）将第（2）步里生成的整型值转换为符合网络传输的网络字节数组；

4）对 Sec-WebSocket-Key2 头信息同样进行第（1）到第（3）步的操作，得到另外一个网络字节数组；

5）将 [8-byte security key] 和在第（3）、（4）步里生成的网络字节数组合并成一个16字节的数组；

6）对第（5）步生成的字节数组使用MD5算法生成一个哈希值，这个哈希值就作为安全密钥返回给客户端，以表明服务器端获取了客户端的请求，同意创建websocket连接

## （3） 基于sha加密方式的握手协议

**也是目前见的最多的一种方式**，这里的版本号目前是需要13以上的版本。

### 客户端请求：

GET /ls HTTP/1.1

Upgrade: websocket

Connection: Upgrade

Host: www.qixing318.com

Sec-WebSocket-Origin: http://www.qixing318.com

Sec-WebSocket-Key: 2SCVXUeP9cTjV+0mWB8J6A==

Sec-WebSocket-Version: 13

服务器返回：

HTTP/1.1 101 Switching Protocols

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Accept: mLDKNeBNWz6T9SxU+o0Fy/HgeSw=

这个的原理，就是把客户端上报的key拼上一段GUID “258EAFA5-E914-47DA-95CA-C5AB0DC85B11″，拿这个字符串做SHA-1 hash计算，然后再把得到的结果通过base64加密，最后在返回给客户端。

# **三、Websocket数据帧**

**WebScoket协议中，数据以帧序列的形式传输**，具体的协议标准可以参考rfc6455

（1）**客户端向服务器传输的数据帧必须进行掩码处理：服务器若接收到未经过掩码处理的数据帧，则必须主动关闭连接。**

（2）**服务器向客户端传输的数据帧一定不能进行掩码处理。客户端若接收到经过掩码处理的数据帧，则必须主动关闭连接。**针对上情况，发现错误的一方可向对方发送close帧（状态码是1002，表示协议错误），以关闭连接。
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### FIN：1位

表示这是消息的最后一帧（结束帧），一个消息由一个或多个数据帧构成。若消息由一帧构成，起始帧即结束帧。

RSV1，RSV2，RSV3：各1位

MUST be 0 unless an extension is negotiated that defines meanings for non-zero values.

If a nonzero value is received and none of the negotiated extensions defines the meaning of such a nonzero value, the receiving endpoint MUST \_Fail the WebSocket Connection\_

大致意思是如果未定义扩展，各位是0；如果定义了扩展，即为非0值。如果接收的帧此处非0，扩展中却没有该值的定义，那么关闭连接。

### OPCODE：4位

解释PayloadData，如果接收到未知的opcode，接收端必须关闭连接。

0×0表示附加数据帧

0×1表示文本数据帧

0×2表示二进制数据帧

0×3-7暂时无定义，为以后的非控制帧保留

0×8表示连接关闭

0×9表示ping

0xA表示pong

0xB-F暂时无定义，为以后的控制帧保留

### MASK：1位

用于标识PayloadData是否经过掩码处理。如果是1，Masking-key域的数据即是掩码密钥，用于解码PayloadData。客户端发出的数据帧需要进行掩码处理，所以此位是1。

### Payload length：7位，7+16位，7+64位, PayloadData的长度（以字节为单位）。

(1) 如果其值在0-125，则是payload的真实长度。

(2) 如果值是126，则后面2个字节形成的16位无符号整型数的值是payload的真实长度。注意，网络字节序，需要转换。

(3) 如果值是127，则后面8个字节形成的64位无符号整型数的值是payload的真实长度。注意，网络字节序，需要转换。

长度表示遵循一个原则，用最少的字节表示长度（我理解是尽量减少不必要的传输）。举例说，payload真实长度是124，在0-125之间，必须用前7位表示；不允许长度1是126或127，然后长度2是124，这样违反原则。

### 分片：

这种情况就比较复杂，具体可以参考rfc，一般在日常中用到的应该会比较少。

# **四、客户端API**

websocket的客户端api描述可以参考这里，一个简单的代码参考：

<!DOCTYPE HTML><html><head><script type="text/javascript">function WebSocketTest() {

if ("WebSocket" in window) {

alert("WebSocket is supported by your Browser!");

// Let us open a web socket

var ws = new WebSocket("ws://localhost:9998/echo");

ws.onopen = function() {

// Web Socket is connected, send data using send()

ws.send("Message to send");

alert("Message is sent...");

};

ws.onmessage = function(evt) {

var received\_msg = evt.data;

alert("Message is received...");

};

ws.onclose = function() {

// websocket is closed.

alert("Connection is closed...");

};

} else {

// The browser doesn't support WebSocket

alert("WebSocket NOT supported by your Browser!");

}

}</script></head><body><div id="sse">

<a href="javascript:WebSocketTest()">Run WebSocket</a></div></body></html>

五、服务器处理

目前开源的websocket server的代码还是不少的。

自己也整理过一份c的，支持上面三种握手情况，并嵌在reactor框架下使用，在chrome下测试过。

[https://github.com/gaccob/gbase/blob/master/net/wsconn.h](https://github.com/gaccob/gbase/blob/master/net/wsconn.h" \t "http://www.qixing318.com/article/_blank)

[https://github.com/gaccob/gbase/blob/master/net/wsconn.c](https://github.com/gaccob/gbase/blob/master/net/wsconn.c" \t "http://www.qixing318.com/article/_blank)

六、目前主流的浏览器支持情况

|  |  |
| --- | --- |
| Chrome | Supported in version 4+ |
| Firefox | Supported in version 4+ |
| Internet Explorer | Supported in version 10+ |
| Opera | Supported in version 10+ |
| Safari | Supported in version 5+ |

1. 参考文章

Base64是一种用64个字符来表示任意二进制数据的方法。

用记事本打开exe、jpg、pdf这些文件时，我们都会看到一大堆乱码，因为二进制文件包含很多无法显示和打印的字符，所以，如果要让记事本这样的文本处理软件能处理二进制数据，就需要一个二进制到字符串的转换方法。Base64是一种最常见的二进制编码方法。

Base64的原理很简单，首先，准备一个包含64个字符的数组：

['A', 'B', 'C', ... 'a', 'b', 'c', ... '0', '1', ... '+', '/']

然后，对二进制数据进行处理，每3个字节一组，一共是3x8=24bit，划为4组，每组正好6个bit：

![IMG_256](data:image/png;base64,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)

这样我们得到4个数字作为索引，然后查表，获得相应的4个字符，就是编码后的字符串。

所以，Base64编码会把3字节的二进制数据编码为4字节的文本数据，长度增加33%，好处是编码后的文本数据可以在邮件正文、网页等直接显示。

如果要编码的二进制数据不是3的倍数，最后会剩下1个或2个字节怎么办？Base64用\x00字节在末尾补足后，再在编码的末尾加上1个或2个=号，表示补了多少字节，解码的时候，会自动去掉