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# 进程

## 基本概念

程序：静态文件

进程：运行着的实体

进程是一个实体。每一个进程都有它自己的地址空间，一般情况下，包括文本区域（text region）、数据区域（data region）和堆栈（stack region）。文本区域存储处理器执行的代码；数据区域存储变量和进程执行期间使用的动态分配的内存；堆栈区域存储着活动过程调用的指令和本地变量。

进程是一个“执行中的程序”。程序是一个没有生命的实体，只有处理器赋予程序生命时（操作系统执行之），它才能成为一个活动的实体，我们称其为进程。

## 结构特征

进程由程序、数据和进程控制块（PID）三部分组成。

## 查看进程信息

进程关系：pstree（进程之间存在“父子关系”“兄弟关系”这样的亲缘关系）

进程的身份证PID：ps -ef

# 创建进程

## 进程复制

函数原型：pid\_t fork(void);

fork() 这个函数很特殊，成功创建子进程后居然有两个返回值，给父进程返回子进程pid，给子进程返回 0，如果创建失败那么就返回 -1。

fork函数执行完后会复制一份原来的进程（创建进程）。

fork函数后面的代码会执行两遍。fork之后父进程先执行还是子进程先执行不确定，取决于内核所使用的调度算法。

## 子进程“偷梁换柱”

当用fork函数创建新的子进程后，子进程往往要调用一种exec函数以执行另一个程序。当程序调用一种exec函数时，该进程执行的程序完全替换为新程序，而新程序则从其main函数开始执行。因为调用exec并不创建新进程，所以前后的进程ID并未改变。exec只是用磁盘上的一个新程序替换了当前进程的正文段、数据段、堆段和栈段。

有7种不同的exec函数可供使用，它们常常被统称为exec函数。

**int** execl(**const** **char** \*path, **const** **char** \*arg, ...);

**int** execlp(**const** **char** \*file, **const** **char** \*arg, ...);

**int** execle(**const** **char** \*path, **const** **char** \*arg,..., **char** \* **const** envp[]);

**int** execv(**const** **char** \*path, **char** \***const** argv[]);

**int** execvp(**const** **char** \*file, **char** \***const** argv[]);

**int** execvpe(**const** **char** \*file, **char** \***const** argv[],**char** \***const** envp[]);

\*path：可执行文件的路径名。

\*arg：可执行程序所带的参数，第一个参数为可执行文件名字，没有带路经且arg必须以NULL结束。

\*file：如果参数file中包含/，则就将其视为路径名，否则就按PATH环境变量，在它所指定的各目录中搜寻可执行文件。

函数名中的字符可以帮助理解和分辨：

l（list）表示以参数列表的形式调用（需要指定绝对路径执行）。

v（vector）表示以参数数组的方式调用

e（environment）表示用户提供自定义环境变量，当调用execve函数时，操作系统首先根据filename指定的路径和名称找到对应的可执行文件。然后，操作系统创建一个新的进程，并将该可执行文件加载到新进程的内存空间中。接下来，操作系统将新进程的参数和环境变量设置为argv和envp指定的内容。最后，操作系统启动新进程的执行，从新程序的入口点开始执行代码。

p（path）表示PATH中搜索执行的文件，如果给出的不是绝对路径就会去PATH搜索相应名字的文件，如PATH没有设置， 则会默认在/bin,/usr/bin下搜索。

* 返回值：

如果执行成功则函数不会返回，执行失败则直接返回-1，失败原因存于errno 中。

* 注意事项

l、v后缀必须任选其一使用，p、e任选其一。

有可能执行失败：文件路径错误；没有加NULL结尾；新程序没有执行权限

# 进程退出

## 正常退出

exit()函数用于正常退出进程。当调用exit()函数时，它会执行一些清理操作（如关闭打开的文件描述符）并终止进程。它还通过返回一个退出状态码将控制权返回给操作系统。exit()函数可用于任意函数中，通过调用它可以使整个进程退出。

\_exit()系统调用是直接终止进程。当调用\_exit()函数时，进程立即终止，而不执行任何清理操作。与exit()不同，\_exit()函数不返回任何状态给操作系统，而是直接终止进程。通常，\_exit()函数用于异常情况或在需要立即终止进程而不进行清理操作的情况下。

return语句用于退出函数或方法，并将控制权返回到调用该函数或方法的位置。return语句只能用于函数或方法的内部，而不能使整个进程退出。当函数或方法中的所有代码都执行完毕或遇到return语句时，该函数或方法的执行将结束，控制权将返回给调用者。