理解多线程

为何用多线程? 多个任务需要执行(机器是按顺序执行 一个阻塞全面停止) 多线程即如果电脑开5个软件,其中一个卡了,然后你去弄另一个然后那个弄完了再去弄原来的那个.

单线程会是等那个卡完了再接着下一个.

但是多线程的问题在于代码写了加了几个线程,但是代码处理的时候是抢占式的,就是如果不同线程之间代码存在关联的话,那么很容易造成程序结果奔溃.所以要实现线程同步. 即出去买菜, 需要去菜市场,拿菜,给钱,三步,如果分为三个线程则容易导致一线程去拿菜然后二线程也去拿菜,一已经把菜拿在手上了,二线程还在拿一已经拿在手上的菜,即因为线程执行速度过快,调用全局变量时,某个资源并不会按正常所想的方式执行,就是买菜这个方法执行到一半还没有完全执行结束,所以多个线程同时进入了会导致很大的问题所以要线程同步.

代码执行顺序

非静态代码块

直接由 { } 包起来的代码，称为非静态代码块

1

静态代码块

直接由 static { } 包起来的代码，称为静态代码块

1形参

比如你定义一个函数void add（int a, int b），这里的a和b就是形参。

当你进行函数调用的时候，add（1, 2），这里的1和2就是实参。

向前引用

所谓向前引用，就是在定义类、接口、方法、变量之前使用它们。

成员变量

在类体里面定义的变量称为成员变量；

如果该成员变量有 static 关键字修饰，则该成员变量称为 静态变量 或 类变量；

如果该成员变量没有 static 关键字修饰，则该成员变量被称为 非静态变量 或 实例变量。

局部变量

形参、方法内定义的变量、代码块中定义的变量，都属于局部变量。

类变量 （静态变量）

可以向前引用

变量属于类本身

类变量不依赖类的实例，类变量只在初始化时候在方法区中被分配一次空间，无论类的实例被创建几次，都不再为类变量分配空间

通过类的任意一个实例来访问类变量，底层都将将其转为通过类本身来访问类变量，它们的效果是一样的

一旦类变量的值被改变，通过类或类的任意一个实例来访问类变量，得到的都将是被改变后的值

将在类的初始化之前初始化
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实例变量（非静态变量）

不能向前引用，如果向前引用，则称为非法向前引用，这是不允许的

变量属于类的实例对象

随着类的实例被创建而分配内存空间

java代码初始化顺序

由 static 关键字修饰的（如：类变量(静态变量)、静态代码块）将在类被初始化创建实例对象之前被初始化，而且是按顺序从上到下依次被执行。静态（类变量、静态代码块）属于类本身，不依赖于类的实例。

没有 static 关键字修饰的（如：实例变量(非静态变量)、非静态代码块）初始化实际上是会被提取到类的构造器中被执行的，但是会比类构造器中的代码块优先执行到，非静态（实例变量、非静态代码块）的地位是相等的，它们将按顺序被执行。

类变量（静态变量）、实例变量（非静态变量）、静态代码块、非静态代码块的初始化时机

由 static 关键字修饰的（如：类变量[静态变量]、静态代码块）将在类被初始化创建实例对象之前被初始化，而且是按顺序从上到下依次被执行；

没有 static 关键字修饰的（如：实例变量[非静态变量]、非静态代码块）初始化实际上是会被提取到类的构造器中被执行的，但是会比类构造器中的 代码块优先执行到，其也是按顺序从上到下依次被执行。

容易混淆的一个知识点

静态方法只允许直接访问静态成员，而实例方法中可以访问静态成员和实例成员，原因是类还没有实例化，所实例成员也没有被创建，静态方法中因此也不能用this。

泛型