# OOP: instance

## class and object

### objects

class is blueprint of objects. A class could be declared with some variables known as attributes/properties and methods. An object is instantiation of a class.

instantiation is instance of a class. A object would be created using new literal.

|  |
| --- |
| simplest class |
| class Test{ } // declare a class |
| Test t = new Test(); //instantiate class |

|  |
| --- |
| example class: properties, constructor and instance methods |
| class Test{  int age; //class properties  Test(int age){ // constructor with arguments  self.age = age;  }  void print(){ // instance methods  System.out.println(this.age);  }  } |
| int age =10;  Test t = new Test(age);  t.print(); |

|  |
| --- |
| certain class may consist of initializer block, which would be run before constructor. |
| public class ClassTest {  int age;  **{ //initializer block**  **age =10;**  **}**  static String name;  **static{ //initializer block**  **name = "na";**  **}**  public static void main(String[] args){  //wrong: System.out.println(ClassTest.age);  System.out.println(ClassTest.name);  ClassTest t = new ClassTest();  System.out.println(t.age);  System.out.println(t.name);  }  } |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### garbage collection

objects without reference variables connected are eligible for garbage collection in JVM.

Garbage collection may not surely be executed.

|  |
| --- |
| two objects are created. |
| class A{  int a;  A(int a){ this.a = a; }  public static void main(String[] args){  A a = new A(1);  A b = new A(1);  }  } |
|  |

|  |
| --- |
|  |
| public class ReturnDemo {  public static String getName() {  String tmp = new String("unknown");  return tmp;  }  public static void main(String [] args) {  String result;  result = getName();  System.out.println(result);  **result = null; // the string object is ready for GC after this line.**  System.gc();  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
| one object is created. The references are all set to null by default |
| String[] s= new String[5]; |

|  |
| --- |
| three objects are created. object(2018,8,15) is eligible for garbage collection at Line X. d1 and d2 refer to object(2018,8,16), d3 refer to object(2018,8,17) |
| import java.time.\*;  public class Garbage1 {  public static void main(String[] args) {  LocalDate d1 = LocalDate.of(2018,8,15);  System.out.println(d1.hashCode());  d1 = d1.plusDays(1);    System.out.println(d1.hashCode());  LocalDate d2 = d1;  System.out.println(d2.hashCode());  LocalDate d3 = d1.plusDays(1);  System.out.println(d3.hashCode());  //Line x  }  } |
|  |

|  |
| --- |
| three objects are created. Three are eligible for garbage collection at lineX |
| public class Garbage2 {  public static void main(String[] args) {  new Wind(1).go();  //lineX  }  }  class Wind{  int id;  Wind(int i){  id=i;  }  void go(){  Wind w1=new Wind(1);  Wind w2=new Wind(1);  System.out.println(w1.hashCode());  System.out.println(w2.hashCode());  }  } |

|  |
| --- |
| Two objects are created. Two are eligible for garbage collection at lineX. |
| public class Garbage3 {  public static void main(String[] args) {  Wind w= new Wind(1);  System.out.println(w.hashCode());  Wind w2 = w.go(w);  System.out.println(w2.hashCode());  //lineX  }  }  class Wind{  int id;  Wind(int i){  id=i;  }  Wind go(Wind w){  w = new Wind(1);  Wind w1 = w;  w.id=2;  System.out.println(w.hashCode());  System.out.println(w1.hashCode());  return w1;  }  } |

|  |
| --- |
| 5 objects of Test (da refers to 3+1, d refers 1) are created. two objects that references da[0] and da[1]/d refer to are ready for garbage collection at lineX. |
| public class Garbage4 {  public static void main(String[] args) {  **Test[] da = new Test[3];**  da[0] = new Test();  Test d = new Test();  da[1] = d;  d = null;  da[1] = null;  // LineX;  }  }  class Test{} |
|  |

The finalize method can be invoked at most once.

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## constructor

### declaration

Constructor is a special method, of which name must be identical with that of virtual class and has not return type. Constructor could initialize or update class/instant variables.

YES assertion:

* Constructor must have the same name with class name. Thus, constructor can't be overridden like common class methods.
* Constructor is automatically invoked when a class is instantiated. It can’t be executed separately like instance methods.
* Declaration of constructor is optional. A default constructor is automatically provided if none constructor is declared . For example, no arguments are passed or don't need to initialize class variables.
* It is ok to declare multiple constructors in one class. That is overloading. Overloading constructors must have the same name as class name and different arguments in type or number.
* For inheritance, constructor of parent class is executed firstly and then child's ones.

|  |
| --- |
| The three definitions are equal. constructor is optional. Default constructor would be invoked automatically |
| class A1{ }  //default constructor  class A2{ A2(){} }  //All objects belong to Object. super() refers to class java.lang.Object.  class A3{  A3(){ super(); }  } |

NO assertions:

* Don’t define return type in constructor . if there is, that should be method rather than constructor even if it method may have the same name as class name.
* Don't declare constructor in abstract class or static class or interface because they can't be instantiated as virtual class.
* Constructor is never overridden like instance methods because name of class name and constructor are identical. If there is inheritance, always execute super() firstly even if super() may be omitted.
* Don't forget super() if all constructors are arguments required in superclass.
* Don't place this() or super() in anywhere in constructor or other methods except the first statement of constructor.
* Don't use final modifier.
* Don't repeat declaration.

In some tricky source code, watch out to distinguish constructor with instance methods when method name is identical with class name. Of course, such approach for naming methods is not suggested.

|  |
| --- |
| Distinguish methods and constructors. The two classes below can be compiled. |
| class B1{  **B1(){ // this is constructor**  System.out.println("constructor B1");  }  **void B1(){ // this is method**  System.out.println("B1");  }  } |
| class B2{  **void B2(){ // this is method**  System.out.println("B2");  return;  }  } |
| class B3{  **B3(){ // this is constructor though there is "return;"**  System.out.println("constructor B3");  **return; //compiling is ok but that is not suggested.**  }  } |

|  |
| --- |
| output: 0 |
| public class Salmon {  int count;  **public void Salmon() { // this method**  count = 4;  }  public static void main(String[] args) {  Salmon s = new Salmon();  System.out.println(s.count);  }  } |

|  |
| --- |
| output: Color:null |
| public class Egret {  private String color;  public void Egret() { // this is method  Egret("white");  }  public void Egret(String color) { // that is method  color = color;  }  public static void main(String[] args) {  Egret e = new Egret();  System.out.println("Color:" + e.color);  }  } |

### this and super keywords

* "this." denotes this class variable. "super." denotes parent class variable. Class variables can't be overridden but hidden. For variables with same name, there are two different variable in sub-/super-class.
* this() and super() denote constructor of this class and its parent class, respectively. this() and super() **must be place in constructor, and the first statement**. They are used for calling a certain constructor of this class or any one of constructors of superclass.

Note: Java doesn't allow multiple inheritance, for example,

|  |
| --- |
| case 1 is wrong. In case 2, parent of A is B, C is parent of B rather than A. Therefore, super. or super() invoked in A would always refer to something in B. |
| //case 1  class C{}  class B{}  class A extends B, C{} |
| //case 2  class C {}  class B extends C{}  class A extends B{} |

|  |  |
| --- | --- |
| output |  |
| 10 | public class Test {  int age;  Test(){ **this.age = 10;** }  public static void main(String[] args) {  Test t = new Test();  System.out.println(t.age);  }  } |
| 10  this.age is equal to age if not other identical name variables | public class Test {  int age;  Test(){  **age = 10;**  }  public static void main(String[] args) {  Test t = new Test();  System.out.println(t.age);  }  } |
| 0  Test() is not constructor but methods | public class Test {  int age;  **void Test(){** this.age = 10; }  public static void main(String[] args) {  Test t = new Test();  System.out.println(t.age);  }  } |
| 0  the two age are all local variable.  correct:  Test(int age){  this.age = age;  } | public class Test {  int age;  **Test(int age){ age = age; }**  public static void main(String[] args) {  Test t = new Test(10);  System.out.println(t.age);  }  } |
| 1  class variable age is not updated in constructor but in initializer block. | public class Test {  int age;  Test(int age){ **age = this.age;** }  public static void main(String[] args) {  Test t = new Test(10);  System.out.println(t.age);  }  **{ age = 1; }**  } |

|  |  |
| --- | --- |
| output |  |
| 1  10  this() will be one of argument constructor | public class Test {  int age;  **Test(){ this(1); }**  Test(int age){ this.age = age; }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(10);  System.out.println(t1.age);  System.out.println(t2.age);  }  } |
| 1  null  10 | public class Test {  int age;  Integer a;  Test(){ this(1); }  Test(int age){ this.age = age; }  Test(Integer a){ this.a = a; }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(10);  System.out.println(t1.age);  System.out.println(t1.a);  System.out.println(t2.age);  }  } |
| 1  10 | public class Test extends Animal{  Test(){ super(1); }  Test(int age){ super(age); }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(10);  System.out.println(t1.age);  System.out.println(t2.age);  }  }  class Animal{  int age;  Animal(int age){ this.age = age; }  } |
| output:  33  1111  Two same instance variables in superclass.  this.age and super.age refer to the same value that refer to Tiger.age. I**nstance variable age in Animal is hidden.**  Java prohibit multiple inheritance. that means a subclass has only one parent, and one grandparent, and so on. | public class Test extends Tiger{  Test(){  super(2);  System.out.print(this.age);  **System.out.println(super.age);**  }  Test(int age){  super(age);  System.out.print(this.age);  **System.out.println(super.age);**  }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(10);  }  }  class Animal{  int age;  Animal(){ this.age = 1; }  Animal(int age){ **this.age = age;** }  }  class Tiger extends Animal{  int age;  Tiger(int age){ **this.age = age + 1;** }  } |
| output:  313  919 | public class Test extends Tiger{  Test(){ super(2); }  Test(int age){ super(age); }  public static void main(String[] args) {  Test t1 = new Test();  **System.out.print(t1.age);**  **System.out.print(((Animal) t1).age);**  **System.out.println(((Tiger) t1).age);**  Test t2 = new Test(8);  System.out.print(t2.age);  System.out.print(((Animal) t2).age);  System.out.println(((Tiger) t2).age);  }  }  class Animal{  int age;  Animal(){ this.age = 1; }  Animal(int age){ this.age = age; }  }  class Tiger extends Animal{  int age;  Tiger(int age){ this.age = age + 1; }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### access privilege

Default access of constructor is "package default". So the same package class could instantiate this class.

|  |
| --- |
| default access |
| public class Test{  int age;  Test(){  this.age=1;  }  Test(int age){  this.age=age;  }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(8);  }  } |

class with private constructor must be instantiated within this class.

|  |
| --- |
| If constructor is marked as private, this class is only instantiated within this class. |
| public class Test{  int age;  **private Test(){**  this.age=1;  }  **private Test(int age){**  this.age=age;  }  public static void main(String[] args) {  Test t1 = new Test();  Test t2 = new Test(8);  }  } |

|  |
| --- |
|  |
| public class ConstructorTest{  int age;  **private ConstructorTest(int age){**  this.age = age;  }  public static void main(String[] args){  ConstructorTest c = new ConstructorTest(10);  System.out.println(c.age);  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### order of execution

Parent constructor and sub constructor would be called in order.

|  |
| --- |
| output:  animal mammal tiger |
| public class InitialOrder1 extends Tiger{  public static void main(String[] args){  InitialOrder1 d = new InitialOrder1();  }  }  class Tiger extends Mammal{  Tiger(){  System.out.print("tiger ");  }  }  class Mammal extends Animal{  Mammal(){  System.out.print("mammal ");  }  }  class Animal{  Animal(){  System.out.print("animal ");  }  } |

|  |
| --- |
|  |
|  |

## instance method

Class methods are categorized by virtual methods and other methods. The other methods could be final methods, static methods, private methods.

YES assertions

* Instance methods belongs to instances of a class (This is object). Instance methods could be invoked only if an object is created.
* Instance methods could access instance/class variables or methods. use this. or super. to invoke instance method or access instance variables within class.
* Instance methods may have multiple copies depending on objects. Instance methods could be overloaded or overridden.

NO assertions.

* Don't invoke instance methods in static context.

### define and invoke

|  |
| --- |
| define class methods and call them. |
| public class ClassMethod {  int age;  ClassMethod(){  age=10;  }  void setAge(int age){  this.age=age;  }  int getAge(){  return this.age;  }  public static void main(String[] args){  ClassMethod c = new ClassMethod();  c.setAge(20);  System.out.println(c.getAge());  }  } |

|  |
| --- |
| employ instance methods within instance methods  There is only one calAgeRate(). So "float age\_rate = this.calAgeRate();" is equal to " float age\_rate = calAgeRate();" |
| public class ClassMethod2 {  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  float getTotal(){  **float age\_rate = calAgeRate();**  return age\_rate \* .1f;  }  public static void main(String[] args){  ClassMethod2 c = new ClassMethod2();  System.out.println(c.getTotal());  }  } |

|  |
| --- |
| define instance methods, and invoke another instance methods. |
| public class Method2 {  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  float getTotal(){  **float age\_rate = this.calAgeRate();**  // float age\_rate = calAgeRate(); // they are equal  return age\_rate \* .1f;  }  public static void main(String[] args){  Method2 c = new Method2();  System.out.println(c.getTotal());  }  } |

overload instance methods

|  |
| --- |
| output:  go1  3  Test@2c7b84de |
| public class Test{  int age;  void go(){  System.out.println("go1");  }  void go(int a){  System.out.println(a);  }  void go(Object o){  System.out.println(o.toString());  }  public static void main(String[] args) {  Test t = new Test();  t.go();  t.go(3);  t.go(new Test());  }  } |

|  |
| --- |
| invoke method must follow the patterns of declaration. |
| public class MethodArgument {  **void test1(){**  System.out.println("print");  }  **void test2(int a, float b){**  System.out.println(a+b);  }  public static void main(String[] args){  MethodArgument C = new MethodArgument();  **C.test1(); //no arguments**  **C.test2(3, 3.4f); //same type and order**  }  } |
|  |

|  |
| --- |
| inheritance and override |
| public class Test extends Animal{  public static void main(String[] args) {  Test t = new Test();  t.go();  }  }  class Animal {  void go(){  System.out.println("animal");  }  } |
| public class Test extends Animal{  void go(){  System.out.println("test");  }  public static void main(String[] args) {  Test t = new Test();  t.go();  }  }  class Animal {  void go(){  System.out.println("animal");  }  } |

### pass arguments

* must pass the same type arguments
* For immutable type object namely primitive type or String, pass arguments by value.
* For mutable type object, pass reference only. Any calls to object methods within the method are reflected in the caller.

Data type between caller and declaration should be identical or compatible.

|  |
| --- |
| output: 33 |
| public class Test{  int age;  void go(int a){  System.out.print(a);  }  public static void main(String[] args) {  Test t = new Test();  short a =3;  t.go((a)); //automatic casting  t.go((int) 3.4f); //explicit casting  }  } |

The parameter obj support any variable. The class is java.lang.Object

|  |
| --- |
| output:  abc  23.0  Test@3fee733d |
| public class Test{  int age;  void go(Object a){  System.out.println(a.toString());  }  public static void main(String[] args) {  Test t = new Test();  t.go("abc");  t.go(23.f);  t.go(new Test());  }  } |
|  |

pass unknown number of arguments using "var-args".

|  |
| --- |
| four approaches below are good. |
| public class MethodArgument {  **void test3(int a, float... args){**  if (args.length > 0){  System.out.println(a+args[0]);  }  }  public static void main(String[] args){  MethodArgument C = new MethodArgument();  C.test3(3);  C.test3(3, 3.1f);  C.test3(3, 3.1f, 3.2f);  float[] a= {3.1f, 3.2f};  C.test3(3, a);  float[] b = new float[10];  C.test3(3, b);  }  } |

|  |
| --- |
| output:0120 |
| public class MethodVarargs {  static void test(boolean a, boolean... b){  System.out.print(b.length);  }  public static void main(String[] args){  test(true);  test(true, true);  test(true, true, false);  test(true, new boolean[0]);  // wrong: test(true, {true, false});  //wrong test(true, new boolean[]);  }  } |

pass argument by value

|  |
| --- |
| output: 63 |
| public class Test{  int age;  void go(int a){  a +=3;  System.out.print(a);  }  public static void main(String[] args) {  Test t = new Test();  int a =3;  t.go(a);  System.out.println(a);  }  }  class Animal {  void go(){  System.out.println("animal");  }  } |

pass object by reference

|  |
| --- |
| output:0122 |
| public class ObjectGarbage {  public static void main(String[] args){  Test d = new Test();  System.out.println(d.a); //==0  Test d1 = d.do1(d);  System.out.println(d1.a); //==1  Test d2 = d.do2(d);  System.out.println(d1.a); //==2  System.out.println(d.a); //==2  }  }  class Test{  int a =0;  Test do1(Test cb){  a =1;  return cb;  }  Test do2(Test cb){  cb = null;  a=2;  return cb;  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### return type

return type must be defined when a method is declared.

* **Compatible**: return type and return statement must be consistent or compatible.
* **Value return**: For immutable type object namely primitive type or String, return value.
* **Object return**: For mutable type object, keep an eye on how to return reference variable or object.
* **Covariant return type**: In case of overriding methods, the return type in child method is allowed to be a subclass of that defined in parent class.

No return is allowed.

|  |
| --- |
| the below are equal |
| void test(){} |
| void test(){;} |
| void test(){return;} |

keep consistency of return type and return statement

|  |
| --- |
| output: 3  return int type |
| int test(){  return 3;  } |
| int test(){  return (int) 3.14; //casting  } |
| int test(){  short a = 3; return a;  } |
| int test(){  return (short) 3.14;  } |

Return type could be overridden if the return types of two methods are covariant and reference type. The method in subclass must declare more specific type than that in superclass. Both return type should be reference type to object rather than primitive type or String.

|  |
| --- |
| output: child child |
| public class MethodReturn extends Test {  **MethodReturn test5(){**  System.out.println("child");  return new MethodReturn();  }  **Test test6(){**  System.out.println("child");  return new Test();  }  public static void main(String[] args) {  MethodReturn c = new MethodReturn();  c.test5();  c.test6();  }  }  class Test{  **Test test5(){**  System.out.println("parent");  return new Test();  }  **Object test6(){**  System.out.println("parent");  return new Test();  }  } |

If reference type is passed into a method, reference variable within the method and outside of it would refer to the same object. Any update to this object within the method could be visible outside the method. Thus, reference type referring to the same object is not required in some cases.

|  |
| --- |
| output:  4066  4066  4066  [a, b, c]  [a, b]  126145  126145  Note: getList() return reference variable rather than object itself. list3, list2 and list are reference variables that refer to the same object created by constructor. |
| import java.util.ArrayList;  public class MethodReturn2 {  private ArrayList<String> list = new ArrayList<String>();  MethodReturn2(){  list.add("a");  list.add("b");  }  ArrayList getRef(){  ArrayList<String> list2 = list;  System.out.println(list.hashCode());  System.out.println(list2.hashCode());  return list2;  }  ArrayList getObj(){  ArrayList<String> list2 = new ArrayList<String>(list);  list2.add("c");  System.out.println(list2);  System.out.println(list);  System.out.println(list2.hashCode());  return list2;  }  public static void main(String[] args){  MethodReturn2 t = new MethodReturn2();  ArrayList<String> list3 = t.getRef();  System.out.println(list3.hashCode());  ArrayList<String> list4 = t.getObj();  System.out.println(list4.hashCode());  }  } |

If return type is reference type, object casting is allowed. That is one pattern of polymorphism. Moreover, return null is allowed.

|  |
| --- |
| output:  tiger  animal |
| public class MethodReturn3 extends Tiger{  **static Animal test1(){**  System.out.println("tiger");  **return new Tiger();**  }  **static Animal test2(){**  System.out.println("animal");  **return new Animal();**  }  public static void main(String[] args){  test1();  test2();  }  }  class Animal{}  class Tiger extends Animal {} |

|  |
| --- |
| output:  [java.lang.Object@5acf9800, Animal@4617c264, Tiger@36baf30c, null]  [java.lang.Object@5acf9800, Animal@4617c264, Tiger@36baf30c, null] |
| import java.util.ArrayList;  public class MethodReturn4 {  static ArrayList<Object> test(ArrayList<Object> x){  **x.add(new Object());**  **x.add(new Animal());**  **x.add(new Tiger());**  **x.add(null);**  return x;  }  public static void main(String[] args){  ArrayList<Object> list = new ArrayList<>();  ArrayList<Object> list2 = test(list);  System.out.println(list.toString());  System.out.println(list2.toString());  }  }  class Animal{}  class Tiger extends Animal {} |

|  |
| --- |
| output:  child |
| public class MethodReturn extends Test {  MethodReturn test5(){  System.out.println("child");  return new MethodReturn();  }  public static void main(String[] args) {  MethodReturn c = new MethodReturn();  c.test5();  }  }  class Test{  Test test5(){  System.out.println("parent");  return new Test();  }  } |

## instance variable

In class, Variable could be instance variable, or static variable (class variable), or local variable.

* Local variables and static variables are placed on the stack. Static variables are initialized before instance, and the order is static block, initialize block and constructor.
* If there is inheritance, variables declared in class can't be overridden but be hidden.

### instance variable

Instance variables are non-static variables and are declared in a class outside any method, constructor, or block.

* Instance variables should be declared in class outside class methods, constructor or other block.
* Instance variables are bound to objects. Instance variables like objects live on the heap. Instance variables are created when an object of the class is created and destroyed when the object is destroyed. They should be accessed by reference variable which refers to object/instance of class. Therefore, one object would have one set of instance variables.
* instance variables could be initialized when they are declared , or in instance initializer, or constructor, or omitted. Instance initializer are blocks of code that are run before the constructor. The order is initializer block, and then constructor. Differing from local variables, omit initialization for instance variables is ok.
* Use this. or super. if instance variables or those from superclass are called.
* In an encapsulated class, instance variables are of **private scope** and getters/setters are of **public scope**.

Distinguish instance variables from other variables in class.

|  |
| --- |
| name is instance variable. type is local variable. age is static/class variable. |
| class Test{  String name;  static int age = 1;  void go(){ String type; }  } |
|  |

|  |
| --- |
| default values of instance variables |
| String s == null  int num == 0  boolean b == false  float d == 0.0 |

The below shows 4 methods on initialization of instance variables.

|  |
| --- |
| output:  0  tiger  M  Animal |
| public class VariableInstance {  int age;  String name;  char gender = 'F';  String specie = "Animal";  {  gender = 'M';  }  VariableInstance(String name){  this.name = name;  }  void print(){  System.out.println(this.age);  System.out.println(this.name);  System.out.println(this.gender);  System.out.println(this.specie);  }  public static void main(String[] args){  new VariableInstance("tiger").print();  }  } |

Call instance variables using this. or super. in instance methods. Don't call instance variables in static methods.

|  |
| --- |
| output:  1  tiger  animal  this. could be omitted if there is no such local variables have the same name as instance variable. |
| public class VariableInstance2 extends Test{  int age = 1;  String name = "tiger";  void print(){ //call instance variables in instance methods only  System.out.println(age);  System.out.println(this.name);  System.out.println(super.name);  }  public static void main(String[] args) {  new VariableInstance2().print();  }  }  class Test{  String name = "animal";  } |

Moreover, instance variable could be reference variable referring to an object.

|  |
| --- |
| output: na |
| public class VariableInstance3{  **Test t1 = new Test();**  public static void main(String[] args) {  VariableInstance3 t = new VariableInstance3();  System.out.println(**t.t1.name**);  }  {  t1.name = "na";  }  }  class Test{  String name = "test";  } |

### local variable

Distinguish local variable, instance variable and static variable. See the example below

|  |
| --- |
|  |
| public class Type {  int integer; //instance variable. default is 0  static int num; // class variable or static variable. default is 0  public Type() {  int type; // local variable. No initialization  }  } |

|  |
| --- |
| a is instance variable. b and c is local variable |
| class Test{  int a;  {int b;}  void go(){ int c;}  } |
|  |

|  |
| --- |
| instance variable a would not be initialized in constructor because both of the variables of "a=a;" are local variable. |
| class Test{  int a;  Test(int a){ a=a;}  } |

Compare the three approaches below.

|  |
| --- |
| Color: null |
| public class Egret {  private String color;  public Egret() { this("white"); }  **public Egret(String color) { color = color; } //both variables are local**  public static void main(String[] args) {  Egret e = new Egret();  System.out.println("Color:" + e.color);  }  } |
| Color: White |
| public class Egret {  private String color;  public Egret() { this("white"); }  **public Egret(String color) { this.color = color; }**  public static void main(String[] args) {  Egret e = new Egret();  System.out.println("Color:" + e.color);  }  } |
| public class Egret {  private String color;  public Egret() { this("white"); }  **public Egret(String x) { color = x; }**  public static void main(String[] args) {  Egret e = new Egret();  System.out.println("Color:" + e.color);  }  } |
|  |

Watch out reference type local variable, which may refer to the same object as a certain instance variable. Therefore, any invoke may have impact on something outside of instance methods.

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### Order of initialization

* Keep in mind that only static blocks should be invoked before class instantiation. Only when a class is instantiated, firstly invoke instance initializer block, then constructor.
* **Static blocks would be invoked only if main() exists in this class.**
* **Instance initializer would be invoked only if class is instantiated.** The order is from the top to the end of class excluding instance methods.
* A certain constructor would be invoked only if class is instantiated.
* In case of inheritance, first initialize base class from the most base class then initialize child class. Within a certain class, order of initialization follows the above rule.

|  |
| --- |
| output: dacbe  initializer block -> constructor |
| public class ConstructorOrder {  {  **System.out.print("a"); //3**  }  **ConstructorOrder(){**  **System.out.print("b"); //5**  **}**  {  **System.out.print("c"); //4**  }  public static void main(String[] args){  **System.out.print("d"); //1**  new ConstructorOrder();  **System.out.print("e"); //2**  }  } |

What happens if there is static block? Static block will be executed before main() is executed. Note: instantiation of static block is not determined by instantiation of objects.

|  |
| --- |
| output: cd |
| public class ConstructorOrder {  static int a;  {  System.out.print("a");  }  ConstructorOrder(){  System.out.print("b");  }  static {  a=10;  **System.out.print("c"); //1**  }  public static void main(String[] args){  **System.out.print("d");//2**  }  } |

|  |
| --- |
| output: cdabe |
| public class ConstructorOrder {  static int a;  {  System.out.print("a");  }  ConstructorOrder(){  System.out.print("b");  }  **static {**  **a=10;**  **System.out.print("c");**  **}**  public static void main(String[] args){  System.out.print("d");  new ConstructorOrder();  System.out.print("e");  }  } |

|  |
| --- |
| output: fcd |
| public class ConstructorOrder extends Test{  static int a;  {  System.out.print("a");  }  ConstructorOrder(){  System.out.print("b");  }  static {  a=10;  **System.out.print("c");**  }  public static void main(String[] args){  **System.out.print("d");**  }  }  class Test{  static int b;  static {  b=10;  **System.out.print("f");**  }  } |

|  |
| --- |
| output: acbd |
| public class Letters {  { System.out.print("a"); }  public Letters() { { System.out.print("b"); } }  { System.out.print("c"); }  public static void main(String[] args) {  Letters a = new Letters();  { System.out.print("d"); }  }  } |

## Encapsulation

Encapsulation is to wrap up private instance variables and instance methods together as a single block. Here are some advantages of encapsulation

* Encapsulation help protection, details of data or behavior in class are hidden to callers. Callers can't access instance variables directly but through instance methods.
* Encapsulation would decouple components such read-only (getter) or write-only access (setter).
* Encapsulation would bind variable with behaviors together. That is highly integrated within instance methods.

For encapsulation, variables should be marked as "private". Therefore, those variables must be access by this class only. Any access, namely GET or SET, should be done from specific methods respectively. For example, when following JavaBean naming conventions, the accessor method for the property boolean b.

|  |
| --- |
|  |
| class Test{  **private boolean b;**  public boolean isB() { return b; }  public boolean getB(){ return this.b;}  public void setB(boolean b) { this.b =b;}  } |
|  |

Here are common rule:

* define a class which encapsulates attributes (variables) and methods.
* Attributes are marked as private, and all setter or getter methods are marked as public. They can't be accessed directly from outside but operated by certain methods. encapsulate variables as attributed and access variable by methods
* Access privilege of other methods are assigned with private/protected/<default>/public.
* With encapsulation, object become immutable where instance variables can't be changed once the object is created.

Here is one example of encapsulation that wrap up instance variables .

|  |
| --- |
| encapsulate attribute age, which is initialized by constructor. The methods setter and getter are defined. |
| public class Method1 {  **private int age;**  Method1(){ age=10; }  **public void setAge(int age){** this.age=age; }  **public int getAge(){** return this.age; }  public static void main(String[] args){  Method1 c = new Method1();  c.setAge(20);  System.out.println(c.getAge());  }  } |

Immutability of class does not allow setters.

|  |
| --- |
| In this case, the object c is immutable |
| public class Method{  **private int age;**  Method(){ age=10; }  **public int getAge(){** return this.age; }  public static void main(String[] args){  Method c = new Method();  c.setAge(20);  System.out.println(c.getAge());  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

# OOP: static

Java support static class, static instance variables, static methods, static variables, static block.

## static variable

* Class initialization initialize static variables. So, static variable is also known as class variable. Differing from instance variable, static variable belongs to a class rather than a particular instance.
* static variable is always initialized once with class initialization. That means a static variable could be used by multiple instances of the class.
* Static variable is accessed by class name rather than reference variables and don't need any object..
* That is stored in stack. The value is always the newest value.

Here are how do we define, implement a static variable.

|  |
| --- |
| // pattern 1: initialized in constructor  // Not suggested. usually remove static |
| public class StaticInitial {  static int a;  StaticInitial(){  a = 1;  }  } |

|  |
| --- |
| // pattern 2: initialized at static block |
| public class StaticInitial {  static int a =1;  static int b;  static {  b = 2;  // static variable can't be updated.  //No exception but does not work.  a=3;  }  } |

|  |
| --- |
| //pattern 3: initialized at declaration |
| class Test{  public static int c = 3;  } |

Compare the difference between instance and static variables in class.

|  |  |
| --- | --- |
| output |  |
| 10  age is instance variable | public class Test {  int age;  Test(){ **this.age = 10;** }  public static void main(String[] args) {  Test t = new Test();  System.out.println(t.age);  }  } |
| 20  age is static variable. main() will initialize the class Test ( age =0), and two instance will update age twice( age=10, age=20). {20, 10, 0} are stored in static stack. 20 is the newest one. | public class Test {  **static int age;**  Test(int age){ this.age += age; }  public static void main(String[] args) {  Test t1 = new Test(10);  Test t2 = new Test(10);  System.out.println(t2.age);  }  } |
| 11  initialize class Test: age=0;  t1 instance: age=1, age = 11  t2 instance: age =1, age =11  static stack {11,1,11,1,0} | public class Test {  static int age;  Test(int age){  this.age += age;  }  public static void main(String[] args) {  Test t1 = new Test(10);  Test t2 = new Test(10);  System.out.println(t2.age);  }  { age = 1; }  } |
| 21  initialize class Test: age=0;  static block: age = 1;  t1 instance: age = 11  t2 instance: age =21  static stack {21,11,1,0} | public class Test {  static int age;  Test(int age){  this.age += age;  }  public static void main(String[] args) {  Test t1 = new Test(10);  Test t2 = new Test(10);  System.out.println(t2.age);  }  static { age = 1; }  } |
| output: cbdada22  static stack {22,12,2,1,0} | public class Test extends Animal{  Test(int age){  System.out.print("a");  this.age += age;  }  public static void main(String[] args) {  Test t1 = new Test(10);  Test t2 = new Test(10);  System.out.println(t2.age);  }  static {  age = 2;  System.out.print("b");  }  }  class Animal{  static int age;  static {  age = 1;  System.out.print("c");  }  {  System.out.print("d");  }  } |

|  |
| --- |
|  |
|  |

static variable is only initialized one time.

Initialization of class static variable is not required but initialization is ok.

|  |
| --- |
| output: 12  class static variable age is not initialized |
| public class StaticInitial2 extends Test{  public static void main(String[] args) {  Test c1 = new Test();  System.out.print(c1.age);  Test c2 = new Test();  System.out.println(c2.age);  }  }  class Test{  **static int age;**  Test(){  this.age += 1;  }  } |
| output: 1 |
| public class StaticInitial3 extends Test{  static int age = 7;  public static void main(String[] args) {  new Test().go(age);  System.out.println(Test.age);  }  }  class Test{  static int age;  Test(){  this.age += 1;  }  void go(int age){  age++;  }  } |

|  |
| --- |
|  |
|  |

import static variables from other class.

|  |
| --- |
| stative variable LENGTH is stored in path a/b/c.java |
| import static a.b.c.LENGTH; |
| impot static a.b.c.\*; |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## static methods

It is allowed to define static methods in abstract class or interface. Here are the rules:

* static methods must be marked as static and consist of method body.
* Defined in abstract class, static methods could be default/protected/public. private is not allowed.
* Defined in interface, static methods are public access by default. private/protected is not allowed.
* Static methods can't be marked as final or abstract or private.
* Static methods are invoked in static context or through instance methods.
* Static methods can't be overridden but hidden.

Here are examples for declaration static methods in abstract class and interface.

### Invoke static methods

invoke static methods in static context

invoke static methods in instance context

|  |
| --- |
|  |
| public class StaticMethod2 {  static void test(){  System.out.println("test1");  }  public static void main(String[] args) {  // invoke static methods  // method 1: class name+method name  **StaticMethod2.test();**  // method 2: method name within this class  **test();**  // method 3: instance method  **new StaticMethod2().test();**  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### In abstract class

|  |
| --- |
| The below are ok. |
| abstract class Test{  static void getName(){  System.out.println("name");  }  } |
| abstract class Test{  protected static void getName(){}  } |
| abstract class Test{  public static void getName(){;}  } |

|  |
| --- |
| output: name |
| public class InterfaceTest extends Test{  public static void main(String[] args){  **Test.getName();**  }  }  abstract class Test{  public static void getName(){  System.out.println("name");  }  } |

|  |
| --- |
| the access should be compatible. |
| public class MyTest extends Test{  **protected static void getName(){**  System.out.println("concrete");  }  public static void main(String[] args){  **Test.getName(); // static method in abstract class**  **getName(); // static method in virtual class**  }  }  abstract class Test{  **protected static void getName(){**  System.out.println("name");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### In interface

|  |
| --- |
| They are equal |
| interface Test{  static void getName(){ }  } |
| interface Test{  public static void getName(){ }  } |
| interface Test{  static void getName(){ ; }  } |
| interface Test{  static void getName(){ return; }  } |

invoke static methods directly by add prefix of interface. Don’t invoke static method as instance methods.

|  |
| --- |
| output: animal |
| public class InterfaceStatic implements Animal{  public static void main(String[] args) {  **Animal.getName();**  }  }  interface Animal{  static void getName(){  System.out.println("animal");  }  } |

As the patterns of referencing static methods, overridden doesn't occur.

|  |
| --- |
| output:  animal  test |
| public class InterfaceStatic2 implements Animal{  static void getName(){  System.out.println("test");  }  public static void main(String[] args) {  **Animal.getName(); // reference interface static**  **getName(); //reference concrete class static**  }  }  interface Animal{  static void getName(){  System.out.println("animal");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## static class

basic rules:

* If a class is defined within another class, there are inner class and top-level class. Inner class could be declared as static class. Therefore, static classes are always nested classes.
* A top-level class can' be declared as static.
* Static nested class can be instantiated without instance of the outer class.

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### static object

|  |
| --- |
| output:  2  10 |
| import learn.Rope;  public class StaticClass {  **private static Rope r1 = new Rope();**  **private static Rope r2 = new Rope();**  // executed only when instantiation  {  System.out.println(r1.length);  }  public static void main(String[] args) {  r1.length += 2;  System.out.println(r1.length);  r2.length += 8;  System.out.println(r1.length);  }  } |

|  |
| --- |
|  |
|  |

## final identifier

* final instance methods can't be overridden.
* Any methods defined in abstract class or interface can't be marked as final.
* Final virtual class can't be extended. Either abstract class or interface can't be marked as final.
* final type of variables can only be set once. They would not be changed once they are initialized. Final variables acts like constants.
* Final variables could be initialized in declaration, or instance initializer or constructor.

declare and initialize final variables. Initialize final variables during declaration, or declaration of blank final variables followed by inside instance-initializer block or inside constructor or static block.

|  |
| --- |
| The three approaches for initialization is ok. |
| public class ClassTest {  final int age;  { //initializer block  age =10;  }  public static void main(String[] args){  ClassTest t = new ClassTest();  System.out.println(t.age);  }  } |
| public class ClassTest {  final int age=10; //initialized at declaration  public static void main(String[] args){  ClassTest t = new ClassTest();  System.out.println(t.age);  }  } |
| public class ClassTest {  final int age;  ClassTest(int a){  this.age = a; //initialized in constructor  }  public static void main(String[] args){  ClassTest t = new ClassTest(1);  System.out.println(t.age);  ClassTest t2 = new ClassTest(10);  System.out.println(t2.age);  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

# OOP: Inheritance

## Inheritance

relationship between class A and B: inherit, or import. Inheritance is stronger.

Java doesn't support multiple inheritance. Therefore, a certain class always has one parent if there is inheritance.

single inheritance:

|  |
| --- |
| B->A |
| class A{}  class B extends A{} |

multilevel inheritance

Note: multiple inheritance is wrong. For example, C->A,B

|  |
| --- |
| C->B->A |
| class A {}  class B extends A{}  class C extends B{} |

hierarchical inheritance

|  |
| --- |
| C->A and B->A. B and C are siblings (no inheritance) |
| class A{}  class B extends A{}  class C extends A{} |

|  |
| --- |
|  |
|  |

### inherit constructor

* In child class, constructor may be omitted. super() may be omitted if one parent constructor doesn't declare arguments.
* If parent class have argument constructor, child class must define constructor, and explicitly instantiate it using super(), and super() must be placed on the top of the child constructor.
* inherit various parent constructor if there are multiple parent constructor.

constructors are executed in order starting from the constructors of base, some derived and finally child class.

|  |
| --- |
| output:  animal mammal tiger  11 |
| public class ConstructorOrder {  public static void main(String[] args){  new Tiger();  }  }  class Animals{  int age;  Animals(){  this.age = 1;  System.out.print("animal ");  }  }  **class Mammals extends Animals{**  Mammals(){  **super(); //could be ommited**  System.out.print("mammal ");  }  }  **class Tiger extends Mammals{**  Tiger(){  System.out.println("tiger ");  // this. and super. are equal  System.out.print(super.age);  System.out.println(this.age);  }  } |

|  |
| --- |
| output:  1malenull  0NAliving |
| public class ConstructorSuper {  public static void main(String[] args){  Mammal b1 = new Mammal("male");  b1.Print();  Mammal b2 = new Mammal();  b2.Print();  }  }  class Mammal extends Animal{  String gender;  Mammal(String gender){  super(1);  this.gender = gender;  }  Mammal(){  super("living");  this.gender = "NA";  }  void Print(){  System.out.print(this.age);  System.out.print(this.gender);  System.out.println(this.status);  }  }  class Animal{  int age;  String status;  Animal(int age){  this.age = age;  }  Animal(String status){  this.status = status;  }  } |

|  |
| --- |
|  |
|  |

### inherit instance methods

|  |
| --- |
| call parent method from child object |
| public class ClassMethod4 extends Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  float getTotal1(){  **float age\_rate = super.calAgeRate();**  return age\_rate \* .1f;  }  public static void main(String[] args){  ClassMethod4 c = new ClassMethod4();  System.out.println(c.getTotal1());  }  }  class Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 15;  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### inherit exceptions

|  |
| --- |
|  |
| //simple inheritance using default constructor  public class ConstructorException extends Parent{  public static void main(String[] args) {  new ConstructorException();  }  }  class Parent{} |
| //inheritance with constructor  public class ConstructorException extends Parent{  ConstructorException(){  System.out.println("child");  }  public static void main(String[] args){  new ConstructorException();  }  }  class Parent{  Parent(){  System.out.println("parent");  }  } |
|  |

For checked exceptions such as java.lang.Exception, java.io.IOException, or java.io.FileNotFoundException, child constructor and main() should throw exceptions if parent constructor declare exceptions, and their exception type should be consistent.

For unchecked exceptions, there is no such limits as checked exception.

|  |
| --- |
| output:  parent  child |
| //inherit constructor with exception  public class ConstructorException extends Parent{  ConstructorException() throws Exception{  System.out.println("child");  }  public static void main(String[] args) throws Exception{  new ConstructorException();  }  }  class Parent{  Parent() throws Exception {  System.out.println("parent");  }  } |
| //IOException  import java.io.IOException;  public class ConstructorException extends Parent{  **ConstructorException() throws IOException{**  System.out.println("child");  }  **public static void main(String[] args) throws IOException{**  new ConstructorException();  }  }  class Parent{  **Parent() throws IOException {**  System.out.println("parent");  }  } |
| //child class could miss RuntimeException.  public class ConstructorException extends Parent{  ConstructorException(){  System.out.println("child");  }  public static void main(String[] args){  new ConstructorException();  }  }  class Parent{  **Parent() throws RuntimeException {**  System.out.println("parent");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## overloading

In class, if two or more methods share the same name but differ in arguments, those methods are overloaded methods. Calling a method is method overloading. Overloading occurs in runtime rather than compiling process.

When overloaded methods are declared:

* method name must be identical
* arguments of methods must be different, name various number or data type.
* Return type could be identical, but it is ok if they are different.
* method could be overloaded within one class or subclass.
* method could declare new or wider exceptions.
* method could be marked as different access identifier.

NO assertions:

* don't overload operators as in C++

### overload constructor

constructor can be overloading but can't be override

overloading constructor:

1. same name and privilege but different arguments

|  |
| --- |
| three constructors are defined. |
| public class ConstructorThis {  int a=-1;  static int b=-1;  String c;  **public ConstructorThis(){**  this.a=1;  b=2;  }  **public ConstructorThis(int a){**  a = a+1;  }  **public ConstructorThis(String c){**  c=this.c;  }  public static void main(String[] args){  ConstructorThis c1 = new ConstructorThis();    int a=3;  ConstructorThis c2 = new ConstructorThis(a);  String c="abc";  ConstructorThis c3 = new ConstructorThis(c);  }  } |

employ constructor chaining when overload constructors.

|  |
| --- |
| output:  #2  #0  NA10  #2  #1  single10  #2  two34 |
| public class ConstructorChaining {  private String name;  private int age=10;  // constructor chaining  public ConstructorChaining(String name, int age){  this.name = name;  this.age = age;  System.out.println("#2");  }  public ConstructorChaining(String name){  this.name = name;  this.age = 10;  }  public ConstructorChaining(){  this.name = "NA";  this.age = 0;  System.out.println("#0");  }  public void Print(){  System.out.print(this.name);  System.out.println(this.age);  }  public static void main(String[] args){  new ConstructorChaining().Print();  new ConstructorChaining("single").Print();  new ConstructorChaining("two", 34).Print();  }  } |
| public class ConstructorChaining {  private String name;  private int age=10;  public ConstructorChaining(String name, int age){  this.name = name;  this.age = age;  System.out.println("#2");  }  public ConstructorChaining(String name){  this(name, 10);  System.out.println("#1");  }  public ConstructorChaining(){  this("NA", 10);  System.out.println("#0");  }  public void Print(){  System.out.print(this.name);  System.out.println(this.age);  }  public static void main(String[] args){  new ConstructorChaining().Print();  new ConstructorChaining("single").Print();  new ConstructorChaining("two", 34).Print();  }  } |

|  |
| --- |
|  |
|  |

### overload methods

for overloading methods, return type, access modifier, and exception list may vary. If the method name was different, it would be a different method rather than an overloaded method.

same method name and return type but different arguments.

The below overloading methods are legal.

|  |
| --- |
| public void test(){} |
| public void test(String sound){} |
| public void test(boolean soft){} |
| public void test(int… time){} //different arguments |
| public static void test(){} //static |
| private void test(Integer a){} //different access |

being done during execution time.

could occur within one class or inheritance

The order of overloading: exact match, widening primitives, autoboxing, varargs.

|  |
| --- |
| overload methods |
| public class ClassMethod4 extends Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  **float getTotal(){**  float age\_rate = calAgeRate();  return age\_rate \* .1f;  }  **float getTotal(float rate){**  float age\_rate = this.calAgeRate();  return age\_rate \* rate;  }  public static void main(String[] args){  ClassMethod4 c = new ClassMethod4();  System.out.println(c.getTotal());  System.out.println(c.getTotal(.15f));  }  } |
| public class ClassMethodOverload extends Test{  int age = 10;  **float calAgeRate(){**  return (float) this.age \* 10;  }  float getTotal(Integer rate){  **float age\_rate = rate==null ? calAgeRate() : calAgeRate(rate);**  return age\_rate \* .1f;  }  public static void main(String[] args){  ClassMethodOverload c = new ClassMethodOverload();  System.out.println(c.getTotal(null));  System.out.println(c.getTotal((Integer)16));  }  }  class Test{  int age = 10;  **float calAgeRate(Integer rate){**  return (float) this.age \* rate;  }  } |

|  |
| --- |
| output:10.0. only call the first one if two overloading methods with same arguments  the compiling is ok but that is coding error. One of them should deleted. |
| public class ClassMethod4 extends Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  **float getTotal(){**  float age\_rate = calAgeRate();  return age\_rate \* .1f;  }  **float getTotal(){**  float age\_rate = calAgeRate();  return age\_rate \* .5f;  }  public static void main(String[] args){  ClassMethod4 c = new ClassMethod4();  System.out.println(c.getTotal());  }  } |

|  |
| --- |
| output:  many 1 one 3 one 2 |
| public class Test{  private void layEggs(int... eggs) {  System.out.print("many " + eggs[0] + " ");  }  private void layEggs(int eggs) {  System.out.print("one " + eggs + " ");  }  public static void main(String[] args) {  Test c = new Test();  c.layEggs(1, 2);  c.layEggs(3);  **c.layEggs(new Integer(2)); //invoke layEgg(int eggs)**  }  } |

|  |
| --- |
|  |
|  |

### return type

return type of overloading methods is usually identical, but different return type of overloading methods is ok.

|  |
| --- |
|  |
| public class OverloadReturn {  **static void go(){**  System.out.println("no return");  }  **static int go(int a){**  System.out.println("return " + a);  return a;  }  public static void main(String[] args) {  go();  go(3);  }  } |

|  |
| --- |
|  |
| public class OverloadReturn extends Test{  **void go(){**  System.out.println("no return");  }  public static void main(String[] args) {  OverloadReturn t = new OverloadReturn();  t.go();  t.go(10);  }  }  class Test{  **int go(int a){**  System.out.println("return " + a);  return a;  }  } |

### Cast argument

Match arguments for overloading method:

1. detect exact match.

2. larger primitive type by casting: automatic convert short bytes to longer bytes

3. autoboxing: convert primitive type to wrapper class

4. varargs:

|  |
| --- |
| output:  int  int  double |
| public class OverloadArgument1 {  static void go(int a){  System.out.println("int");  }  static void go(double a){  System.out.println("double");  }  public static void main(String[] args){  go(3); // exact match  short a =3;  go(a); //convert short to int  go(3.3f); // convert folat to double;  }  } |

|  |
| --- |
|  |
| public class OverloadArgument2 {  static void go(Integer a){  System.out.println("Integer");  }  static void go(float a){  System.out.println("float");  }  static void go(Object a){  System.out.println("Object");  }  public static void main(String[] args){  go(3); // autoboxing  short a =3;  go(a); //autoboxing  go(3.3); // convert double to object;  go("abc"); // convert double to object;  }  } |

|  |
| --- |
| output:  Integer  Integer  Object  Object  Integer |
| public class OverloadArgument2 {  static void go(Object a){  System.out.println("Object");  }  static void go(Integer a){  System.out.println("Integer");  }  static void go(float a){  System.out.println("float");  }  public static void main(String[] args){  Integer a= Integer.valueOf(3);  go(a); // Integer  short b =3;  go(a); //convert short to int and then autoboxing  go(3.3); // convert double to object;  go("abc"); // convert double to object;  **go(null); //Integer**  }  } |

|  |
| --- |
| output:  varargs  int  varargs |
| public class OverloadArgument3 {  static void go(int a){  System.out.println("int");  }  **static void go(Object... args){**  System.out.println("varargs");  }  public static void main(String[] args){  go();  go((short)45);  go(true, 34f, null);  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## override

For inheritance relationship, child methods override methods in parent class if those methods have the same signatures. Overridden methods are replaced at runtime in all places it is defined.

Compared with overridden method in super class, the methods in subclass

* have identical method name and argument list.
* access identifier should be equivalent or wider than that in super class. For example, protected in super-class, and public in subclass
* return type should be covariant - should be equivalent or narrower than that in super class.
* Throwed exception should be equivalent or narrower than that in super class.

**Overloaded methods** share the same name but different signatures and have no polymorphic relationship.

### between virtual class

|  |
| --- |
| child method overrides calAgeRate(). |
| public class ClassMethod3 extends Test{  int age = 10;  **float calAgeRate(){**  return (float) this.age \* 10;  }  float getTotal1(){  **float age\_rate = calAgeRate();**  return age\_rate \* .1f;  }  float getTotal2(){  **float age\_rate = this.calAgeRate();**  return age\_rate \* .1f;  }  public static void main(String[] args){  ClassMethod3 c = new ClassMethod3();  System.out.println(c.getTotal1());  System.out.println(c.getTotal2());  }  }  class Test{  int age = 10;  **float calAgeRate(){**  return (float) this.age \* 15;  }  } |

|  |
| --- |
| If child instance method could override parent method, child method is default invoked or parent method could be invoked with "super.". |
| public class Method3 extends Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 10;  }  float getTotal1(){  **float age\_rate = calAgeRate();**  return age\_rate \* .1f;  }  float getTotal2(){  **float age\_rate = super.calAgeRate();**  return age\_rate \* .1f;  }  public static void main(String[] args){  Method3 c = new Method3();  System.out.println(c.getTotal1());  System.out.println(c.getTotal2());  }  }  class Test{  int age = 10;  float calAgeRate(){  return (float) this.age \* 15;  }  } |

If parent reference variable is casted to child object, child method would override parent method. That is polymorphism.

|  |
| --- |
| output:  DeerReindeer,true  parent reference refers to child object and invokes child method |
| public class Deer {  public Deer() {  System.out.print("Deer");  }  public Deer(int age) {  System.out.print("DeerAge");  }  **public boolean hasHorns() {**  return false;  }  public static void main(String[] args) {  **Deer deer = new Reindeer(5);**  System.out.println(","+deer.hasHorns());  }  }  class Reindeer extends Deer {  public Reindeer(int age) {  System.out.print("Reindeer");  }  **public boolean hasHorns() {**  return true;  }  } |

But if the parent method is private method, which can't be overridden but by hidden.

|  |
| --- |
| output:  DeerReindeer,false |
| public class Deer {  public Deer() {  System.out.print("Deer");  }  public Deer(int age) {  System.out.print("DeerAge");  }  **private boolean hasHorns() {**  return false;  }  public static void main(String[] args) {  **Deer deer = new Reindeer(5);**  System.out.println(","+deer.hasHorns());**//That is hidden**  }  }  class Reindeer extends Deer {  public Reindeer(int age) {  System.out.print("Reindeer");  }  **public boolean hasHorns() {**  return true;  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### access identifier

Access of method that override the method in super class should be wider than access of that method.

* Overridden methods declared as public in a superclass must be public in all subclasses.
* Overridden methods declared as protected in a superclass must be either protected or public in subclasses. They cannot be private in subclasses.
* Overridden methods declared as private or final can't be inherited at all. There are no overridden methods even if they looks similar. They are hidden to all subclasses. Therefore, methods in subclasses could be marked as any access identifier.

|  |
| --- |
| ouput: child  public >protected. |
| public class MethodFinal extends Test{  **public void test(){**  System.out.println("child");  }  public static void main(String[] args){  MethodFinal d = new MethodFinal();  d.test();  }    }  class Test{  **protected void test(){**  System.out.println("parent");  }  } |

|  |
| --- |
|  |
|  |

### interface methods

For single or multi-level inheritance, a->b or a->b->c

for example, child interface extends another interface, child default methods could override parent default methods. The rule follows that which is applied in inheritance between virtual class.

|  |
| --- |
| output: interface |
| public class InterfaceTest implements MyInterface{  public static void main(String[] args){  InterfaceTest c = new InterfaceTest();  System.out.println(c.getName());  }  }  interface MyInterface extends Test{  **default String getName() { //override parent default method**  return "inteface";  }  }  interface Test{  **default String getName() {**  return "test";  }  } |
| output: main |
| public class InterfaceTest implements MyInterface{  **public String getName(){**  **return "main";**  **}**  public static void main(String[] args){  InterfaceTest c = new InterfaceTest();  System.out.println(c.getName());  }  }  interface MyInterface extends Test{  **default String getName(){**  **return "inteface";**  **}**  }  interface Test{  **default String getName(){**  **return "test";**  **}**  } |

For branch inheritance, a->b, c (b and c is not inheritance but sibling.). Interface default methods can't be overridden between sibling interface.

but it is ok that abstract method is overridden by another abstract method, which is implemented by a concrete class. OR instance methods of concrete class overrides interface default methods.

|  |
| --- |
|  |
| **public class InterfaceTest implements MyInterface, Test{**  public String getName() {  return "inteface";  }  public static void main(String[] args){  InterfaceTest c = new InterfaceTest();  System.out.println(c.getName());  }  }  interface MyInterface{  **String getName();**  }  interface Test{  **String getName();**  } |
| public class InterfaceTest implements MyInterface, Test{  **public String getName() {**  **return "inteface";**  **}**  public static void main(String[] args){  InterfaceTest c = new InterfaceTest();  System.out.println(c.getName());  }  }  interface MyInterface{  **default String getName() {**  **return "test";**  **}**  }  interface Test{  **String getName();**  } |

|  |
| --- |
|  |
|  |

## hide

**Hidden methods** are share the same signature but are only replaced in the subclasses for which they are defined.

Private instance methods, final methods, static methods and all class variable can't be overridden but only be hidden because there is no inheritance for those cases.

### private methods

Any private methods can't be overridden but be hidden. If there is inheritance, private methods in superclass is invisible to subclass. So there is no overridden. Therefore, overridden rules should not be applied in such cases.

|  |
| --- |
| output: child  There is no overridden. Private method test() in Class Test is invisible to the subclass. Method test() in class MethodFinal could be default/protected/public. |
| public class MethodFinal extends Test{  **void test(){**  System.out.println("child");  }  public static void main(String[] args){  new MethodFinal().test();  }  }  class Test{  **private void test(){**  System.out.println("parent");  }  } |

|  |
| --- |
|  |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### final methods

Any final methods can't be overridden but be hidden. If there is inheritance,

|  |
| --- |
| output: child |
| public class MethodFinal extends Test{  void test(){  System.out.println("child");  }  public static void main(String[] args){  Test d = new MethodFinal();  d.test();  }    }  class Test{  final void test(){  System.out.println("parent");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## Mixin

Mixin also known as Injection is to implement another class within one class without inheritance. Mixin denote **softer connection** between two classes than inheritance. Mixin makes code reusable.

### same package

For same package,

imported class should not be marked as pulic.

import statement is not required.

package declaration is not required.

the same file.

|  |
| --- |
| output: animal |
| public class Injection1 {  void test(){  **new Animal().go();**  }  public static void main(String[] args) {  Injection1 t = new Injection1();  t.test();  }  }  class Animal {  void go(){  System.out.println("animal");  }  } |

different file but in the same directory: don't need to use import statements

|  |
| --- |
|  |
| **//package src/Injection2.java**  public class Injection2 {  void test(){  new Animal().go();  }  public static void main(String[] args) {  Injection2 t = new Injection2();  t.test();  }  } |
| **//package src/Animal.java**  class Animal {  void go(){  System.out.println("animal");  }  } |

The next example, what happens if two classes are defined in different packages?

path:

F:\Java\src\Injection4.java

F:\Java\learn2\Animal.java.

compiling:

>cd F:\Java

>javac src\Injection4.java learn2\Animal.java

execution:

>java src\Injection4.java

|  |
| --- |
|  |
| **package src;**  **import learn2.Animal;**  public class Injection4 {  public static void main(String[] args){  new Animal().go();  }  } |
| **package learn2;**  public class Animal {  public void go(){  System.out.println("java.animal");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### keyword: import

import class if they are in different package.

* format: import <package name>.<class name>;
* package name must be declared on the first statement.
* both class and methods should be marked as public.

|  |
| --- |
| ouput: learn.animal  Here are the path: src/Injection3.java and src/learn/Animal.java.  after compiling, src/Injection3.class and src/learn/Animal.class are created. |
| **import learn.Animal;**  public class Injection3 {  public static void main(String[] args){  new Animal().go();  }  } |
| **package learn;**  public class Animal {  public void go(){  System.out.println("learn.animal");  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### naming conflicts

For example:

path:

\src\Injection5.java

\src\learn\Animal.java

\src\learn2\Animal.java

|  |
| --- |
| package learn;  public class Animal {  public void go(){  System.out.println("learn.animal");  }  } |
| package learn2;  public class Animal {  public void go(){  System.out.println("learn2.animal");  }  } |

Here are three approaches when both of them are referenced in a class.

Note: Java doesn't support class alias as in Python.

|  |
| --- |
| **//method 1: exact import one and import others using wild card**  **import learn.Animal;**  **import learn2.Animal.\*;**  public class Injection5 {  public static void main(String[] args){  **new Animal().go();**  **new learn2.Animal().go();**  }  } |
| **//method 2: remove import statements. specify path when calling**  public class Injection5 {  public static void main(String[] args){  **new learn.Animal().go();**  **new learn2.Animal().go();**  }  } |
| **//methods 3: extends class**  **import learn.Animal;**  **class Animal2 extends learn2.Animal{}**  public class Injection5 {  public static void main(String[] args){  new Animal().go();  new Animal2().go();  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

# OOP: Polymorphism

Polymorphism is the ability of an object to take on variant forms.

Advantages:

* A reference to super class is used to refer to the instance of one subclass and invoke instance methods if those methods are overridden by parent methods.
* polymorphism is based on objects. The feature may help to decrease occurrence of the instance of a class. One parent reference could refer to parent instance or child instance.
* polymorphism enables various method passing through objects because some behaviors are determined by runtime rather than compiling. That results in flexible and expandable coding work. If various methods are encapsulated into class, the instance bound with those methods could be invoked according to real context.
* polymorphism is dynamic binding. polymorphism occurs in runtime.
* Decrease work load of developers. In agile project, the features of polymorphism enable developers to focus on base class at early stage. with the decreasing codes, developers could work on certain derived class without updating base class.

Weakness:

* polymorphism would work only if there is inheritance and instance methods are overridden.
* casting objects can't invoke instance methods which are specific in subclass. The reference must have to be casted explicitly.

## applications

### casting objects

Case I: A reference to superclass could be automatically converted to a reference to a superclass without an explicit cast if the reference refers to the instance of its subclass.

|  |
| --- |
| output:  super  sub  super  Therefore, reference a refers to the instance of class A. The object of B() is ready for garbage collection. |
| public class Test{  public static void main(String[] args) {  **A a = new B();**  **a = new A(); //implicit casting**  }  }  class A{  A(){ System.out.println("super"); }  }  class B extends A{  B(){ System.out.println("sub"); }  } |

Care II: A reference to a super class should be explicitly casted as a reference to its subclass if this reference refer to the instance of the subclass. By explicitly casting an object to a subclass, you can gain access to methods and variables that were hidden from access.

|  |
| --- |
| output:  super  sub  Therefore, two references a and b, refer to the instance of B() |
| public class Test{  public static void main(String[] args) {  **A a = new B();**  **B b = (B) a; // explicit casting**  }  }  class A{  A(){ System.out.println("super"); }  }  class B extends A{  B(){ System.out.println("sub"); }  } |

The two examples below shows how reference variables vary if a certain object is created, or objects vary if a certain reference variable is determined.

Let's say: Given class inheritance: C->B->A

"A a = new A();", "A a = new B();", "A a = new C();", or "Object o = new A();" is allowed.

"B b = new B();", "B b = new C();", or "Object o = new B();" is allowed.

"C c = new C();", or "Object o = new C();" is allowed.

"A a = null;", "B b = null;", or "C c = null;" is also allowed

Given class inheritance: B->A. Here are common instantiation.

A a = new A(); B b = new B();

It is ok to cast objects:

A a = new B(); A a1 = (A) a;

That is wrong:

B b = new A(); child reference can't refer to parent object

B b = (B) a; parent reference can’t be casted to child reference

|  |
| --- |
| the reference variable tadpole could be Amphibian, CanSwim, or Object type.  The object is Tadpole type. Class Tadpole extends Amphibian, and implements CanSwim. Therefore, Tadpole type object could be referred to reference variables with Tadpole, Amphibian, or CanSwim or Object type reference variables. |
| import java.util.ArrayList;  import java.util.List;  interface CanSwim {}  class Amphibian implements CanSwim {}  class Tadpole extends Amphibian {}  public class ClassFindAll{  public static void main(String[] args) {  List<Tadpole> tadpoles = new ArrayList<Tadpole>();  for(Amphibian amphibian : tadpoles) {  **Amphibian tadpole = amphibian; //this class**  **CanSwim tadpole = amphibian; // interface extended by this class**  **Object tadpole = amphibian; // object**  }  }  } |
| In this case, the reference variable tadpole could be Tadpole(this class), Amphibian(superclass), CanSwim(interface), or Object type. |
| import java.util.ArrayList;  import java.util.List;  interface CanSwim {}  class Amphibian implements CanSwim {}  class Tadpole extends Amphibian {}  public class ClassFindAll{  public static void main(String[] args) {  List<Tadpole> tadpoles = new ArrayList<Tadpole>();  for(Tadpole amphibian : tadpoles) {  **Tadpole t1 = amphibian;**  **Amphibian t2 = amphibian;**  **CanSwim t3 = amphibian;**  **Object t4 = amphibian;**  }  }  } |

|  |
| --- |
| output:  test  casting |
| public class Casting2 extends Test{  int age = 10;  Casting2(){  System.out.println("casting");  }  public static void main(String[] args){  **Test c = new Casting2();**  }  }  class Test{  int age = 1;  Test(){  System.out.println("test");  }  } |

### Inheritance: invoke instance methods in subclass

Parent reference could point to child object and call child methods. In this case, the child methods must have the same signatures with parent methods.

Note:

* The method name, return type, and arguments are identical, and access identifiers are compatible.
* Child reference can't point to parent object.

|  |
| --- |
| output:  1  20  Note: int getAge() must co-exist in parent and child class, or compiling cause error. |
| public class ClassMethodCast extends Test{  int age = 10;  **int getAge(){**  return this.age\*2;  }  public static void main(String[] args){  **Test c = new Test();**  System.out.println(c.getAge());  **c = new ClassMethodCast();**  System.out.println(c.getAge());  }  }  class Test{  int age = 1;  **int getAge(){**  return this.age;  }  } |

Let's say: Y->X.

Compare the difference of the codes below.

|  |  |
| --- | --- |
| output |  |
|  |  |
| YYY  Note: method X.do1() is overridden by Y.do1() | public class CastingMethod {  public static void main(String[] args) {  **X x = new Y();**  **x.do1();**  **((X)x).do1(); // the same as the above**  **((Y)x).do1();**  }  }  class X{  void do1(){ System.out.print("X"); }  }  class Y extends X{  void do1(){ System.out.print("Y"); }  } |
| XXY  There is no overridden but inheritance. | public class CastingMethod {  public static void main(String[] args) {  X x = new Y();  x.do1(); //inherit  ((Y)x).do1();  ((Y)x).do2();  }  }  class X{  void do1(){ System.out.print("X"); }  }  class Y extends X{  void do2(){ System.out.print("Y"); }  } |
| error: cannot find symbol  No inheritance and No overriding, so the approach of invoking is not working. | public class CastingMethod {  public static void main(String[] args) {  **X x = new Y();**  x.do1();  }  }  class X{}  class Y extends X{  void do1(){ System.out.print("Y"); }  } |

### Mixins: pass reference as arguments

Object is passed by reference in methods. Therefore, a certain type of reference could be casted into **this type or all other child type object**.

Note: reference variable could refer to null.

Here is an example. There is inheritance: Cobra -> Snake.

|  |
| --- |
| The below three bold statments are allowed. |
| class Snake {}  class Cobra extends Snake {}  class GardenSnake {}  public class Casting2 {  private Snake snake;  **public void setSnake(Snake snake) {**  this.snake = snake;  }  public static void main(String[] args) {  **new Casting2().setSnake(new Snake());**  **new Casting2().setSnake(new Cobra());**  **new Casting2().setSnake(null);**  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

**Additionally, polymorphism is only for methods, not for variables.**

|  |
| --- |
| output:  furry bray |
| public class CastingVariable {  public static void main(String[] args){  new CastingVariable().go();  }  void go() {  Mammal m = new Zebra();  **System.out.print(m.name); //parent variable**  System.out.println(m.noise()); //child method  }  }  class Mammal{  String name = "furry ";  String noise(){  return "generic";  }  }  class Zebra extends Mammal{  String name = "stripse ";  String noise(){  return "bray";  }  } |

### invoke interface default methods

Interface can't be instantiated like virtual class. Default methods would acts like instance methods. but concrete class could inherit default methods defined in interface. Therefore, casting could invoke default methods.

interface type reference variable refers to the object of concrete class.

|  |
| --- |
| output: interface  "Test t = (Test) new InterfaceTest();" explicit casting is allowed, too. |
| public class InterfaceTest implements Test{  public static void main(String[] args){  **Test t = new InterfaceTest();**  t.getName();  }  }  interface Test{  **default void getName(){**  System.out.println("interface");  }  } |

However, interface default methods might be overridden by instance methods in concrete class. If it is, the instance methods must be marked as public.

|  |
| --- |
| output:  class  class  default method is overridden by virtual method defined in concrete class |
| public class InterfaceTest implements Test{  **public void getName(){**  System.out.println("class");  }  public static void main(String[] args){  **Test t = new InterfaceTest();**  **t.getName();**  **new InterfaceTest().getName();**  }  }  interface Test{  **default void getName(){**  System.out.println("interface");  }  } |

|  |
| --- |
|  |
|  |

### invoke non-abstract methods

Abstract class can't be instantiated. reference of insect type points to the object of non-abstract class.

|  |
| --- |
| Insect is abstract class. Note: |
| public class AbstractTest{  public static void main(String[] args){  **Insect c = new Beetle();**  c.getLegs();  }  }  abstract class Insect{  abstract int getLegs();  }  class Beetle extends Insect{  int getLegs(){  System.out.println("Number of legs is ");  return 1;  }  } |

|  |
| --- |
|  |
| public abstract class AbstractCast {  void fly(){  System.out.println("abstract");  }  public static void main(String[] args){  **AbstractCast c = new Concrete();**  c.fly();  }  }  class Concrete extends AbstractCast{  void fly(){  System.out.println("concrete");  }  } |

|  |
| --- |
| the reference variables s and obj refer to the same object. obj2 refers to another object. |
| String[] s = {"good"};  **Object[] obj = s; //cast reference variable**  Object[] obj2 = {s};  **String[] s3 = (String[]) obj; // cast reference variable** |

## Data type

Everything in Java is object - "Object". The base class is "java.lang.Object".

There are eight primitive types in Java. Each of them are declared in the package "java.lang.\*". Moreover, those primitive types have corresponding wrapper class. For example, int type is declared in the class "java.lang.int". The wrapper type is "Integer" declared in the class "java.lang.Integer".

### primitive casting

casting convert one type of a primitive type to another type.

implicit casting is ok if primate type is compatible: char/bytes/short->int, char/bytes/short/int->long, char/bytes/short/int/long->float, char/bytes/short/int/long/float->double,

Casting should be explicit if bits of type should be narrowed down.

|  |
| --- |
|  |
| int[] nums = new int[] { 1, 4, 6};  Object p = nums; |

|  |
| --- |
| 512 |
| int x = 4;  long y = x \* 4 - x++;  System.out.print(x);  System.out.println(y); |
| 12.05 |
| byte x = 4;  float y = x \* 4 - x++;  System.out.print(y);  System.out.println(x); |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### Collection

![Java List Collections class diagram](data:image/png;base64,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)

List is declared in interface "java.util.List".

Arraylist is declared in class "java.util.ArrayList" which implements "java.util.List".

Theoretically, ArrayList<Object> could contain any type of elements.

|  |
| --- |
|  |
| import java.util.List;  import java.util.ArrayList;  public class Casting3 {  public static void main(String[] args){  **List<Object> list = new ArrayList<>();**  **list.add(new Tiger());**  **list.add(new Animal());**  **list.add(null);**  }  }  class Animal {}  interface Test{}  class Tiger extends Animal {} |
|  |

|  |
| --- |
|  |
| import java.util.List;  import java.util.ArrayList;  public class Casting3 {  public static void main(String[] args){  **List<Whale> list = new ArrayList<>();**  **list.add(new Whale());**  **list.add(new Narwhal());**  **list.add(null);**  }  }  interface HasTail {}  class Mammal {}  class Whale extends Mammal implements HasTail {}  class Narwhal extends Whale {} |
| output:  whale general narwhal specie |
| import java.util.List;  import java.util.ArrayList;  public class Casting3 {  public static void main(String[] args){  **List<Whale> list = new ArrayList<>();**  **list.add(new Whale());**  **list.add(new Narwhal());**  for( Whale t: list){  System.out.print(t.getName() + " ");  System.out.print(t.getType() + " ");  }  }  }  interface HasTail {  String getName();  }  class Mammal {  **String getName(){ return "mammal"; }**  **String getType(){ return "general"; }**  }  class Whale extends Mammal implements HasTail {  **public String getName(){ return "whale"; }**  }  class Narwhal extends Whale {  **public String getName(){ return "narwhal"; }**  **String getType(){ return "specie"; }**  } |

List could be used with interface or abstract class. It is good idea to invoke methods in lists in practice. Let's say, in one project, as described in context, several entities are defined in the system. They have similar behaviors on the same

one interface defines blueprint. Then several concrete class concrete all methods defined in the interface.

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

### exception casting

|  |
| --- |
| pass reference variable of class exception or subclass as arguments. |
| public class ExceptionLogger {  **public static void logException(RuntimeException e) {**  System.out.println("Logging " + e);  }  public static void main(String [] args) {  **logException(new NullPointerException());**  **logException(new RuntimeException());**  }  } |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

|  |
| --- |
|  |
|  |

## example
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