Graphing / Equations

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| sketch(graph,  x\_min, x\_max,  y\_min, y\_max)  **For decimal answers use:**  sketchD(graph,  x\_min, x\_max,  y\_min, y\_max) | Graphs the supplied expression in the domain and range, includes:   * vertical asymptotes * horizontal asymptotes * axis-intercepts * turning points * points of inflexion | sketch((x^2-2x)/(x^2-2x-3), -4, 4, -6, 6)  **will:**   * view the window to x: [-4,4] and y: [-6, 6] * draw (x^2-2x)/(x^2-2x-3) * plot asymptotes in dotted line * label coordinates * list information in textual format beneath:   + Start = start point   + End = end point   + V-asym   + H-asym   + X-ints   + Y-int   + TP = turning point   + POI = non-stationary point in inflexion   + SPOI = stationary point in inflexion * Tap the graph to remove the info if it becomes too cluttered |
| sketchA(graph,  x\_min, x\_max)  **For decimal answers use:**  sketchAD | Like sketch(…) above but will automatically find a suitable range | sketchA(x+2,-1,1) |
| axisints(equation) | Returns the coordinates of all axial intercepts of the supplied equation | axisints(y=x+3)   * {{-3,0},{0,3}} |
| ellipse(equation) | Finds the center coordinates, the horizontal radius and the vertical radius from the supplied ellipse equation | ellipse()  \* Results returned in a matrix format |
| hyperbol(equation) | Finds the center coordinates and the asymptote equations from the supplied hyperbola equation | hyperbol ()  \* Results returned in a matrix format |
| inv(equation) | Returns the inverse relation of the supplied equation | inv(y=x^2)   * , |
| tToCar(x\_equation,y\_equation) | Converts the parametric equations in terms of ‘t’ to the equivalent Cartesian equation in terms of ‘x’ | tToCar(x=t-1, y=t^2+t) |

Vectors

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| linDepen(list\_of\_vectors) | Returns the solutions of the coefficients for linear dependence. “No Solution” is returned if the vectors are linearly independent. | linDepen()   * , |
| scaRes(a,b) | Returns the scalar resolute of vectors a and b | scaRes() |
| vecRes(a,b) | Returns the vector resolute of a in direction of b | vecRes() |

Complex Numbers

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| Argument(arg) | Returns the equivalent Argument angle (-π, π] from any argument. | Argument(7 π/4) |
| cis(angle) | Shortcut for: cos(angle)+isin(angle) | cis(π/3) |
| compRoot(power, complex\_number) | Solves complex roots in the form zx = y using deMoivre’s theorem | compRoot (2,) |
| zToCar(complex\_relation)  **Must be in ‘Cplx’ mode** | Converts the supplied complex relation in terms of z into the equivalent Cartesian equation(s) in terms of x. | zToCar(|z+2|=|z-2|) |

Sine and Cos Rules

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| cosRuleA(a,b,c) | Finds the angle A from lengths a,b,c | cosRuleA(7,3,5) |
| cosRulea(A,b,c) | Finds the length a from angle A and lengths b,c | cosRulea(π/3,3,5) |
| sinRuleA(a,b,B) | Finds the possible angle(s) A from length a and b and angle B. | sinRuleA(√3,1, π/6) |
| sineRulea(A,b,B) | Finds the length of a from angles A and B and length b | sineRulea(π/3,2, π/6) |

# ! Convention

The return values and parameters match the diagram below: ![http://www.calculatorsoup.com/images/triangletheorems/triangle-ass-02.png](data:image/png;base64,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)

Circular Functions

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| cosec(θ) | Shortcut for:  1/sin(θ) | cosec(π/3) |
| sec(θ) | Shortcut for:  1/cos(θ) | sec(π/3) |
| cot(θ) | Shortcut for:  1/tan(θ) | cot(π/3) |

Calculus

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| invDiff(function\_terms\_of\_y) | Finds the gradient function(s) in terms of **x** for the supplied function in terms of **y** | invDiff(y^2-2y)  invDiff(y^2-2y)|x=0 (find gradient(s) at x=0) |
| intSub(integral,start\_x,end\_x,  u\_substitution) | Performs integral substitution on the supplied expression, returning it in terms of u. | intSub(, 0, 2, )  Which should be interpreted as |
| area(func,start\_x,end\_x) | Finds the area bounded by:   * graph ‘func’ * x-axis * x=start\_x * x=end\_x | area(x^2,-2,2) |
| aready(func,start\_x,end\_x) | Finds the area bounded by   * graph ‘func’ * **y-axis** * y=func(start\_x) * y=func(end\_x) | aready(x^2,0,2) |
| euler(dydx)  **or**  eulerx(dydx) | Performs euler’s method of linear approximation on the supplied dy/dx function | euler(x^2-2x) and follow the prompts to enter x0, y0, h and # iterations  Returns the values for the final iteration  **Or**  eulerx(x^2-2x) and follow the prompts to enter x0, y0, h and the x-value of the final iteration |

Miscellaneous

|  |  |  |
| --- | --- | --- |
| **Program** | **Description** | **Usage** |
| isInf(value) | Returns whether the supplied value is positive infinity | isInf(999)   * FALSE |
| isUndef(value) | Returns whether the supplied value is undefined | isUndef (1/0)   * TRUE |
| istypeof(value, type) | Returns whether the supplied value contains a certain type of value: | istypeof({1,2}, “LIST”)   * TRUE |
| matToEq( join\_operator\_str, variables, coefficient\_matrices, result\_matrix) | Best explained through example | matToEq(“+”, ) |
| dCoord(x\_value, y\_value, label) | Labels the coordinate on the active graph. Returns the labelled coordinate string | dCoord(2,4, “TP”)   * “TP(2,4)” |
| dHAsymp(y\_value, line\_pixel\_interval) | Draws a horizontal asymptote line on the active graph. The line is dotted with an active pixel every ‘line\_pixel\_interval’ pixels | dHAsymp(4/3, 4) |
| dVAsymp(x\_value, line\_pixel\_interval) | Draws a vertical asymptote line on the active graph. The line is dotted with an active pixel every ‘line\_pixel\_interval’ pixels | dVAsymp(-2, 3) |
| xToPxl(x\_value) | Returns the nearest corresponding x-direction pixel for the active graph | xToPxl(0)   * 77 |
| yToPxl(y\_value) | Returns the nearest corresponding y-direction pixel for the active graph | yToPxl(0)   * 38 |
| strRep(search,replace,  subject) | Replaces all occurences of ‘search’ with the ‘replace’ in the ‘subject’ string | strRep(“a”,”z”,”abca”)   * “zbcz” |

Notes

* Custom function names are case sensitive, whereas in-built functions are not.
* Certain things may be suffixed with ‘\_’ to prevent name collisions.
* Equations are usually assumed to only contain x and y as variables.
* Programs names are limited to 8 characters which hopefully explains bizarre naming choices.
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