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**8.1 2차원 배열의 동적 생성, 파일 입출력**

**8.1.1 2 차원 배열의 파일 입력, 행렬의 화면/파일 출력**

1) 입력 데이터 파일 (예: mtrx\_input.txt)로부터 지정된 행렬의 크기 (size\_row와 size\_col)에 따라 size\_row x size\_col 개의 double 데이터를 fscanf() 함수를 사용하여 읽고, 2차원 배열을 동적으로 생성한 후, 동적 생성된 2차원 배열에 저장하는 함수 double \*\* fGetMtrx(FILE \*fin, int \*row\_size, int \*col\_size)를 작성하라.

// 원하는 크기의 2차원 배열 동적 할당

double\*\* createDynamicDoubleMatrix(int row\_size, int col\_size) {

double\*\* ppdm = NULL;

ppdm = (double\*\*)calloc(row\_size, sizeof(double\*));

for (int i = 0; i < row\_size; i++) {

ppdm[i] = (double\*)calloc(col\_size, sizeof(double));

}

return ppdm;

}

// 파일로부터 원하는 크기의 행렬 데이터 불러와서 저장

double\*\* fGetMtrx(FILE\* fin, int\* row\_size, int\* col\_size) {

double d = 0.0;

fscanf(fin, "%d %d", row\_size, col\_size);

double\*\* dm = createDynamicDoubleMatrix(\*row\_size, \*col\_size);

for (int i = 0; i < \*row\_size; i++) {

for (int j = 0; j < \*col\_size; j++) {

if (fscanf(fin, "%lf", &d) != EOF) dm[i][j] = d;

}

}

return dm;

}

2) fGetMtrx() 함수의 실행 결과로 동적으로 생성된 행렬과 그 행렬의 크기 (size\_row, size\_column)이 return-by-pointer 방식으로 반환되어야 한다. fGetMtrx() 함수에서는 지정된 입력 데이터 파일(예: Array\_2D\_input.txt)로부터 fscanf() 함수를 사용하여, 각size\_row x size\_column개의 실수형(double)데이터를 읽어 2차원 배열을 초기화하는 기능이 포함된다.

3) 동적으로 생성된 2차원 배열을 삭제하고, 메모리를 반환하는 함수 void deleteDynMtrx(double\*\* dM, int row\_size, int col\_size)를 작성하라.

// 생성한 2차원 동적 배열 해제

void deleteDynMtrx(double\*\* dm, int row\_size, int col\_size) {

for (int i = 0; i < row\_size; i++) free(dm[i]);

free(dm);

}

**8.1.2 2 차원 배열의 파일 입력, 행렬의 화면/파일 출력, 행렬 원소의 통계 분석**

1) 2차원 배열의 크기 (size\_row와 size\_col)에 따라 화면과 파일로 출력하는 함수 void printMtrx(double \*\*dM, int size\_row, int size\_col)와 void fprintMtrx(FILE \*fout, double \*\*mA, int size\_row, int size\_col)을 작성하라.

// 행렬 데이터를 실행창에 출력

void printMtrx(double\*\* dm, int row\_size, int col\_size) {

unsigned char a6 = 0xA6, a1 = 0xA1, a2 = 0xA2;

unsigned char a3 = 0xA3, a4 = 0xA4, a5 = 0xA5;

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

if ((i == 0) && (j == 0)) {

printf("%c%c%7.2lf", a6, a3, dm[i][j]);

}

else if ((i == 0) && j == (col\_size - 1)) {

printf("%7.2lf%c%c", dm[i][j], a6, a4);

}

else if ((i > 0) && (i < row\_size - 1) && (j == 0)) {

printf("%c%c%7.2lf", a6, a2, dm[i][j]);

}

else if ((i > 0) && (i < row\_size - 1) && (j == (col\_size - 1))) {

printf("%7.2lf%c%c", dm[i][j], a6, a2);

}

else if ((i == row\_size - 1) && (j == 0)) {

printf("%c%c%7.2lf", a6, a6, dm[i][j]);

}

else if ((i == row\_size - 1) && (j == (col\_size - 1))) {

printf("%7.2lf%c%c", dm[i][j], a6, a5);

}

else {

printf("%7.2lf", dm[i][j]);

}

if (col\_size == 1) {

if (i == 0)

printf("%c%c", a6, a4);

else if (i == row\_size - 1)

printf("%c%c", a6, a5);

else

printf("%c%c", a6, a2);

}

}

printf("\n");

}

}

2) 행렬의 각 값은 최소 8자리를 확보하고, 소수점 이하 2자리를 출력하며, 오른쪽 정렬로 출 력되도록 할 것. 이 때, 행렬을 표시하기 위하여, 확장 완성형 코드를 사용할 것.
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**8.2 동적 2 차원 배열을 사용한 행렬의 계산**

**8.2.1 행렬 데이터의 파일 입력, 동적 생성**

1) 3개의 행렬의 데이터를 포함하는 입력 데이터 파일 (mtrx\_input.txt)로부터 차례로 행렬의 크기 (size\_row와 size\_col)와 행렬의 초기화 데이터를 입력받아 3개의 행렬의 파일 입력과 동적 생성은 double \*\* fGetMtrx(FILE \*fin, int \*row\_size, int \*col\_size) 함수를 사용할 것.

2) main() 함수에서는 파일로부터 입력 받아 생성된 3개의 행렬을 printMtrx() 함수를 사용하 여 출력하도록 하라.

**8.2.2 행렬 연산 (덧셈, 뺄셈, 곱셈)**

1) 2개의 size\_row x size\_col 크기의 행렬 A, B의 덧셈을 계산하여 그 결과를 동적으로 생성된 행렬 R에 저장하고, R의 주소를 반환하는 함수 double \*addMtrx(double \*\*mA, double 2 \*\*mB, int size\_row, int size\_col)를 작성하라. main() 함수에서는 행렬의 덧셈 결과를 출력하 도록 하라.

// 행렬 덧셈

double\*\* addMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

dm3[i][j] = dm1[i][j] + dm2[i][j];

}

}

return dm3;

}
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2) 2개의 size\_row x size\_col 크기의 행렬 A, B의 뺄셈을 계산하여 그 결과를 동적으로 생성된 행렬 R에 저장하고, R의 주소를 반환하는 함수 double \*\*subtractMtrx(double \*\*mA, double \*\*mB, int size\_row, int size\_col)를 작성하라. main() 함수에서는 행렬의 뺄셈 결과를 출력하도록 하라.

// 행렬 뺄셈

double\*\* subtractMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

dm3[i][j] = dm1[i][j] - dm2[i][j];

}

}

return dm3;

}
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3) size\_row x size\_K 크기의 행렬 A와 size\_K x size\_col 크기의 행렬 C의 곱셈을 계산하여 그 결과를 동적으로 생성된 size\_row x size\_col 크기의 행렬 R에 저장하고, R의 주소를 반환하는 함수 double \*\*multiplyMtrx(double \*\*mA, double \*\*mB, int size\_row, int size\_k, int size\_col)를 작성하라. main() 함수에서는 행렬의 곱셈 결과를 출력하도록 하라.

// 행렬 곱셈

double\*\* multiplyMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int temp, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

for (int k = 0; k < temp; k++) {

dm3[i][j] += dm1[i][k] \* dm2[k][j];

}

}

}

return dm3;

}
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**8.3 첨가 행렬과 가우스 소거법 및 역행렬을 사용한 선형 방정식 해**

**8.3.1 Augmented Matrix의 준비 및 입력**

1) 주어진 직병렬 전자회로의 선형방정식 해법을 위한 첨가행렬 준비: 5개의 저항으로 구성된 직•병렬 전자회로에서 각 저항을 통하여 흐르는 전류의 양을 계산하는 선형 연립방정식을 정리하고, 그 계수 행렬의 정보 (선형방정식의 개수)와 계수 행렬의 각 원소 값을 입력데이터 파일 (augMtrx.txt)에 저장하라.

2) 입력파일 (augMtrx.txt) 파일을 열고, 이 파일에 포함되어 있는 첨가 행렬의 정보 (선형 방 정식의 개수 (N), 각 선형 방정식의 계수 (N + 1)에 해당하는 double type의 값 (총 N x (N + 1) 개)를 입력하여, 동적으로 생성한 N x (N + 1) 크기의 double type 2차원 배열 (double \*\*augMtrx)에 저장하는 함수 void getAugmentedMatrixData(FILE \*fin, double \*\*augMtrx, int size\_N)을 작성하라.

// 첨가행렬 데이터 파일로부터 불러오기

void getAugmentedMatrixData(FILE\* fin, double\*\* augMtrx, int size\_N) {

double d = 0.0;

if (fin == NULL) {

printf("Error in getDoubleMatrixData() - file pointer is NULL !!\n");

exit(-1);

}

for (int m = 0; m < size\_N; m++)

for (int n = 0; n <= size\_N; n++) {

if (fscanf(fin, "%lf", &d) != EOF)

augMtrx[m][n] = d;

}

}

**8.3.2 Gauss Elimination**

1) Gauss Elimination을 사용하여 선형 방정식 시스템의 해를 구하기 위하여, pivoting() 함수를 작 성하라.

// pivoting 과정 수행

void pivoting(double\*\* augMtrx, int size\_N, int p, int\* piv\_found) {

double xmax = 0.0, xtemp;

int j, k, max\_row;

xmax = fabs(augMtrx[p][p]); // 해당 위치 계수의 절대값 저장

max\_row = p; // 해당 위치 저장

for (j = p + 1; j < size\_N; j++) {

if (fabs(augMtrx[j][p]) > xmax) { // 저장한 절대값보다 큰 값이 존재할 경우

xmax = fabs(augMtrx[j][p]); // 더 큰 절대값을 저장

max\_row = j; // 해당 위치 저장

}

}

if (fabs(xmax) < EPSILON) // 값이 0이거나 0에 근접한 경우

\*piv\_found = 0; // 해가 없음

else { // 그 외

\*piv\_found = 1; // 해가 있음

if (max\_row != p) {

for (k = p; k <= size\_N; k++) { // swap

xtemp = augMtrx[p][k];

augMtrx[p][k] = augMtrx[max\_row][k];

augMtrx[max\_row][k] = xtemp;

}

}

}

}

2) Gauss Elimination을 사용하여 선형 방정식 시스템의 해를 구하기 위하여, diagonalize() 함수를 작성하라.

void diagonalize\_FileOut(FILE\* fout, double\*\* augMtrx, int size\_N, int\* solExist) {

int j, k, p = 0;

double pivWeight, w;

// Pivoting 그리고 Scaling

for (p = 0; (\*solExist) && (p < size\_N); p++) {

fprintf(fout, "\nPivoting at p = %d\n", p);

pivoting(augMtrx, size\_N, p, solExist);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

if (\*solExist) { // 해가 존재

// 해당 위치의 원소 scaling

if (augMtrx[p][p] != 1.0) { // 이미 scaling된 값이 아닌 경우

pivWeight = augMtrx[p][p];

augMtrx[p][p] = 1.0; // scaling

for (k = p + 1; k <= size\_N; k++) {

augMtrx[p][k] /= pivWeight; // 이후의 값도 나누기

}

}

}

else { // 해가 없음

break;

}

fprintf(fout, "\nAfter scaling at p = %d\n", p);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

// Diagonalize

for (j = 0; j < size\_N; j++) {

if ((j != p) && (augMtrx[j][p] != 0.0)) {

w = augMtrx[j][p];

augMtrx[j][p] = 0.0;

for (k = p + 1; k <= size\_N; k++) {

augMtrx[j][k] =

augMtrx[j][k] - w \* augMtrx[p][k];

}

}

}

fprintf(fout, "\nAfter diagonalizing at p = %d\n", p);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

}

}

3) 파일로부터 입력을 받아 구성하였던 augMtrx를 Gauss Elimination 방법을 사용하여 해를 구하고, 이를 출력하라.

![텍스트이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

**8.3.3 역행렬을 사용한 해법**

1) 위 8.3.1에서 주어진 선형연립방정식의 계수 행렬 A의 값을 double형 2차원 배열 mA에 저장하고, 이 mA의 역행렬을 계산하여 inv\_A에 저장하도록 하라.

2) 주어진 선형 연립 방정식을 AX = E로 정리하고, double 형 1차원 배열 E를 정의하라.

3) 주어진 선형 연립 방정식을 X = A-1B를 계산하는 방법을 사용하여 해를 구하라.

4) 이렇게 산출된 해를 위 8.3.2에서 구한 해와 비교하라.
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// main.cpp(2)

// 주어진 행렬 데이터를 파일로부터 읽고 쓰는 작업을 수행한다.

void test\_2D\_DynamicArray\_FileIO(FILE\* fout) {

const char\* matrixDataFile = "mtrx\_input.txt";

FILE\* fin;

int a\_row\_size, a\_col\_size;

int b\_row\_size, b\_col\_size;

double\*\* mA, \*\* mB;

fin = fopen(matrixDataFile, "r"); // 파일 읽기모드로 연다.

if (fin == NULL) {

printf("Error in opening input.txt file !!\n");

exit(-1);

}

mA = fGetMtrx(fin, &a\_row\_size, &a\_col\_size);

printf("Input Matrix\_A ( %d x %d) : \n", a\_row\_size, a\_col\_size);

printMtrx(mA, a\_row\_size, a\_col\_size);

printf("\n");

mB = fGetMtrx(fin, &b\_row\_size, &b\_col\_size);

printf("Input Matrix\_B ( %d x %d) : \n", b\_row\_size, b\_col\_size);

printMtrx(mB, b\_row\_size, b\_col\_size);

printf("\n");

fclose(fin); // 파일 닫기

}

// 주어진 행렬의 덧셈, 뺄셈 연산을 수행한다.

void test\_MatrixAdditionSubtraction(FILE\* fout) {

const char\* matrixDataFile = "mtrx\_nxn\_input.txt";

FILE\* fin;

double\*\* mA, \*\* mB, \*\* mC, \*\* mD;

int a\_row\_size, a\_col\_size;

int b\_row\_size, b\_col\_size;

int c\_row\_size, c\_col\_size;

int d\_row\_size, d\_col\_size;

fin = fopen(matrixDataFile, "r"); // 파일 읽기모드로 연다.

if (fin == NULL) {

printf("Error in opening input.txt file !!\n");

exit(-1);

}

mA = fGetMtrx(fin, &a\_row\_size, &a\_col\_size); // 2차원 배열을 동적 할당하고 파일로부터 값을 불러온다.

printf("Input Matrix\_A ( %d x %d) : \n", a\_row\_size, a\_col\_size);

printMtrx(mA, a\_row\_size, a\_col\_size); // 불러온 행렬 데이터를 실행창에 출력한다.

printf("\n");

mB = fGetMtrx(fin, &b\_row\_size, &b\_col\_size);

printf("Input Matrix\_B ( %d x %d) : \n", b\_row\_size, b\_col\_size);

printMtrx(mB, b\_row\_size, b\_col\_size);

printf("\n");

if ((a\_row\_size != b\_row\_size) || (a\_col\_size != b\_col\_size)) {

printf("Error in input matrix dimension: row\_size and/or col\_size are not equal !!\n");

fclose(fin);

return;

}

// 덧셈

c\_row\_size = a\_row\_size;

c\_col\_size = b\_col\_size;

mC = addMatrix(mA, mB, a\_row\_size, a\_col\_size);

printf("Matrix\_C (%d x %d) = Matrix\_A + Matrix\_B : \n", c\_row\_size, c\_col\_size);

printMtrx(mC, c\_row\_size, c\_col\_size);

printf("\n");

// 뺄셈

d\_row\_size = a\_row\_size;

d\_col\_size = b\_col\_size;

mD = subtractMatrix(mA, mB, a\_row\_size, a\_col\_size);

printf("Matrix\_D (%d x %d) = Matrix\_A - Matrix\_B : \n", d\_row\_size, d\_col\_size);

printMtrx(mD, d\_row\_size, d\_col\_size);

printf("\n");

/\*

\* 파일명 : main.cpp

\* 목적 및 기본 기능

\* 2차원 동적 배열을 생성하고 파일의 행렬 데이터를 알맞게 입/출력 가능한지 확인하고

\* 주어진 행렬의 덧셈, 뺄셈, 곱셈 연산을 실행한다.

\* Gauss-Jordan 소거법을 수행하고 이를 이용하여 역행렬을 구하고 이를 검증한다.

\* 작성자 : 김주환(21812158)

\* 작성일 : 2021년 4월 30일

\*/

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <math.h>

#include <stdlib.h>

#include "Mtrx.h"

#include "GaussJordan\_LinearSystem.h"

const char\* outputFile = "OutputResult.txt";

void test\_2D\_DynamicArray\_FileIO(FILE\* fout);

void test\_MatrixAdditionSubtraction(FILE\* fout);

void test\_MatrixMultiplication(FILE\* fout);

void test\_GaussJordanElimination\_LinearSystem(FILE\* fout);

void test\_InvMtrx\_GaussJordanElimination\_LinearSystem(FILE\* fout);

int main(void) {

FILE\* fin, \* fout;

int menu;

fout = fopen(outputFile, "w");

if (fout == NULL) {

printf("Error in opening input.txt file !!\n");

exit(-1);

}

while (1) {

printf("Testing Matrix Operations with 2-Dimensional Dynamic Array\n");

printf(" 1: Test 2-D Dynamic Array Creation for Matrix with File I/O\n");

printf(" 2: Test Matrix Addition, Subtraction\n");

printf(" 3: Test Matrix Multiplication\n");

printf(" 4: Test Gauss-Jordan Elimination for Linear System\n");

printf(" 5: Test Inverse Matrix with Gauss-Jordan Elimination for Linear System\n");

printf(" 0: Quit\n");

printf("Input menu (0 to quit) : ");

scanf("%d", &menu);

if (menu == 0)

break;

printf("\n");

switch (menu) {

case 1:

test\_2D\_DynamicArray\_FileIO(fout);

break;

case 2:

test\_MatrixAdditionSubtraction(fout);

break;

case 3:

test\_MatrixMultiplication(fout);

break;

case 4:

test\_GaussJordanElimination\_LinearSystem(fout);

break;

case 5:

test\_InvMtrx\_GaussJordanElimination\_LinearSystem(fout);

break;

default:

break;

}

}

fclose(fout);

}

// main.cpp(3)

// 생성한 2차원 동적 배열을 해제

deleteDynMtrx(mA, a\_row\_size, a\_col\_size);

deleteDynMtrx(mB, b\_row\_size, b\_col\_size);

deleteDynMtrx(mC, c\_row\_size, c\_col\_size);

fclose(fin); // 파일 닫기

}

// Gauss-Jordan 소거법을 수행한다.

const char\* augMatrix\_inputFile = "augMtrx.txt";

void test\_GaussJordanElimination\_LinearSystem(FILE\* fout) {

FILE\* fin;

int size\_N, row\_size, col\_size;

double\* solution;

double\*\* augMtrx = NULL;

int i, j, solExist = 1, error = 0;

double d;

fin = fopen(augMatrix\_inputFile, "r");

if (fin == NULL) {

printf("Error in opening input.txt file (%s)!!\n", augMatrix\_inputFile);

exit(-1);

}

fscanf(fin, "%d", &size\_N);

augMtrx = createDynamicDoubleMatrix(size\_N, size\_N + 1); // 첨가행렬을 동적할당

solution = (double\*)calloc(size\_N, sizeof(double)); // 해의 배열을 동적 할당

fprintf(fout, "Augmented Matrix size\_N : %d\n", size\_N);

//fGetDoubleMatrixData(fin, augMtrx, size\_N, size\_N + 1);

getAugmentedMatrixData(fin, augMtrx, size\_N); // 첨가행렬 데이터를 파일로부터 불러온다.

fprintf(fout, "Augmented Matrix : \n");

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

printf("Augmented Matrix : \n");

printMtrx(augMtrx, size\_N, size\_N + 1);

diagonalize\_FileOut(fout, (double\*\*)augMtrx, size\_N, &solExist); // 대각화 수행

if (solExist) { // 해가 존재할 경우

fprintf(fout, "The solution of the given linear system:\n");

printf("The solution of the given linear system:\n");

for (i = 0; i < size\_N; i++) {

solution[i] = augMtrx[i][size\_N]; // 해의 배열에 결과값을 대입

fprintf(fout, " x[%d] : %4f\n", i, solution[i]);

printf(" x[%d] : %4f\n", i, solution[i]);

}

}

else { // 해가 존재하지 않을 경우

fprintf(fout, "No unique solution\n");

printf("No unique solution\n");

}

// 동적 할당 해제

for (int i = 0; i < size\_N; i++)

free(augMtrx[i]);

free(augMtrx);

free(solution);

fclose(fin);

}

// main.cpp(4)

// 역행렬 구하는 과정 수행

// const char\* linearSystem\_inputFile = "ElectronicCircuit\_A\_5x5.txt";

const char\* linearSystem\_inputFile = "invMtrx.txt";

void test\_InvMtrx\_GaussJordanElimination\_LinearSystem(FILE\* fout) {

FILE\* fin;

double\*\* mA, \*\* inv\_A, \*\* res, \*\* mE;

int size\_N;

double data;

//fin = fopen("InputData.txt", "r");

fin = fopen(linearSystem\_inputFile, "r"); // 파일 읽기모드로 열기

//fin = fopen("ElectronicCircuit\_B\_5x5.txt", "r");

if (fin == NULL) {

printf("Error in openning %s input file !!\n", linearSystem\_inputFile);

exit(-1);

}

fscanf(fin, "%d", &size\_N); // 행렬 크기 불러오기

mA = (double\*\*)calloc(size\_N, sizeof(double\*));

inv\_A = (double\*\*)calloc(size\_N, sizeof(double\*));

mE = (double\*\*)calloc(size\_N, sizeof(double\*));

res = (double\*\*)calloc(size\_N, sizeof(double\*));

for (int i = 0; i < size\_N; i++) {

mA[i] = (double\*)calloc(size\_N, sizeof(double));

mE[i] = (double\*)calloc(size\_N, sizeof(double));

inv\_A[i] = (double\*)calloc(size\_N, sizeof(double));

res[i] = (double\*)calloc(size\_N, sizeof(double));

}

for (int r = 0; r < size\_N; r++)

for (int c = 0; c < size\_N; c++) {

fscanf(fin, "%lf", &data);

mA[r][c] = data;

}

for (int i = 0; i < size\_N; i++) {

fscanf(fin, "%lf", &data);

mE[i][0] = data;

}

fprintf(fout, "Matrix A: \n");

fprintMtrx(fout, mA, size\_N, size\_N);

printf("Matrix A: \n");

printMtrx(mA, size\_N, size\_N);

invMtrxGaussJordanElim\_FileOut(fout, mA, inv\_A, size\_N); // 역행렬 구하기

fprintf(fout, " Inverse A: \n");

fprintMtrx(fout, inv\_A, size\_N, size\_N);

printf(" Inverse A: \n");

printMtrx(inv\_A, size\_N, size\_N);

fprintf(fout, " mE: \n");

fprintMtrx(fout, mE, size\_N, 1);

printf(" mE: \n");

printMtrx(mE, size\_N, 1);

res = multiplyMatrix(inv\_A, mE, size\_N, size\_N, 1);

fprintf(fout, " Res = Inv\_A x mE: \n");

fprintMtrx(fout, res, size\_N, 1);

printf(" Res = Inv\_A x mE: \n");

printMtrx(res, size\_N, 1);

fprintf(fout, "\n");

// 역행렬이 맞는지 검증

mA = multiplyMatrix(inv\_A, mA, size\_N, size\_N, size\_N);

printf(" I = Inv\_A x mA: \n");

printMtrx(mA, size\_N, size\_N);

// 동적 할당 해제

for (int i = 0; i < size\_N; i++) {

free(mA[i]); free(mE[i]);

free(inv\_A[i]); free(res[i]);

}

free(mA); free(mE);

free(inv\_A); free(res);

fclose(fin);

}

// Mtrx.cpp(2)

// 행렬 데이터를 실행창에 출력

void printMtrx(double\*\* dm, int row\_size, int col\_size) {

unsigned char a6 = 0xA6, a1 = 0xA1, a2 = 0xA2;

unsigned char a3 = 0xA3, a4 = 0xA4, a5 = 0xA5;

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

if ((i == 0) && (j == 0)) {

printf("%c%c%7.2lf", a6, a3, dm[i][j]);

}

else if ((i == 0) && j == (col\_size - 1)) {

printf("%7.2lf%c%c", dm[i][j], a6, a4);

}

else if ((i > 0) && (i < row\_size - 1) && (j == 0)) {

printf("%c%c%7.2lf", a6, a2, dm[i][j]);

}

else if ((i > 0) && (i < row\_size - 1) && (j == (col\_size - 1))) {

printf("%7.2lf%c%c", dm[i][j], a6, a2);

}

else if ((i == row\_size - 1) && (j == 0)) {

printf("%c%c%7.2lf", a6, a6, dm[i][j]);

}

else if ((i == row\_size - 1) && (j == (col\_size - 1))) {

printf("%7.2lf%c%c", dm[i][j], a6, a5);

}

else {

printf("%7.2lf", dm[i][j]);

}

if (col\_size == 1) {

if (i == 0)

printf("%c%c", a6, a4);

else if (i == row\_size - 1)

printf("%c%c", a6, a5);

else

printf("%c%c", a6, a2);

}

}

printf("\n");

}

}

// Mtrx.cpp

#ifndef M

#define M

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

// 원하는 크기의 2차원 배열 동적 할당

double\*\* createDynamicDoubleMatrix(int row\_size, int col\_size) {

double\*\* ppdm = NULL;

ppdm = (double\*\*)calloc(row\_size, sizeof(double\*));

for (int i = 0; i < row\_size; i++) {

ppdm[i] = (double\*)calloc(col\_size, sizeof(double));

}

return ppdm;

}

// 파일로부터 원하는 크기의 행렬 데이터 불러와서 저장

double\*\* fGetMtrx(FILE\* fin, int\* row\_size, int\* col\_size) {

double d = 0.0;

fscanf(fin, "%d %d", row\_size, col\_size);

double\*\* dm = createDynamicDoubleMatrix(\*row\_size, \*col\_size);

for (int i = 0; i < \*row\_size; i++) {

for (int j = 0; j < \*col\_size; j++) {

if (fscanf(fin, "%lf", &d) != EOF) dm[i][j] = d;

}

}

return dm;

}

// 생성한 2차원 동적 배열 해제

void deleteDynMtrx(double\*\* dm, int row\_size, int col\_size) {

for (int i = 0; i < row\_size; i++) free(dm[i]);

free(dm);

}

// GaussJordan\_LinearSystem.h

#ifndef GJ

#define GJ

#include <stdio.h>

#include <math.h>

#include "Mtrx.h"

#define EPSILON 0.000001

void getAugmentedMatrixData(FILE\* fin, double\*\* augMtrx, int size\_N);

void pivoting(double\*\* augMtrx, int size\_N, int p, int\* piv\_found);

void diagonalize\_FileOut(FILE\* fout, double\*\* augMtrx, int size\_N, int\* solExist);

void invMtrxGaussJordanElim\_FileOut(FILE\* fout, double\*\* Mtrx, double\*\* inv\_Mtrx, int size\_N);

#endif

// Mtrx.h

#ifndef M

#define M

#include <stdio.h>

double\*\* createDynamicDoubleMatrix(int row\_size, int col\_size);

double\*\* fGetMtrx(FILE\* fin, int\* row\_size, int\* col\_size);

void deleteDynMtrx(double\*\* dm, int row\_size, int col\_size);

void printMtrx(double\*\* dm, int size\_row, int size\_col);

void fprintMtrx(FILE\* fout, double\*\* dm, int row\_size, int col\_size);

double\*\* addMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size);

double\*\* subtractMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size);

double\*\* multiplyMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int temp, int col\_size);

#endif

// Mtrx.cpp(4)

// 행렬 뺄셈

double\*\* subtractMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

dm3[i][j] = dm1[i][j] - dm2[i][j];

}

}

return dm3;

}

// 행렬 곱셈

double\*\* multiplyMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int temp, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

for (int k = 0; k < temp; k++) {

dm3[i][j] += dm1[i][k] \* dm2[k][j];

}

}

}

return dm3;

}

#endif

// Mtrx.cpp(3)

// 행렬 데이터를 지정된 파일에 출력

void fprintMtrx(FILE\* fout, double\*\* dm, int row\_size, int col\_size) {

unsigned char a6 = 0xA6, a1 = 0xA1, a2 = 0xA2;

unsigned char a3 = 0xA3, a4 = 0xA4, a5 = 0xA5;

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

if ((i == 0) && (j == 0)) {

fprintf(fout, "%c%c%7.2lf", a6, a3, dm[i][j]);

}

else if ((i == 0) && j == (col\_size - 1)) {

fprintf(fout, "%7.2lf%c%c", dm[i][j], a6, a4);

}

else if ((i > 0) && (i < row\_size - 1) && (j == 0)) {

fprintf(fout, "%c%c%7.2lf", a6, a2, dm[i][j]);

}

else if ((i > 0) && (i < row\_size - 1) && (j == (col\_size - 1))) {

fprintf(fout, "%7.2lf%c%c", dm[i][j], a6, a2);

}

else if ((i == row\_size - 1) && (j == 0)) {

fprintf(fout, "%c%c%7.2lf", a6, a6, dm[i][j]);

}

else if ((i == row\_size - 1) && (j == (col\_size - 1))) {

fprintf(fout, "%7.2lf%c%c", dm[i][j], a6, a5);

}

else {

fprintf(fout, "%7.2lf", dm[i][j]);

}

if (col\_size == 1) {

if (i == 0)

fprintf(fout, "%c%c", a6, a4);

else if (i == row\_size - 1)

fprintf(fout, "%c%c", a6, a5);

else

fprintf(fout, "%c%c", a6, a2);

}

}

fprintf(fout, "\n");

}

}

// 행렬 덧셈

double\*\* addMatrix(double\*\* dm1, double\*\* dm2, int row\_size, int col\_size) {

double\*\* dm3 = createDynamicDoubleMatrix(row\_size, col\_size);

for (int i = 0; i < row\_size; i++) {

for (int j = 0; j < col\_size; j++) {

dm3[i][j] = dm1[i][j] + dm2[i][j];

}

}

return dm3;

}

// GaussJordan\_LinearSystem.cpp(2)

// 대각화 과정 수행

void diagonalize\_FileOut(FILE\* fout, double\*\* augMtrx, int size\_N, int\* solExist) {

int j, k, p = 0;

double pivWeight, w;

// Pivoting 그리고 Scaling

for (p = 0; (\*solExist) && (p < size\_N); p++) {

fprintf(fout, "\nPivoting at p = %d\n", p);

pivoting(augMtrx, size\_N, p, solExist);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

if (\*solExist) { // 해가 존재

// 해당 위치의 원소 scaling

if (augMtrx[p][p] != 1.0) { // 이미 scaling된 값이 아닌 경우

pivWeight = augMtrx[p][p];

augMtrx[p][p] = 1.0; // scaling

for (k = p + 1; k <= size\_N; k++) {

augMtrx[p][k] /= pivWeight; // 이후의 값도 나누기

}

}

}

else { // 해가 없음

break;

}

fprintf(fout, "\nAfter scaling at p = %d\n", p);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

// Diagonalize

for (j = 0; j < size\_N; j++) {

if ((j != p) && (augMtrx[j][p] != 0.0)) {

w = augMtrx[j][p];

augMtrx[j][p] = 0.0;

for (k = p + 1; k <= size\_N; k++) {

augMtrx[j][k] =

augMtrx[j][k] - w \* augMtrx[p][k];

}

}

}

fprintf(fout, "\nAfter diagonalizing at p = %d\n", p);

fprintMtrx(fout, augMtrx, size\_N, size\_N + 1);

}

}

// 역행렬 구하기

void invMtrxGaussJordanElim\_FileOut(FILE\* fout, double\*\* Mtrx, double\*\* inv\_Mtrx, int size\_N) {

int j, k, p = 0;

double pivWeight, w;

double\*\* m\_aug;

m\_aug = (double\*\*)calloc(size\_N, sizeof(double\*));

for (int i = 0; i < size\_N; i++)

m\_aug[i] = (double\*)calloc(size\_N \* 2, sizeof(double));

for (j = 0; j < size\_N; j++) {

// 역행렬을 구하고싶은 행렬

for (k = 0; k < size\_N; k++)

m\_aug[j][k] = Mtrx[j][k];

// 단위 행렬

for (k = size\_N; k < size\_N \* 2; k++)

m\_aug[j][k] = (k == (j + size\_N)) ? 1.0 : 0.0;

}

// GaussJordan\_LinearSystem.cpp

#ifndef GJ

#define GJ

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <math.h>

#include <Windows.h>

#include "Mtrx.h"

#define EPSILON 0.000001

// 첨가행렬 데이터 파일로부터 불러오기

void getAugmentedMatrixData(FILE\* fin, double\*\* augMtrx, int size\_N) {

double d = 0.0;

if (fin == NULL) {

printf("Error in getDoubleMatrixData() - file pointer is NULL !!\n");

exit(-1);

}

for (int m = 0; m < size\_N; m++)

for (int n = 0; n <= size\_N; n++) {

if (fscanf(fin, "%lf", &d) != EOF)

augMtrx[m][n] = d;

}

}

// pivoting 과정 수행

void pivoting(double\*\* augMtrx, int size\_N, int p, int\* piv\_found) {

double xmax = 0.0, xtemp;

int j, k, max\_row;

xmax = fabs(augMtrx[p][p]); // 해당 위치 계수의 절대값 저장

max\_row = p; // 해당 위치 저장

for (j = p + 1; j < size\_N; j++) {

if (fabs(augMtrx[j][p]) > xmax) { // 저장한 절대값보다 큰 값이 존재할 경우

xmax = fabs(augMtrx[j][p]); // 더 큰 절대값을 저장

max\_row = j; // 해당 위치 저장

}

}

if (fabs(xmax) < EPSILON) // 값이 0이거나 0에 근접한 경우

\*piv\_found = 0; // 해가 없음

else { // 그 외

\*piv\_found = 1; // 해가 있음

if (max\_row != p) {

for (k = p; k <= size\_N; k++) { // swap

xtemp = augMtrx[p][k];

augMtrx[p][k] = augMtrx[max\_row][k];

augMtrx[max\_row][k] = xtemp;

}

}

}

}

// GaussJordan\_LinearSystem.cpp(3)

for (p = 0; p < size\_N; p++) {

if (m\_aug[p][p] != 1.0) { // 해당 위치의 값이 이미 scaling되지 않은 경우

pivWeight = m\_aug[p][p];

m\_aug[p][p] = 1.0; // scaling

for (k = p + 1; k < size\_N \* 2; k++) {

m\_aug[p][k] /= pivWeight; // 이후의 값도 나누기

}

}

fprintf(fout, "After scaling at p = %d\n", p);

fprintMtrx(fout, m\_aug, size\_N, size\_N \* 2);

// diagonalize

for (j = 0; j < size\_N; j++) {

if ((j != p) && (m\_aug[j][p] != 0.0))

{

w = m\_aug[j][p];

m\_aug[j][p] = 0.0; // 해당 열에서 pivot 위치 이외의 자리에 0.0으로 소거

for (k = p + 1; k < 2 \* size\_N; k++) {

m\_aug[j][k] -= w \* m\_aug[p][k];

}

}

}

fprintf(fout, "After diagonalizing at p = %d\n", p);

fprintMtrx(fout, m\_aug, size\_N, size\_N \* 2);

}

// 구한 역행렬을 생성한 2차원 배열에 복사

for (j = 0; j < size\_N; j++) {

for (k = 0; k < size\_N; k++) {

inv\_Mtrx[j][k] = m\_aug[j][k + size\_N];

}

}

}

#endif

Oral Test

|  |
| --- |
| **(1) 행렬의 크기를 파일로부터 읽고, 지정된 크기의 2차원 배열을 동적으로 생성한 후, 행렬 원소의 데이터를 파일로부터 읽어 저장한 후, 생성된 행렬의 주소로 행렬의 크기를 return-by-pointer 방법으로 반환하는 fGetMtrx() 함수의 기능에 대하여 각 단계 별로 상세하게 설명하라**   * 행렬의 크기 fscanf를 통해 파일 데이터 상단에 표시한 크기 데이터를 읽어온다. 이때, 행렬의 크기는 return-by-pointer를 이용하여 반환한다. * 2차원 배열 동적 생성 2중 포인터 배열을 생성 생성한 2중 포인터에 creatDynamicDoubleMatrix()함수를 통해 지정된 크기의 2차원 배열을 동적 할당한다. * 파일로부터 데이터 읽기 생성한 2차원 배열에 원하는 데이터를 파일로부터 불러와서 저장한다. * 작성한 배열 반환 함수의 반환 자료형을 double\*\*로 지정하고 위에서 작성한 배열을 반환한다. |

|  |
| --- |
| **(2) Gauss-Jordan 소거법에서 pivoting을 하는 이유에 대하여 설명하고, 구체적인 절차에 대하여 설명하라.**  Gauss-Jordan 소거법 연산 과정에서 컴퓨터 계산의 반올림 처리 오류 발생을 최소화하기 위하여 pivot 행을 선정할 때 남아있는 행들 중에서 pivot 열 위치의 원소 절대값이 가장 큰 행을 찾고, 이를 pivot 위치의 행과 교체한다.  만약 남아있는 행들 중에서 pivot 열 위치의 원소 값이 가장 큰 pivot 대상 원소 절대값이 0이거나 0에 근접한 경우, 오차가 발생하기 때문에 정확한 해를 구할 수 없는 상태가 되며, 이 경우 단일 해를 구할 수 없는 것으로 판단한다.  pivoting은 p번째 이후의 행들 중에서 p번째 원소의 절대값이 가장 큰 행을 p번째 행으로 선정하고, 필요한 경우 순서를 swap하는 과정을 말한다.   * 해를 구할 수 있는지 판단 pivot 대상 원소의 절대값이 0이거나 0에 근접한 값이면 solExist에 0을 반환하고 반복을 종료시킨다. * swap 조건에 해당하는지 판단 pivot에 해당하는 절대값을 기준으로 잡고 그보다 큰 절대값이 이후에 존재하면 위치를 swap한다. |

|  |
| --- |
| **(3) Gauss-Jordan 소거법에서diagonalization의 절차에 대하여 설명하고, 이를 통하여 선형 방 정식 시스템의 해를 구하게 되는 원리에 대하여 설명하라.**  diagonalization은 p 번째 열에서 1.0으로 scaling된 원소를 제외한 해당 행의 모든 원소를 0.0으로변경하도록 소거 연산을 수행한다.   * 반복 조건 pivot에 해당하는 계수가 0이나 0에 근접한 값이 아니어야한다.(해가 존재해야한다.) * pivoting pivot에 해당하는 계수보다 큰 행이 존재하면 위치를 swap한다. * scaling pivoting한 pivot 위치의 값을 1.0으로 만든다. * diagonalization scaling된 원소를 제외한 동일 행의 모든 원소를 0.0으로 변경하도록 소거연산 수행한다. * solution 모든 과정을 완료한 후 가장 우측 열의 값이 해당 행렬의 solution이다. |

|  |
| --- |
| **(4) Gauss-Jordan 소거법을 사용하여 역행렬을 구하는 절차를 설명하고, 이를 사용하여 선형방정식 시스템의 해를 구하게 되는 원리에 대하여 설명하라.**   * n x 2n 배열 생성 지정된 크기의 첨가 행렬을 생성한다. 크기를 2n으로 지정한 이유는 좌측은 역행렬을 구하고싶은 행렬, 우측은 단위행렬을 생성하기 위함이다. * 역행렬 계산 좌측 부분을 단위행렬로 변환하는 과정을 똑같이 우측의 단위 행렬에 실행해주면 역행렬을 구할 수 있다. * 계산한 역행렬을 원하는 배열에 복사 계산을 마친 우측 배열을 원하는 배열에 반복문을 통해 복사한다. |