# 实验二：动态规划

**一、实验目的**

理解动态规划的基本思想，理解动态规划算法的两个基本要素最优子结构性质和子问题的重叠性质。熟练掌握典型的动态规划问题。掌握动态规划思想分析问题的一般方法，对较简单的问题能正确分析，设计出动态规划算法，并能快速编程实现。

**二、实验内容**

对于长度相同的2个字符串A和B，其距离定义为相应位置字符距离之和。2个非空格字符的距离是它们的ASCII码之差的绝对值。空格与空格的距离为0，空格与其他字符的距离为一定值k。

在一般情况下，字符串A和B的长度不一定相同。字符串A的扩展是在A中插入若干空格字符所产生的字符串。在字符串A和B的所有长度相同的扩展中，有一对距离最小的扩展，该距离称为字符串A和B的扩展距离。

算法要求如下

1、 数据输入：第1行是字符串A，第2行是字符串B，第3行是空格与其他字符的距离定值k。

2、 输出：字符串A和B的扩展距离。

例如

输入：

cmc

snmn

2

输出：10

注：设字符串A和B的子串A[1..i]和B[1..j]的扩展距离为val(i,j)，则val(i,j)具有最优子结构性质，递归定义为：val(i,j)=min{val(i-1,j)+k, val(i,j-1)+k, val(i-1,j-1)+dist(ai,bj)}

1. **动态规划基本思想**

**动态规划推倒式：**

num[i][j] = min(min(num[i-1][j]+k,num[i][j-1]+k),num[i-1][j-1]+ fabs(s1[i-1]-s2[j-1]));

1. **实验过程**

在编写代码过程中发现要处理边界情况，及第一行和第一列的情况，因为num[i-1][j],num[i][j-1]有一个会取不到，所以要判断边界情况

1. **实验结果**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaYAAABQCAIAAADdr0bkAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEbUlEQVR4nO3d3ZGjOBQGUHpr4+igHM4G5UgmqH1wDaWSroTAgA0652GKpmWBqeFr/WD55/f3dwIYwz+fPgGA84g8YCAiDxhIHHnPv+Yfs39rJQG+2U85ffF8Ph+PR7b92kj/rZUE+Fp5Ky9LrkaK9ZcE+BLG8oCBiDxgIHnkvYbq5h8b8xL9JQG+xL/lrjTL2iN0/SUBvkEwYwtwV8bygIGIPGAgIg8YiMgDBiLygIGIPGAgIg8YSO/iUfPKUe0VpcKSAF9ixeJR09+PWCyuKFWWBPgGCx3bbctDiTngO731GVuAawkib0qSTs8UuJOgY2vaAbirIPJeHduXdEai8aU/s/6SAOezeBQwEI8iAwMRecBARB4wEJEHDCR4Li+dY/VQHnAneeRlzx57FBm4Ex1bYCDBV3d/5DwATtBq5enVAjdTjTx5B9xPdVVkeQfcT7ySirwDbimPvPIhlXPPB+BAC48iA9yJxaOAgXgUGRiIyAMGIvKAgYg8YCCtT1+Ue0zmApdW/fRFuefxeKTf6g1wOV2fvkj3SD3guuLvsT3/PABOYPoCGIjIAwYi8oCBiDxgIF2Rl87SWk0PuK5gJZXsGZQ54F775R1wXRaPAgZiLA8YiMgDBjJ05IUfJe4pVtvZeZTwV+kE0bYj1laCKCusVbXvRwmfkR3rhw2C776Ykv/64WTFEZO2aZ3to+9+3Hn7dbhyz2vCetXJbLtEGyaIwo8/pzWUb6pWsn1WWWET91xUHHnTMXHTc59k2bf5NBZfOxfINsIXvnM1+hOz5+KEOzcs+rCq5BQ1SM3gc0XVyPus+XY6qDUxp1t6uCm5mcPYrXUPGwvP1I6eba/6S9DWf7m2XdjsD4PmHtdyauR13thZHh1xrLRZFJ5GWjJrRqWnGr42bCSm+bitkrYyf8OvJM4ubHmd144qyDuuZUXkle2R8Dab92S/DZszYZ2NMtl9W6t5w0BVT8metlstrGst1lorstxfO9V5wDEtkx0r3O65+HAzvZGXdmSyPel2emOX7aOyQREOrmey9CyTpax57UBV+WbDMo15z7TtVvb4GhGcXbEpyp1GDDVysPzVLnE21ywfuaKuyFucFtxg26D77jqPG7Y9378Cm1/YORly0IhbOvgg9biWt8by2j24He+HsM73DxTGQTgEltkl7zr/eBx0AruQelzO9shrTGW+7+hGRKOLmv44d1cbo2wb5h9Wva8NVyAbW2hXsvYiyzgurSvysi7SqvJr66y13cI6N8diu1nXExC1iYKpI6/bkxiLGjm7V1VwV72tvHLeoJxA6Omg1YYF041w9uMg/YdIM+61Ebb1yhbW1NF1XfU2azVnV6yc1M7OefHE2kffZUgXThYvHtV5rx4kPPriEx7ZnsXGWnmIxQO1u7FhBPScxraJkUaxzdXW3vtro78tnL0wJSL5rAusl1e7gcudi7/iTCKPL3SByOOiRB5fSOQBAxl6vTxgND/Tf38+fQ4AJ9HKAwYi8oCBiDxgIP8DotDjoQaStWMAAAAASUVORK5CYII=)

代码：

#include<stdio.h>

#include<math.h>

#include<string.h>

int min(int a,int b){

return a>b? b:a;

}

int main(){

int num[100][100];

int k;

char s1[100],s2[100];

scanf("%s%s",s1 , s2);

scanf("%d",&k);

memset(num,0,sizeof(num));

int maxlen = strlen(s1) > strlen(s2) ?strlen(s1) :strlen(s2);

for(int i=1;i<=maxlen;i++){

for(int j=1;j<=maxlen;j++){

if(i==1&&j==1){

num[i][j] = min(k,fabs(s1[i-1]-s2[j-1]));

}else if(j==1 &&i >1){

num[i][j] = min(num[i-1][j]+k,fabs(s1[i-1]-s2[j-1]));

}else if(i==1 && j>1){

num[i][j] = min(num[i][j-1]+k,fabs(s1[i-1]-s2[j-1]));

}else{

num[i][j] = min(min(num[i-1][j]+k,num[i][j-1]+k),num[i-1][j-1]+ fabs(s1[i-1]-s2[j-1]));

}

}

}

// for(int i=1;i<=maxlen;i++){

// for(int j=1;j<=maxlen;j++){

// if(j==maxlen){

// printf("%d\n",num[i][j]);

// }else

// printf("%d ",num[i][j]);

// }

// }

printf("%d\n",num[maxlen][maxlen]);

return 0;

}