**\*args**

\*args haben 2 Anwendungsfälle:

1. Übergabe von Parametern in Objektform

1. Wenn die Parameterwerte für eine Funktion in Objektform vorliegen (einer Liste oder einem Tupel) können sie eben in dieser Form an die Funktion übergeben werden.
2. Die Anzahl der Übergabeparameter an die Funktion soll variabel bleiben.

![Ein Bild, das Text enthält.
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4 verbleibt ungenutzt als Tupel innerhalb der Funktion und wird über den args-Parameternamen ansprechbar

Durch den Funktionsaufruf mit \*args verkürzt sich gegenüber einem Aufruf mit Parameternamen auch der Quellcode:

![Ein Bild, das Text enthält.
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**\*\*kwargs**

Übergabe der Parameter als Dictionary. Über die Keys werden die Werte den Parametern der Funktion zugeordnet.
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Watch Now This tutorial has a related video course created by the Real Python team. Watch it together with the written tutorial to deepen your understanding: [**Python Modules and Packages: An Introduction**](https://realpython.com/courses/python-modules-packages/)

This article explores Python **modules** and Python **packages**, two mechanisms that facilitate **modular programming**.

**Modular programming** refers to the process of breaking a large, unwieldy programming task into separate, smaller, more manageable subtasks or **modules**. Individual modules can then be cobbled together like building blocks to create a larger application.

There are several advantages to **modularizing** code in a large application:

* **Simplicity:** Rather than focusing on the entire problem at hand, a module typically focuses on one relatively small portion of the problem. If you’re working on a single module, you’ll have a smaller problem domain to wrap your head around. This makes development easier and less error-prone.
* **Maintainability:** Modules are typically designed so that they enforce logical boundaries between different problem domains. If modules are written in a way that minimizes interdependency, there is decreased likelihood that modifications to a single module will have an impact on other parts of the program. (You may even be able to make changes to a module without having any knowledge of the application outside that module.) This makes it more viable for a team of many programmers to work collaboratively on a large application.
* **Reusability:** Functionality defined in a single module can be easily reused (through an appropriately defined interface) by other parts of the application. This eliminates the need to duplicate code.
* **Scoping:** Modules typically define a separate [**namespace**](https://realpython.com/python-namespaces-scope/), which helps avoid collisions between identifiers in different areas of a program. (One of the tenets in the [Zen of Python](https://www.python.org/dev/peps/pep-0020) is Namespaces are one honking great idea—let’s do more of those!)

**Functions**, **modules** and **packages** are all constructs in Python that promote code modularization.

**Free PDF Download:** [Python 3 Cheat Sheet](https://realpython.com/bonus/python-cheat-sheet-short/)

## Python Modules: Overview

There are actually three different ways to define a **module** in Python:

1. A module can be written in Python itself.
2. A module can be written in **C** and loaded dynamically at run-time, like the re ([**regular expression**](https://realpython.com/regex-python/)) module.
3. A **built-in** module is intrinsically contained in the interpreter, like the [itertools module](https://realpython.com/python-itertools/).

A module’s contents are accessed the same way in all three cases: with the import statement.

Here, the focus will mostly be on modules that are written in Python. The cool thing about modules written in Python is that they are exceedingly straightforward to build. All you need to do is create a file that contains legitimate Python code and then give the file a name with a .py extension. That’s it! No special syntax or voodoo is necessary.

For example, suppose you have created a file called mod.py containing the following:

**mod.py**

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

Several objects are defined in mod.py:

* s (a string)
* a (a list)
* foo() (a function)
* Foo (a class)

Assuming mod.py is in an appropriate location, which you will learn more about shortly, these objects can be accessed by **importing** the module as follows:

>>> import mod

>>> print(mod.s)

If Comrade Napoleon says it, it must be right.

>>> mod.a

[100, 200, 300]

>>> mod.foo(['quux', 'corge', 'grault'])

arg = ['quux', 'corge', 'grault']

>>> x = mod.Foo()

>>> x

<mod.Foo object at 0x03C181F0>

## The Module Search Path

Continuing with the above example, let’s take a look at what happens when Python executes the statement:

import mod

When the interpreter executes the above import statement, it searches for mod.py in a [list](https://realpython.com/python-lists-tuples/) of directories assembled from the following sources:

* The directory from which the input script was run or the **current directory** if the interpreter is being run interactively
* The list of directories contained in the [PYTHONPATH](https://docs.python.org/3/using/cmdline.html#envvar-PYTHONPATH) environment variable, if it is set. (The format for PYTHONPATH is OS-dependent but should mimic the [PATH](https://realpython.com/add-python-to-path/) environment variable.)
* An installation-dependent list of directories configured at the time Python is installed

The resulting search path is accessible in the Python variable sys.path, which is obtained from a module named sys:

>>> import sys

>>> sys.path

['', 'C:\\Users\\john\\Documents\\Python\\doc', 'C:\\Python36\\Lib\\idlelib',

'C:\\Python36\\python36.zip', 'C:\\Python36\\DLLs', 'C:\\Python36\\lib',

'C:\\Python36', 'C:\\Python36\\lib\\site-packages']

**Note:** The exact contents of sys.path are installation-dependent. The above will almost certainly look slightly different on your computer.

Thus, to ensure your module is found, you need to do one of the following:

* Put mod.py in the directory where the input script is located or the **current directory**, if interactive
* Modify the PYTHONPATH environment variable to contain the directory where mod.py is located before starting the interpreter
  + **Or:** Put mod.py in one of the directories already contained in the PYTHONPATH variable
* Put mod.py in one of the installation-dependent directories, which you may or may not have write-access to, depending on the OS

There is actually one additional option: you can put the module file in any directory of your choice and then modify sys.path at run-time so that it contains that directory. For example, in this case, you could put mod.py in directory C:\Users\john and then issue the following statements:

>>> sys.path.append(r'C:\Users\john')

>>> sys.path

['', 'C:\\Users\\john\\Documents\\Python\\doc', 'C:\\Python36\\Lib\\idlelib',

'C:\\Python36\\python36.zip', 'C:\\Python36\\DLLs', 'C:\\Python36\\lib',

'C:\\Python36', 'C:\\Python36\\lib\\site-packages', 'C:\\Users\\john']

>>> import mod

Once a module has been imported, you can determine the location where it was found with the module’s \_\_file\_\_ attribute:

>>> import mod

>>> mod.\_\_file\_\_

'C:\\Users\\john\\mod.py'

>>> import re

>>> re.\_\_file\_\_

'C:\\Python36\\lib\\re.py'

The directory portion of \_\_file\_\_ should be one of the directories in sys.path.

## The import Statement

**Module** contents are made available to the caller with the import statement. The import statement takes many different forms, shown below.

### import <module\_name>

The simplest form is the one already shown above:

import <module\_name>

Note that this does not make the module contents directly accessible to the caller. Each module has its own **private symbol table**, which serves as the global symbol table for all objects defined in the module. Thus, a module creates a separate **namespace**, as already noted.

The statement import <module\_name> only places <module\_name> in the caller’s symbol table. The objects that are defined in the module remain in the module’s private symbol table.

From the caller, objects in the module are only accessible when prefixed with <module\_name> via **dot notation**, as illustrated below.

After the following import statement, mod is placed into the local symbol table. Thus, mod has meaning in the caller’s local context:

>>> import mod

>>> mod

<module 'mod' from 'C:\\Users\\john\\Documents\\Python\\doc\\mod.py'>

But s and foo remain in the module’s private symbol table and are not meaningful in the local context:

>>> s

NameError: name 's' is not defined

>>> foo('quux')

NameError: name 'foo' is not defined

To be accessed in the local context, names of objects defined in the module must be prefixed by mod:

>>> mod.s

'If Comrade Napoleon says it, it must be right.'

>>> mod.foo('quux')

arg = quux

Several comma-separated modules may be specified in a single import statement:

import <module\_name>[, <module\_name> ...]

### from <module\_name> import <name(s)>

An alternate form of the import statement allows individual objects from the module to be imported directly into the caller’s symbol table:

from <module\_name> import <name(s)>

Following execution of the above statement, <name(s)> can be referenced in the caller’s environment without the <module\_name> prefix:

>>> from mod import s, foo

>>> s

'If Comrade Napoleon says it, it must be right.'

>>> foo('quux')

arg = quux

>>> from mod import Foo

>>> x = Foo()

>>> x

<mod.Foo object at 0x02E3AD50>

Because this form of import places the object names directly into the caller’s symbol table, any objects that already exist with the same name will be overwritten:

>>> a = ['foo', 'bar', 'baz']

>>> a

['foo', 'bar', 'baz']

>>> from mod import a

>>> a

[100, 200, 300]

It is even possible to indiscriminately import everything from a module at one fell swoop:

from <module\_name> import \*

This will place the names of all objects from <module\_name> into the local symbol table, with the exception of any that begin with the underscore (\_) character.

For example:

>>> from mod import \*

>>> s

'If Comrade Napoleon says it, it must be right.'

>>> a

[100, 200, 300]

>>> foo

<function foo at 0x03B449C0>

>>> Foo

<class 'mod.Foo'>

This isn’t necessarily recommended in large-scale production code. It’s a bit dangerous because you are entering names into the local symbol table en masse. Unless you know them all well and can be confident there won’t be a conflict, you have a decent chance of overwriting an existing name inadvertently. However, this syntax is quite handy when you are just mucking around with the interactive interpreter, for testing or discovery purposes, because it quickly gives you access to everything a module has to offer without a lot of typing.

### from <module\_name> import <name> as <alt\_name>

It is also possible to import individual objects but enter them into the local symbol table with alternate names:

from <module\_name> import <name> as <alt\_name>[, <name> as <alt\_name> …]

This makes it possible to place names directly into the local symbol table but avoid conflicts with previously existing names:

>>> s = 'foo'

>>> a = ['foo', 'bar', 'baz']

>>> from mod import s as string, a as alist

>>> s

'foo'

>>> string

'If Comrade Napoleon says it, it must be right.'

>>> a

['foo', 'bar', 'baz']

>>> alist

[100, 200, 300]

### import <module\_name> as <alt\_name>

You can also import an entire module under an alternate name:

import <module\_name> as <alt\_name>

>>> import mod as my\_module

>>> my\_module.a

[100, 200, 300]

>>> my\_module.foo('qux')

arg = qux

Module contents can be imported from within a [function definition](https://realpython.com/defining-your-own-python-function/). In that case, the import does not occur until the function is called:

>>> def bar():

... from mod import foo

... foo('corge')

...

>>> bar()

arg = corge

However, **Python 3** does not allow the indiscriminate import \* syntax from within a function:

>>> def bar():

... from mod import \*

...

SyntaxError: import \* only allowed at module level

Lastly, a [try statement with an except ImportError](https://realpython.com/python-exceptions/) clause can be used to guard against unsuccessful import attempts:

>>> try:

... # Non-existent module

... import baz

... except ImportError:

... print('Module not found')

...

Module not found

>>> try:

... # Existing module, but non-existent object

... from mod import baz

... except ImportError:

... print('Object not found in module')

...

Object not found in module

## The dir() Function

The built-in function dir() returns a list of defined names in a namespace. Without arguments, it produces an alphabetically sorted list of names in the current **local symbol table**:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> qux = [1, 2, 3, 4, 5]

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'qux']

>>> class Bar():

... pass

...

>>> x = Bar()

>>> dir()

['Bar', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'qux', 'x']

Note how the first call to dir() above lists several names that are automatically defined and already in the namespace when the interpreter starts. As new names are defined (qux, Bar, x), they appear on subsequent invocations of dir().

This can be useful for identifying what exactly has been added to the namespace by an import statement:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> import mod

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'mod']

>>> mod.s

'If Comrade Napoleon says it, it must be right.'

>>> mod.foo([1, 2, 3])

arg = [1, 2, 3]

>>> from mod import a, Foo

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'mod']

>>> a

[100, 200, 300]

>>> x = Foo()

>>> x

<mod.Foo object at 0x002EAD50>

>>> from mod import s as string

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'mod', 'string', 'x']

>>> string

'If Comrade Napoleon says it, it must be right.'

When given an argument that is the name of a module, dir() lists the names defined in the module:

>>> import mod

>>> dir(mod)

['Foo', '\_\_builtins\_\_', '\_\_cached\_\_', '\_\_doc\_\_', '\_\_file\_\_', '\_\_loader\_\_',

'\_\_name\_\_', '\_\_package\_\_', '\_\_spec\_\_', 'a', 'foo', 's']

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from mod import \*

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'foo', 's']

## Executing a Module as a Script

Any .py file that contains a **module** is essentially also a Python **script**, and there isn’t any reason it can’t be executed like one.

Here again is mod.py as it was defined above:

**mod.py**

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

This can be run as a script:

C:\Users\john\Documents>python mod.py

C:\Users\john\Documents>

There are no errors, so it apparently worked. Granted, it’s not very interesting. As it is written, it only defines objects. It doesn’t do anything with them, and it doesn’t generate any output.

Let’s modify the above Python module so it does generate some output when run as a script:

**mod.py**

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

print(s)

print(a)

foo('quux')

x = Foo()

print(x)

Now it should be a little more interesting:

C:\Users\john\Documents>python mod.py

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<\_\_main\_\_.Foo object at 0x02F101D0>

Unfortunately, now it also generates output when imported as a module:

>>> import mod

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<mod.Foo object at 0x0169AD50>

This is probably not what you want. It isn’t usual for a module to generate output when it is imported.

Wouldn’t it be nice if you could distinguish between when the file is loaded as a module and when it is run as a standalone script?

Ask and ye shall receive.

When a .py file is imported as a module, Python sets the special **dunder** variable [\_\_name\_\_](https://realpython.com/python-main-function/) to the name of the module. However, if a file is run as a standalone script, \_\_name\_\_ is (creatively) set to the string '\_\_main\_\_'. Using this fact, you can discern which is the case at run-time and alter behavior accordingly:

**mod.py**

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

if (\_\_name\_\_ == '\_\_main\_\_'):

print('Executing as standalone script')

print(s)

print(a)

foo('quux')

x = Foo()

print(x)

Now, if you run as a script, you get output:

C:\Users\john\Documents>python mod.py

Executing as standalone script

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<\_\_main\_\_.Foo object at 0x03450690>

But if you import as a module, you don’t:

>>> import mod

>>> mod.foo('grault')

arg = grault

Modules are often designed with the capability to run as a standalone script for purposes of testing the functionality that is contained within the module. This is referred to as [**unit testing**](https://realpython.com/python-testing/)**.** For example, suppose you have created a module fact.py containing a **factorial** function, as follows:

**fact.py**

def fact(n):

return 1 if n == 1 else n \* fact(n-1)

if (\_\_name\_\_ == '\_\_main\_\_'):

import sys

if len(sys.argv) > 1:

print(fact(int(sys.argv[1])))

The file can be treated as a module, and the fact() function imported:

>>> from fact import fact

>>> fact(6)

720

But it can also be run as a standalone by passing an integer argument on the command-line for testing:

C:\Users\john\Documents>python fact.py 6

720

## Reloading a Module

For reasons of efficiency, a module is only loaded once per interpreter session. That is fine for function and class definitions, which typically make up the bulk of a module’s contents. But a module can contain executable statements as well, usually for initialization. Be aware that these statements will only be executed the first time a module is imported.

Consider the following file mod.py:

**mod.py**

a = [100, 200, 300]

print('a =', a)

>>> import mod

a = [100, 200, 300]

>>> import mod

>>> import mod

>>> mod.a

[100, 200, 300]

The print() statement is not executed on subsequent imports. (For that matter, neither is the assignment statement, but as the final display of the value of mod.a shows, that doesn’t matter. Once the assignment is made, it sticks.)

If you make a change to a module and need to reload it, you need to either restart the interpreter or use a function called reload() from module importlib:

>>> import mod

a = [100, 200, 300]

>>> import mod

>>> import importlib

>>> importlib.reload(mod)

a = [100, 200, 300]

<module 'mod' from 'C:\\Users\\john\\Documents\\Python\\doc\\mod.py'>

## Python Packages

Suppose you have developed a very large application that includes many modules. As the number of modules grows, it becomes difficult to keep track of them all if they are dumped into one location. This is particularly so if they have similar names or functionality. You might wish for a means of grouping and organizing them.

**Packages** allow for a hierarchical structuring of the module namespace using **dot notation**. In the same way that **modules** help avoid collisions between global variable names, **packages** help avoid collisions between module names.

Creating a **package** is quite straightforward, since it makes use of the operating system’s inherent hierarchical file structure. Consider the following arrangement:

[![Image of a Python package](data:image/png;base64,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)](https://files.realpython.com/media/pkg1.9af1c7aea48f.png)

Here, there is a directory named pkg that contains two modules, mod1.py and mod2.py. The contents of the modules are:

**mod1.py**

def foo():

print('[mod1] foo()')

class Foo:

pass

**mod2.py**

def bar():

print('[mod2] bar()')

class Bar:

pass

Given this structure, if the pkg directory resides in a location where it can be found (in one of the directories contained in sys.path), you can refer to the two **modules** with **dot notation** (pkg.mod1, pkg.mod2) and import them with the syntax you are already familiar with:

import <module\_name>[, <module\_name> ...]

>>> import pkg.mod1, pkg.mod2

>>> pkg.mod1.foo()

[mod1] foo()

>>> x = pkg.mod2.Bar()

>>> x

<pkg.mod2.Bar object at 0x033F7290>

from <module\_name> import <name(s)>

>>> from pkg.mod1 import foo

>>> foo()

[mod1] foo()

from <module\_name> import <name> as <alt\_name>

>>> from pkg.mod2 import Bar as Qux

>>> x = Qux()

>>> x

<pkg.mod2.Bar object at 0x036DFFD0>

You can import modules with these statements as well:

from <package\_name> import <modules\_name>[, <module\_name> ...]

from <package\_name> import <module\_name> as <alt\_name>

>>> from pkg import mod1

>>> mod1.foo()

[mod1] foo()

>>> from pkg import mod2 as quux

>>> quux.bar()

[mod2] bar()

You can technically import the package as well:

>>> import pkg

>>> pkg

<module 'pkg' (namespace)>

But this is of little avail. Though this is, strictly speaking, a syntactically correct Python statement, it doesn’t do much of anything useful. In particular, it does not place any of the modules in pkg into the local namespace:

>>> pkg.mod1

Traceback (most recent call last):

File "<pyshell#34>", line 1, in <module>

pkg.mod1

AttributeError: module 'pkg' has no attribute 'mod1'

>>> pkg.mod1.foo()

Traceback (most recent call last):

File "<pyshell#35>", line 1, in <module>

pkg.mod1.foo()

AttributeError: module 'pkg' has no attribute 'mod1'

>>> pkg.mod2.Bar()

Traceback (most recent call last):

File "<pyshell#36>", line 1, in <module>

pkg.mod2.Bar()

AttributeError: module 'pkg' has no attribute 'mod2'

To actually import the modules or their contents, you need to use one of the forms shown above.

## Package Initialization

If a file named \_\_init\_\_.py is present in a package directory, it is invoked when the package or a module in the package is imported. This can be used for execution of package initialization code, such as initialization of package-level data.

For example, consider the following \_\_init\_\_.py file:

***\_\_init\_\_.py***

print(f'Invoking \_\_init\_\_.py for {\_\_name\_\_}')

A = ['quux', 'corge', 'grault']

Let’s add this file to the pkg directory from the above example:
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Now when the package is imported, the global list A is initialized:

>>> import pkg

Invoking \_\_init\_\_.py for pkg

>>> pkg.A

['quux', 'corge', 'grault']

A **module** in the package can access the global variable by importing it in turn:

**mod1.py**

def foo():

from pkg import A

print('[mod1] foo() / A = ', A)

class Foo:

pass

>>> from pkg import mod1

Invoking \_\_init\_\_.py for pkg

>>> mod1.foo()

[mod1] foo() / A = ['quux', 'corge', 'grault']

\_\_init\_\_.py can also be used to effect automatic importing of modules from a package. For example, earlier you saw that the statement import pkg only places the name pkg in the caller’s local symbol table and doesn’t import any modules. But if \_\_init\_\_.py in the pkg directory contains the following:

***\_\_init\_\_.py***

print(f'Invoking \_\_init\_\_.py for {\_\_name\_\_}')

import pkg.mod1, pkg.mod2

then when you execute import pkg, modules mod1 and mod2 are imported automatically:

>>> import pkg

Invoking \_\_init\_\_.py for pkg

>>> pkg.mod1.foo()

[mod1] foo()

>>> pkg.mod2.bar()

[mod2] bar()

**Note:** Much of the Python documentation states that an \_\_init\_\_.py file **must** be present in the package directory when creating a package. This was once true. It used to be that the very presence of \_\_init\_\_.py signified to Python that a package was being defined. The file could contain initialization code or even be empty, but it **had** to be present.

Starting with **Python 3.3**, [Implicit Namespace Packages](https://www.python.org/dev/peps/pep-0420) were introduced. These allow for the creation of a package without any \_\_init\_\_.py file. Of course, it **can** still be present if package initialization is needed. But it is no longer required.

## Importing \* From a Package

For the purposes of the following discussion, the previously defined package is expanded to contain some additional modules:
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There are now four modules defined in the pkg directory. Their contents are as shown below:

***mod1.py***

def foo():

print('[mod1] foo()')

class Foo:

pass

***mod2.py***

def bar():

print('[mod2] bar()')

class Bar:

pass

***mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

***mod4.py***

def qux():

print('[mod4] qux()')

class Qux:

pass

(Imaginative, aren’t they?)

You have already seen that when import \* is used for a **module**, all objects from the module are imported into the local symbol table, except those whose names begin with an underscore, as always:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg.mod3 import \*

>>> dir()

['Baz', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'baz']

>>> baz()

[mod3] baz()

>>> Baz

<class 'pkg.mod3.Baz'>

The analogous statement for a **package** is this:

from <package\_name> import \*

What does that do?

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

Hmph. Not much. You might have expected (assuming you had any expectations at all) that Python would dive down into the package directory, find all the modules it could, and import them all. But as you can see, by default that is not what happens.

Instead, Python follows this convention: if the \_\_init\_\_.py file in the **package** directory contains a **list** named \_\_all\_\_, it is taken to be a list of modules that should be imported when the statement from <package\_name> import \* is encountered.

For the present example, suppose you create an \_\_init\_\_.py in the pkg directory like this:

***pkg/\_\_init\_\_.py***

\_\_all\_\_ = [

'mod1',

'mod2',

'mod3',

'mod4'

]

Now from pkg import \* imports all four modules:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'mod1', 'mod2', 'mod3', 'mod4']

>>> mod2.bar()

[mod2] bar()

>>> mod4.Qux

<class 'pkg.mod4.Qux'>

Using import \* still isn’t considered terrific form, any more for **packages** than for **modules**. But this facility at least gives the creator of the package some control over what happens when import \* is specified. (In fact, it provides the capability to disallow it entirely, simply by declining to define \_\_all\_\_ at all. As you have seen, the default behavior for packages is to import nothing.)

By the way, \_\_all\_\_ can be defined in a **module** as well and serves the same purpose: to control what is imported with import \*. For example, modify mod1.py as follows:

***pkg/mod1.py***

\_\_all\_\_ = ['foo']

def foo():

print('[mod1] foo()')

class Foo:

pass

Now an import \* statement from pkg.mod1 will only import what is contained in \_\_all\_\_:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg.mod1 import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'foo']

>>> foo()

[mod1] foo()

>>> Foo

Traceback (most recent call last):

File "<pyshell#37>", line 1, in <module>

Foo

NameError: name 'Foo' is not defined

foo() (the function) is now defined in the local namespace, but Foo (the class) is not, because the latter is not in \_\_all\_\_.

In summary, \_\_all\_\_ is used by both **packages** and **modules** to control what is imported when import \* is specified. But the default behavior differs:

* For a package, when \_\_all\_\_ is not defined, import \* does not import anything.
* For a module, when \_\_all\_\_ is not defined, import \* imports everything (except—you guessed it—names starting with an underscore).

## Subpackages

Packages can contain nested **subpackages** to arbitrary depth. For example, let’s make one more modification to the example **package** directory as follows:
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The four modules (mod1.py, mod2.py, mod3.py and mod4.py) are defined as previously. But now, instead of being lumped together into the pkg directory, they are split out into two **subpackage** directories, sub\_pkg1 and sub\_pkg2.

Importing still works the same as shown previously. Syntax is similar, but additional **dot notation** is used to separate **package** name from **subpackage** name:

>>> import pkg.sub\_pkg1.mod1

>>> pkg.sub\_pkg1.mod1.foo()

[mod1] foo()

>>> from pkg.sub\_pkg1 import mod2

>>> mod2.bar()

[mod2] bar()

>>> from pkg.sub\_pkg2.mod3 import baz

>>> baz()

[mod3] baz()

>>> from pkg.sub\_pkg2.mod4 import qux as grault

>>> grault()

[mod4] qux()

In addition, a module in one **subpackage** can reference objects in a **sibling subpackage** (in the event that the sibling contains some functionality that you need). For example, suppose you want to import and execute function foo() (defined in module mod1) from within module mod3. You can either use an **absolute import**:

***pkg/sub\_\_pkg2/mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

from pkg.sub\_pkg1.mod1 import foo

foo()

>>> from pkg.sub\_pkg2 import mod3

[mod1] foo()

>>> mod3.foo()

[mod1] foo()

Or you can use a **relative import**, where .. refers to the package one level up. From within mod3.py, which is in subpackage sub\_pkg2,

* .. evaluates to the parent package (pkg), and
* ..sub\_pkg1 evaluates to subpackage sub\_pkg1 of the parent package.

***pkg/sub\_\_pkg2/mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

from .. import sub\_pkg1

print(sub\_pkg1)

from ..sub\_pkg1.mod1 import foo

foo()

>>> from pkg.sub\_pkg2 import mod3

<module 'pkg.sub\_pkg1' (namespace)>

[mod1] foo()

## Conclusion

In this tutorial, you covered the following topics:

* How to create a Python **module**
* Locations where the Python interpreter searches for a module
* How to obtain access to the objects defined in a module with the import statement
* How to create a module that is executable as a standalone script
* How to organize modules into **packages** and **subpackages**
* How to control package initialization
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Watch Now This tutorial has a related video course created by the Real Python team. Watch it together with the written tutorial to deepen your understanding: [**Python Decorators 101**](https://realpython.com/courses/python-decorators-101/)

In this tutorial on decorators, we’ll look at what they are and how to create and use them. Decorators provide a simple syntax for calling [higher-order functions](http://en.wikipedia.org/wiki/Higher-order_function).

By definition, a decorator is a function that takes another function and extends the behavior of the latter function without explicitly modifying it.

This sounds confusing, but it’s really not, especially after you’ve seen a few examples of how decorators work. You can find all the examples from this article [here](https://github.com/realpython/materials/tree/master/primer-on-python-decorators).

**Free Bonus:** [Click here to get access to a free "The Power of Python Decorators" guide](https://realpython.com/primer-on-python-decorators/) that shows you three advanced decorator patterns and techniques you can use to write cleaner and more Pythonic programs.

**Decorators Cheat Sheet:** [Click here to get access to a free three-page Python decorators cheat sheet](https://realpython.com/bonus/decorators-cheatsheet/) that summarizes the techniques explained in this tutorial.

**Decorators Q&A Transcript:** [Click here to get access to a 25-page chat log from our Python decorators Q&A session](https://realpython.com/bonus/decorators-qa-2019/) in the Real Python Community Slack where we discussed common decorator questions.

**Updates:**

* 08/22/2018: Major update adding more examples and more advanced decorators
* 01/12/2016: Updated examples to Python 3 (v3.5.1) syntax and added a new example
* 11/01/2015: Added a brief explanation on the functools.wraps() decorator

## Functions

Before you can understand decorators, you must first understand how functions work. For our purposes, **a function returns a value based on the given arguments**. Here is a very simple example:

>>> def add\_one(number):

... return number + 1

>>> add\_one(2)

3

In general, functions in Python may also have side effects rather than just turning an input into an output. [The print() function](https://realpython.com/python-print/) is a basic example of this: it [returns](https://realpython.com/python-return-statement/) [None](https://realpython.com/null-in-python/) while having the side effect of outputting something to the console. However, to understand decorators, it is enough to think about functions as something that turns given arguments into a value.

**Note:** In [functional programming](https://realpython.com/python-functional-programming/), you work (almost) only with pure functions without side effects. While not a purely functional language, Python supports many of the functional programming concepts, including functions as first-class objects.

### First-Class Objects

In Python, functions are [first-class objects](https://dbader.org/blog/python-first-class-functions). This means that **functions can be passed around and used as arguments**, just like [any other object (string, int, float, list, and so on)](https://realpython.com/python-data-types/). Consider the following three functions:

def say\_hello(name):

return f"Hello {name}"

def be\_awesome(name):

return f"Yo {name}, together we are the awesomest!"

def greet\_bob(greeter\_func):

return greeter\_func("Bob")

Here, say\_hello() and be\_awesome() are regular functions that expect a name given as a string. The greet\_bob() function however, expects a function as its argument. We can, for instance, pass it the say\_hello() or the be\_awesome() function:

>>> greet\_bob(say\_hello)

'Hello Bob'

>>> greet\_bob(be\_awesome)

'Yo Bob, together we are the awesomest!'

Note that greet\_bob(say\_hello) refers to two functions, but in different ways: greet\_bob() and say\_hello. The say\_hello function is named without parentheses. This means that only a reference to the function is passed. The function is not executed. The greet\_bob() function, on the other hand, is written with parentheses, so it will be called as usual.

### Inner Functions

It’s possible to [define functions](https://realpython.com/defining-your-own-python-function/) inside other functions. Such functions are called [inner functions](https://realpython.com/inner-functions-what-are-they-good-for/). Here’s an example of a function with two inner functions:

def parent():

print("Printing from the parent() function")

def first\_child():

print("Printing from the first\_child() function")

def second\_child():

print("Printing from the second\_child() function")

second\_child()

first\_child()

What happens when you call the parent() function? Think about this for a minute. The output will be as follows:

>>> parent()

Printing from the parent() function

Printing from the second\_child() function

Printing from the first\_child() function

Note that the order in which the inner functions are defined does not matter. Like with any other functions, the printing only happens when the inner functions are executed.

Furthermore, the inner functions are not defined until the parent function is called. They are locally scoped to parent(): they only exist inside the parent() function as local [variables](https://realpython.com/python-variables/). Try calling first\_child(). You should get an error:

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

NameError: name 'first\_child' is not defined

Whenever you call parent(), the inner functions first\_child() and second\_child() are also called. But because of their local scope, they aren’t available outside of the parent() function.

### Returning Functions From Functions

Python also allows you to use functions as return values. The following example returns one of the inner functions from the outer parent() function:

def parent(num):

def first\_child():

return "Hi, I am Emma"

def second\_child():

return "Call me Liam"

if num == 1:

return first\_child

else:

return second\_child

Note that you are returning first\_child without the parentheses. Recall that this means that you are **returning a reference to the function first\_child**. In contrast first\_child() with parentheses refers to the result of evaluating the function. This can be seen in the following example:

>>> first = parent(1)

>>> second = parent(2)

>>> first

<function parent.<locals>.first\_child at 0x7f599f1e2e18>

>>> second

<function parent.<locals>.second\_child at 0x7f599dad5268>

The somewhat cryptic output simply means that the first variable refers to the local first\_child() function inside of parent(), while second points to second\_child().

You can now use first and second as if they are regular functions, even though the functions they point to can’t be accessed directly:

>>> first()

'Hi, I am Emma'

>>> second()

'Call me Liam'

Finally, note that in the earlier example you executed the inner functions within the parent function, for instance first\_child(). However, in this last example, you did not add parentheses to the inner functions—first\_child—upon returning. That way, you got a reference to each function that you could call in the future. Make sense?

## Simple Decorators

Now that you’ve seen that functions are just like any other object in Python, you’re ready to move on and see the magical beast that is the Python decorator. Let’s start with an example:

def my\_decorator(func):

def wrapper():

print("Something is happening before the function is called.")

func()

print("Something is happening after the function is called.")

return wrapper

def say\_whee():

print("Whee!")

say\_whee = my\_decorator(say\_whee)

Can you guess what happens when you call say\_whee()? Try it:

>>> say\_whee()

Something is happening before the function is called.

Whee!

Something is happening after the function is called.

To understand what’s going on here, look back at the previous examples. We are literally just applying everything you have learned so far.

The so-called decoration happens at the following line:

say\_whee = my\_decorator(say\_whee)

In effect, the name say\_whee now points to the wrapper() inner function. Remember that you return wrapper as a function when you call my\_decorator(say\_whee):

>>> say\_whee

<function my\_decorator.<locals>.wrapper at 0x7f3c5dfd42f0>

However, wrapper() has a reference to the original say\_whee() as func, and calls that function between the two calls to [print()](https://realpython.com/courses/python-print/).

Put simply: **decorators wrap a function, modifying its behavior.**

Before moving on, let’s have a look at a second example. Because wrapper() is a regular Python function, the way a decorator modifies a function can change dynamically. So as not to disturb your neighbors, the following example will only run the decorated code during the day:

from datetime import datetime

def not\_during\_the\_night(func):

def wrapper():

if 7 <= datetime.now().hour < 22:

func()

else:

pass # Hush, the neighbors are asleep

return wrapper

def say\_whee():

print("Whee!")

say\_whee = not\_during\_the\_night(say\_whee)

If you try to call say\_whee() after bedtime, nothing will happen:

>>> say\_whee()

>>>

### Syntactic Sugar!

The way you decorated say\_whee() above is a little clunky. First of all, you end up typing the name say\_whee three times. In addition, the decoration gets a bit hidden away below the definition of the function.

Instead, Python allows you to **use decorators in a simpler way with the @ symbol**, sometimes called the [“pie” syntax](https://www.python.org/dev/peps/pep-0318/#background). The following example does the exact same thing as the first decorator example:

def my\_decorator(func):

def wrapper():

print("Something is happening before the function is called.")

func()

print("Something is happening after the function is called.")

return wrapper

@my\_decorator

def say\_whee():

print("Whee!")

So, @my\_decorator is just an easier way of saying say\_whee = my\_decorator(say\_whee). It’s how you apply a decorator to a function.

### Reusing Decorators

Recall that a decorator is just a regular Python function. All the usual tools for easy reusability are available. Let’s move the decorator to its own [module](https://realpython.com/python-modules-packages/) that can be used in many other functions.

Create a file called decorators.py with the following content:

def do\_twice(func):

def wrapper\_do\_twice():

func()

func()

return wrapper\_do\_twice

**Note:** You can name your inner function whatever you want, and a generic name like wrapper() is usually okay. You’ll see a lot of decorators in this article. To keep them apart, we’ll name the inner function with the same name as the decorator but with a wrapper\_ prefix.

You can now use this new decorator in other files by doing a regular [import](https://realpython.com/absolute-vs-relative-python-imports/):

from decorators import do\_twice

@do\_twice

def say\_whee():

print("Whee!")

When you run this example, you should see that the original say\_whee() is executed twice:

>>> say\_whee()

Whee!

Whee!

**Free Bonus:** [Click here to get access to a free "The Power of Python Decorators" guide](https://realpython.com/primer-on-python-decorators/) that shows you three advanced decorator patterns and techniques you can use to write cleaner and more Pythonic programs.

### Decorating Functions With Arguments

Say that you have a function that accepts some arguments. Can you still decorate it? Let’s try:

from decorators import do\_twice

@do\_twice

def greet(name):

print(f"Hello {name}")

Unfortunately, running this code raises an error:

>>> greet("World")

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: wrapper\_do\_twice() takes 0 positional arguments but 1 was given

The problem is that the inner function wrapper\_do\_twice() does not take any arguments, but name="World" was passed to it. You could fix this by letting wrapper\_do\_twice() accept one argument, but then it would not work for the say\_whee() function you created earlier.

The solution is to use [\*args and \*\*kwargs](https://realpython.com/python-kwargs-and-args/) in the inner wrapper function. Then it will accept an arbitrary number of positional and keyword arguments. Rewrite decorators.py as follows:

def do\_twice(func):

def wrapper\_do\_twice(\*args, \*\*kwargs):

func(\*args, \*\*kwargs)

func(\*args, \*\*kwargs)

return wrapper\_do\_twice

The wrapper\_do\_twice() inner function now accepts any number of arguments and passes them on to the function it decorates. Now both your say\_whee() and greet() examples works:

>>> say\_whee()

Whee!

Whee!

>>> greet("World")

Hello World

Hello World

### Returning Values From Decorated Functions

What happens to the return value of decorated functions? Well, that’s up to the decorator to decide. Let’s say you decorate a simple function as follows:

from decorators import do\_twice

@do\_twice

def return\_greeting(name):

print("Creating greeting")

return f"Hi {name}"

Try to use it:

>>> hi\_adam = return\_greeting("Adam")

Creating greeting

Creating greeting

>>> print(hi\_adam)

None

Oops, your decorator ate the return value from the function.

Because the do\_twice\_wrapper() doesn’t explicitly return a value, the call return\_greeting("Adam") ended up returning None.

To fix this, you need to **make sure the wrapper function returns the return value of the decorated function**. Change your decorators.py file:

def do\_twice(func):

def wrapper\_do\_twice(\*args, \*\*kwargs):

func(\*args, \*\*kwargs)

return func(\*args, \*\*kwargs)

return wrapper\_do\_twice

The return value from the last execution of the function is returned:

>>> return\_greeting("Adam")

Creating greeting

Creating greeting

'Hi Adam'

### Who Are You, Really?

A great convenience when working with Python, especially in the interactive shell, is its powerful introspection ability. [Introspection](https://en.wikipedia.org/wiki/Type_introspection) is the ability of an object to know about its own attributes at runtime. For instance, a function knows its own name and [documentation](https://realpython.com/documenting-python-code/):

>>> print

<built-in function print>

>>> print.\_\_name\_\_

'print'

>>> help(print)

Help on built-in function print in module builtins:

print(...)

<full help message>

The introspection works for functions you define yourself as well:

>>> say\_whee

<function do\_twice.<locals>.wrapper\_do\_twice at 0x7f43700e52f0>

>>> say\_whee.\_\_name\_\_

'wrapper\_do\_twice'

>>> help(say\_whee)

Help on function wrapper\_do\_twice in module decorators:

wrapper\_do\_twice()

However, after being decorated, say\_whee() has gotten very confused about its identity. It now reports being the wrapper\_do\_twice() inner function inside the do\_twice() decorator. Although technically true, this is not very useful information.

To fix this, decorators should use the [@functools.wraps](https://docs.python.org/library/functools.html#functools.wraps) decorator, which will preserve information about the original function. Update decorators.py again:

import functools

def do\_twice(func):

@functools.wraps(func)

def wrapper\_do\_twice(\*args, \*\*kwargs):

func(\*args, \*\*kwargs)

return func(\*args, \*\*kwargs)

return wrapper\_do\_twice

You do not need to change anything about the decorated say\_whee() function:

>>> say\_whee

<function say\_whee at 0x7ff79a60f2f0>

>>> say\_whee.\_\_name\_\_

'say\_whee'

>>> help(say\_whee)

Help on function say\_whee in module whee:

say\_whee()

Much better! Now say\_whee() is still itself after decoration.

**Technical Detail:** The @functools.wraps decorator [uses](https://github.com/python/cpython/blob/5d4cb54800966947db2e86f65fb109c5067076be/Lib/functools.py#L34) the function functools.update\_wrapper() to update special attributes like \_\_name\_\_ and \_\_doc\_\_ that are used in the introspection.

## A Few Real World Examples

Let’s look at a few more useful examples of decorators. You’ll notice that they’ll mainly follow the same pattern that you’ve learned so far:

import functools

def decorator(func):

@functools.wraps(func)

def wrapper\_decorator(\*args, \*\*kwargs):

# Do something before

value = func(\*args, \*\*kwargs)

# Do something after

return value

return wrapper\_decorator

This formula is a good boilerplate template for building more complex decorators.

**Note:** In later examples, we will assume that these decorators are saved in your decorators.py file as well. Recall that you can download [all the examples in this tutorial](https://github.com/realpython/materials/tree/master/primer-on-python-decorators).

### Timing Functions

Let’s start by creating a @timer decorator. It will [measure the time a function takes to execute](https://realpython.com/python-timer/) and print the duration to the console. Here’s the code:

import functools

import time

def timer(func):

"""Print the runtime of the decorated function"""

@functools.wraps(func)

def wrapper\_timer(\*args, \*\*kwargs):

start\_time = time.perf\_counter() # 1

value = func(\*args, \*\*kwargs)

end\_time = time.perf\_counter() # 2

run\_time = end\_time - start\_time # 3

print(f"Finished {func.\_\_name\_\_!r} in {run\_time:.4f} secs")

return value

return wrapper\_timer

@timer

def waste\_some\_time(num\_times):

for \_ in range(num\_times):

sum([i\*\*2 for i in range(10000)])

This decorator works by storing the time just before the function starts running (at the line marked # 1) and just after the function finishes (at # 2). The time the function takes is then the difference between the two (at # 3). We use the [time.perf\_counter()](https://docs.python.org/library/time.html#time.perf_counter) function, which does a good job of measuring time intervals. Here are some examples of timings:

>>> waste\_some\_time(1)

Finished 'waste\_some\_time' in 0.0010 secs

>>> waste\_some\_time(999)

Finished 'waste\_some\_time' in 0.3260 secs

Run it yourself. Work through the code line by line. Make sure you understand how it works. Don’t worry if you don’t get it, though. Decorators are advanced beings. Try to sleep on it or make a drawing of the program flow.

**Note:** The @timer decorator is great if you just want to get an idea about the runtime of your functions. If you want to do more precise measurements of code, you should instead consider the [timeit module](https://docs.python.org/library/timeit.html) in the standard library. It temporarily disables [garbage collection](https://realpython.com/python-memory-management/#garbage-collection) and runs multiple trials to strip out noise from quick function calls.

### Debugging Code

The following @debug decorator will print the arguments a function is called with as well as its return value every time the function is called:

import functools

def debug(func):

"""Print the function signature and return value"""

@functools.wraps(func)

def wrapper\_debug(\*args, \*\*kwargs):

args\_repr = [repr(a) for a in args] # 1

kwargs\_repr = [f"{k}={v!r}" for k, v in kwargs.items()] # 2

signature = ", ".join(args\_repr + kwargs\_repr) # 3

print(f"Calling {func.\_\_name\_\_}({signature})")

value = func(\*args, \*\*kwargs)

print(f"{func.\_\_name\_\_!r} returned {value!r}") # 4

return value

return wrapper\_debug

The signature is created by joining the [string representations](https://dbader.org/blog/python-repr-vs-str) of all the arguments. The numbers in the following list correspond to the numbered comments in the code:

1. Create a list of the positional arguments. Use repr() to get a nice string representing each argument.
2. Create a list of the keyword arguments. The [f-string](https://realpython.com/python-f-strings/) formats each argument as key=value where the !r specifier means that repr() is used to represent the value.
3. The lists of positional and keyword arguments is joined together to one signature string with each argument separated by a comma.
4. The return value is printed after the function is executed.

Let’s see how the decorator works in practice by applying it to a simple function with one position and one keyword argument:

@debug

def make\_greeting(name, age=None):

if age is None:

return f"Howdy {name}!"

else:

return f"Whoa {name}! {age} already, you are growing up!"

Note how the @debug decorator prints the signature and return value of the make\_greeting() function:

>>> make\_greeting("Benjamin")

Calling make\_greeting('Benjamin')

'make\_greeting' returned 'Howdy Benjamin!'

'Howdy Benjamin!'

>>> make\_greeting("Richard", age=112)

Calling make\_greeting('Richard', age=112)

'make\_greeting' returned 'Whoa Richard! 112 already, you are growing up!'

'Whoa Richard! 112 already, you are growing up!'

>>> make\_greeting(name="Dorrisile", age=116)

Calling make\_greeting(name='Dorrisile', age=116)

'make\_greeting' returned 'Whoa Dorrisile! 116 already, you are growing up!'

'Whoa Dorrisile! 116 already, you are growing up!'

This example might not seem immediately useful since the @debug decorator just repeats what you just wrote. It’s more powerful when applied to small convenience functions that you don’t call directly yourself.

The following example calculates an approximation to the [mathematical constant e](https://en.wikipedia.org/wiki/E_(mathematical_constant)):

import math

from decorators import debug

# Apply a decorator to a standard library function

math.factorial = debug(math.factorial)

def approximate\_e(terms=18):

return sum(1 / math.factorial(n) for n in range(terms))

This example also shows how you can apply a decorator to a function that has already been defined. The approximation of e is based on the following [series expansion](https://en.wikipedia.org/wiki/E_(mathematical_constant)):

[![Series for calculating mathematical constant e](data:image/png;base64,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)](https://files.realpython.com/media/e_series_long.7ce8d6492b4f.png)

When calling the approximate\_e() function, you can see the @debug decorator at work:

>>> approximate\_e(5)

Calling factorial(0)

'factorial' returned 1

Calling factorial(1)

'factorial' returned 1

Calling factorial(2)

'factorial' returned 2

Calling factorial(3)

'factorial' returned 6

Calling factorial(4)

'factorial' returned 24

2.708333333333333

In this example, you get a decent approximation to the true value e = 2.718281828, adding only 5 terms.

### Slowing Down Code

This next example might not seem very useful. Why would you want to slow down your Python code? Probably the most common use case is that you want to rate-limit a function that continuously checks whether a resource—like a web page—has changed. The @slow\_down decorator will sleep one second before it calls the decorated function:

import functools

import time

def slow\_down(func):

"""Sleep 1 second before calling the function"""

@functools.wraps(func)

def wrapper\_slow\_down(\*args, \*\*kwargs):

time.sleep(1)

return func(\*args, \*\*kwargs)

return wrapper\_slow\_down

@slow\_down

def countdown(from\_number):

if from\_number < 1:

print("Liftoff!")

else:

print(from\_number)

countdown(from\_number - 1)

To see the effect of the @slow\_down decorator, you really need to run the example yourself:

>>> countdown(3)

3

2

1

Liftoff!

**Note:** The countdown() function is a recursive function. In other words, it’s a function calling itself. To learn more about recursive functions in Python, see our guide on [Thinking Recursively in Python](https://realpython.com/python-thinking-recursively/).

The @slow\_down decorator always sleeps for one second. [Later](https://realpython.com/primer-on-python-decorators/#slowing-down-code-revisited), you’ll see how to control the rate by passing an argument to the decorator.

### Registering Plugins

Decorators don’t have to wrap the function they’re decorating. They can also simply register that a function exists and return it unwrapped. This can be used, for instance, to create a light-weight plug-in architecture:

import random

PLUGINS = dict()

def register(func):

"""Register a function as a plug-in"""

PLUGINS[func.\_\_name\_\_] = func

return func

@register

def say\_hello(name):

return f"Hello {name}"

@register

def be\_awesome(name):

return f"Yo {name}, together we are the awesomest!"

def randomly\_greet(name):

greeter, greeter\_func = random.choice(list(PLUGINS.items()))

print(f"Using {greeter!r}")

return greeter\_func(name)

The @register decorator simply stores a reference to the decorated function in the global PLUGINS dict. Note that you do not have to write an inner function or use @functools.wraps in this example because you are returning the original function unmodified.

The randomly\_greet() function randomly chooses one of the registered functions to use. Note that the PLUGINS dictionary already contains references to each function object that is registered as a plugin:

>>> PLUGINS

{'say\_hello': <function say\_hello at 0x7f768eae6730>,

'be\_awesome': <function be\_awesome at 0x7f768eae67b8>}

>>> randomly\_greet("Alice")

Using 'say\_hello'

'Hello Alice'

The main benefit of this simple plugin architecture is that you do not need to maintain a list of which plugins exist. That list is created when the plugins register themselves. This makes it trivial to add a new plugin: just define the function and decorate it with @register.

If you are familiar with globals() in Python, you might see some similarities to how the plugin architecture works. globals() gives access to all global variables in the current scope, including your plugins:

>>> globals()

{..., # Lots of variables not shown here.

'say\_hello': <function say\_hello at 0x7f768eae6730>,

'be\_awesome': <function be\_awesome at 0x7f768eae67b8>,

'randomly\_greet': <function randomly\_greet at 0x7f768eae6840>}

Using the @register decorator, you can create your own curated list of interesting variables, effectively hand-picking some functions from globals().

### Is the User Logged In?

The final example before moving on to some fancier decorators is commonly used when working with a web framework. In this example, we are using [Flask](https://realpython.com/tutorials/flask/) to set up a /secret web page that should only be visible to users that are logged in or otherwise authenticated:

from flask import Flask, g, request, redirect, url\_for

import functools

app = Flask(\_\_name\_\_)

def login\_required(func):

"""Make sure user is logged in before proceeding"""

@functools.wraps(func)

def wrapper\_login\_required(\*args, \*\*kwargs):

if g.user is None:

return redirect(url\_for("login", next=request.url))

return func(\*args, \*\*kwargs)

return wrapper\_login\_required

@app.route("/secret")

@login\_required

def secret():

...

While this gives an idea about how to add authentication to your web framework, you should usually not write these types of decorators yourself. For Flask, you can use [the Flask-Login extension](https://flask-login.readthedocs.io/en/latest/#flask_login.login_required) instead, which adds more security and functionality.

## Fancy Decorators

So far, you’ve seen how to create simple decorators. You already have a pretty good understanding of what decorators are and how they work. Feel free to take a break from this article to practice everything you’ve learned.

In the second part of this tutorial, we’ll explore more advanced features, including how to use the following:

* [Decorators on classes](https://realpython.com/primer-on-python-decorators/#decorating-classes)
* [Several decorators on one function](https://realpython.com/primer-on-python-decorators/#nesting-decorators)
* [Decorators with arguments](https://realpython.com/primer-on-python-decorators/#decorators-with-arguments)
* [Decorators that can optionally take arguments](https://realpython.com/primer-on-python-decorators/#both-please-but-never-mind-the-bread)
* [Stateful decorators](https://realpython.com/primer-on-python-decorators/#stateful-decorators)
* [Classes as decorators](https://realpython.com/primer-on-python-decorators/#classes-as-decorators)

### Decorating Classes

There are two different ways you can use decorators on classes. The first one is very close to what you have already done with functions: you can **decorate the methods of a class**. This was [one of the motivations](https://www.python.org/dev/peps/pep-0318/#motivation) for introducing decorators back in the day.

Some commonly used decorators that are even built-ins in Python are [@classmethod, @staticmethod](https://realpython.com/instance-class-and-static-methods-demystified/), and [@property](https://realpython.com/python-property/). The @classmethod and @staticmethod decorators are used to define methods inside a class [namespace](https://realpython.com/python-namespaces-scope/) that are not connected to a particular instance of that class. The @property decorator is used to customize [getters and setters](hhttps://realpython.com/python-getter-setter/) for class attributes. Expand the box below for an example using these decorators.

Let’s define a class where we decorate some of its methods using the [@debug](https://realpython.com/primer-on-python-decorators/#debugging-code) and [@timer](https://realpython.com/primer-on-python-decorators/#timing-functions) decorators from [earlier](https://realpython.com/primer-on-python-decorators/#a-few-real-world-examples):

from decorators import debug, timer

class TimeWaster:

@debug

def \_\_init\_\_(self, max\_num):

self.max\_num = max\_num

@timer

def waste\_time(self, num\_times):

for \_ in range(num\_times):

sum([i\*\*2 for i in range(self.max\_num)])

Using this class, you can see the effect of the decorators:

>>> tw = TimeWaster(1000)

Calling \_\_init\_\_(<time\_waster.TimeWaster object at 0x7efccce03908>, 1000)

'\_\_init\_\_' returned None

>>> tw.waste\_time(999)

Finished 'waste\_time' in 0.3376 secs

The other way to use decorators on classes is to **decorate the whole class**. This is, for example, done in the new [dataclasses module](https://realpython.com/python-data-classes/) in [Python 3.7](https://realpython.com/python37-new-features/):

from dataclasses import dataclass

@dataclass

class PlayingCard:

rank: str

suit: str

The meaning of the syntax is similar to the function decorators. In the example above, you could have done the decoration by writing PlayingCard = dataclass(PlayingCard).

A [common use of class decorators](https://www.python.org/dev/peps/pep-3129/#rationale) is to be a simpler alternative to some use-cases of [metaclasses](https://realpython.com/python-metaclasses/). In both cases, you are changing the definition of a class dynamically.

Writing a class decorator is very similar to writing a function decorator. The only difference is that the decorator will receive a class and not a function as an argument. In fact, all the decorators [you saw above](https://realpython.com/primer-on-python-decorators/#a-few-real-world-examples) will work as class decorators. When you are using them on a class instead of a function, their effect might not be what you want. In the following example, the @timer decorator is applied to a class:

from decorators import timer

@timer

class TimeWaster:

def \_\_init\_\_(self, max\_num):

self.max\_num = max\_num

def waste\_time(self, num\_times):

for \_ in range(num\_times):

sum([i\*\*2 for i in range(self.max\_num)])

Decorating a class does not decorate its methods. Recall that @timer is just shorthand for TimeWaster = timer(TimeWaster).

Here, @timer only measures the time it takes to instantiate the class:

>>> tw = TimeWaster(1000)

Finished 'TimeWaster' in 0.0000 secs

>>> tw.waste\_time(999)

>>>

[Later](https://realpython.com/primer-on-python-decorators/#creating-singletons), you will see an example defining a proper class decorator, namely @singleton, which ensures that there is only one instance of a class.

### Nesting Decorators

You can **apply several decorators** to a function by stacking them on top of each other:

from decorators import debug, do\_twice

@debug

@do\_twice

def greet(name):

print(f"Hello {name}")

Think about this as the decorators being executed in the order they are listed. In other words, @debug calls @do\_twice, which calls greet(), or debug(do\_twice(greet())):

>>> greet("Eva")

Calling greet('Eva')

Hello Eva

Hello Eva

'greet' returned None

Observe the difference if we change the order of @debug and @do\_twice:

from decorators import debug, do\_twice

@do\_twice

@debug

def greet(name):

print(f"Hello {name}")

In this case, @do\_twice will be applied to @debug as well:

>>> greet("Eva")

Calling greet('Eva')

Hello Eva

'greet' returned None

Calling greet('Eva')

Hello Eva

'greet' returned None

### Decorators With Arguments

Sometimes, it’s useful to **pass arguments to your decorators**. For instance, @do\_twice could be extended to a @repeat(num\_times) decorator. The number of times to execute the decorated function could then be given as an argument.

This would allow you to do something like this:

@repeat(num\_times=4)

def greet(name):

print(f"Hello {name}")

>>> greet("World")

Hello World

Hello World

Hello World

Hello World

Think about how you could achieve this.

So far, the name written after the @ has referred to a function object that can be called with another function. To be consistent, you then need repeat(num\_times=4) to return a function object that can act as a decorator. Luckily, you [already know how to return functions](https://realpython.com/primer-on-python-decorators/#returning-functions-from-functions)! In general, you want something like the following:

def repeat(num\_times):

def decorator\_repeat(func):

... # Create and return a wrapper function

return decorator\_repeat

Typically, the decorator creates and returns an inner wrapper function, so writing the example out in full will give you an inner function within an inner function. While this might sound like the programming equivalent of the [Inception movie](https://en.wikipedia.org/wiki/Inception), we’ll untangle it all in a moment:

def repeat(num\_times):

def decorator\_repeat(func):

@functools.wraps(func)

def wrapper\_repeat(\*args, \*\*kwargs):

for \_ in range(num\_times):

value = func(\*args, \*\*kwargs)

return value

return wrapper\_repeat

return decorator\_repeat

It looks a little messy, but we have only put the same decorator pattern you have seen many times by now inside one additional def that handles the arguments to the decorator. Let’s start with the innermost function:

def wrapper\_repeat(\*args, \*\*kwargs):

for \_ in range(num\_times):

value = func(\*args, \*\*kwargs)

return value

This wrapper\_repeat() function takes arbitrary arguments and returns the value of the decorated function, func(). This wrapper function also contains the loop that calls the decorated function num\_times times. This is no different from the earlier wrapper functions you have seen, except that it is using the num\_times parameter that must be supplied from the outside.

One step out, you’ll find the decorator function:

def decorator\_repeat(func):

@functools.wraps(func)

def wrapper\_repeat(\*args, \*\*kwargs):

...

return wrapper\_repeat

Again, decorator\_repeat() looks exactly like the decorator functions you have written earlier, except that it’s named differently. That’s because we reserve the base name—repeat()—for the outermost function, which is the one the user will call.

As you have already seen, the outermost function returns a reference to the decorator function:

def repeat(num\_times):

def decorator\_repeat(func):

...

return decorator\_repeat

There are a few subtle things happening in the repeat() function:

* Defining decorator\_repeat() as an inner function means that repeat() will refer to a function object—decorator\_repeat. Earlier, we used repeat without parentheses to refer to the function object. The added parentheses are necessary when defining decorators that take arguments.
* The num\_times argument is seemingly not used in repeat() itself. But by passing num\_times a [closure](https://realpython.com/inner-functions-what-are-they-good-for/) is created where the value of num\_times is stored until it will be used later by wrapper\_repeat().

With everything set up, let’s see if the results are as expected:

@repeat(num\_times=4)

def greet(name):

print(f"Hello {name}")

>>> greet("World")

Hello World

Hello World

Hello World

Hello World

Just the result we were aiming for.

### Both Please, But Never Mind the Bread

With a little bit of care, you can also define **decorators that can be used both with and without arguments**. Most likely, you don’t need this, but it is nice to have the flexibility.

As you saw in the previous section, when a decorator uses arguments, you need to add an extra outer function. The challenge is for your code to figure out if the decorator has been called with or without arguments.

Since the function to decorate is only passed in directly if the decorator is called without arguments, the function must be an optional argument. This means that the decorator arguments must all be specified by keyword. You can enforce this with the special \* syntax, which means that [all following parameters are keyword-only](https://www.python.org/dev/peps/pep-3102/):

def name(\_func=None, \*, kw1=val1, kw2=val2, ...): # 1

def decorator\_name(func):

... # Create and return a wrapper function.

if \_func is None:

return decorator\_name # 2

else:

return decorator\_name(\_func) # 3

Here, the \_func argument acts as a marker, noting whether the decorator has been called with arguments or not:

1. If name has been called without arguments, the decorated function will be passed in as \_func. If it has been called with arguments, then \_func will be None, and some of the keyword arguments may have been changed from their default values. The \* in the argument list means that the remaining arguments can’t be called as positional arguments.
2. In this case, the decorator was called with arguments. Return a decorator function that can read and return a function.
3. In this case, the decorator was called without arguments. Apply the decorator to the function immediately.

Using this boilerplate on the @repeat decorator in the previous section, you can write the following:

def repeat(\_func=None, \*, num\_times=2):

def decorator\_repeat(func):

@functools.wraps(func)

def wrapper\_repeat(\*args, \*\*kwargs):

for \_ in range(num\_times):

value = func(\*args, \*\*kwargs)

return value

return wrapper\_repeat

if \_func is None:

return decorator\_repeat

else:

return decorator\_repeat(\_func)

Compare this with the original @repeat. The only changes are the added \_func parameter and the if-else at the end.

[Recipe 9.6](https://github.com/dabeaz/python-cookbook/blob/master/src/9/defining_a_decorator_that_takes_an_optional_argument/example.py) of the excellent [Python Cookbook](https://realpython.com/asins/1449340377/) shows an alternative solution using [functools.partial()](https://docs.python.org/library/functools.html#functools.partial).

These examples show that @repeat can now be used with or without arguments:

@repeat

def say\_whee():

print("Whee!")

@repeat(num\_times=3)

def greet(name):

print(f"Hello {name}")

Recall that the default value of num\_times is 2:

>>> say\_whee()

Whee!

Whee!

>>> greet("Penny")

Hello Penny

Hello Penny

Hello Penny

### Stateful Decorators

Sometimes, it’s useful to have **a decorator that can keep track of state**. As a simple example, we will create a decorator that counts the number of times a function is called.

**Note:** In [the beginning of this guide](https://realpython.com/primer-on-python-decorators/#functions), we talked about pure functions returning a value based on given arguments. Stateful decorators are quite the opposite, where the return value will depend on the current state, as well as the given arguments.

In the [next section](https://realpython.com/primer-on-python-decorators/#classes-as-decorators), you will see how to use classes to keep state. But in simple cases, you can also get away with using [function attributes](https://www.python.org/dev/peps/pep-0232/):

import functools

def count\_calls(func):

@functools.wraps(func)

def wrapper\_count\_calls(\*args, \*\*kwargs):

wrapper\_count\_calls.num\_calls += 1

print(f"Call {wrapper\_count\_calls.num\_calls} of {func.\_\_name\_\_!r}")

return func(\*args, \*\*kwargs)

wrapper\_count\_calls.num\_calls = 0

return wrapper\_count\_calls

@count\_calls

def say\_whee():

print("Whee!")

The state—the number of calls to the function—is stored in the function attribute .num\_calls on the wrapper function. Here is the effect of using it:

>>> say\_whee()

Call 1 of 'say\_whee'

Whee!

>>> say\_whee()

Call 2 of 'say\_whee'

Whee!

>>> say\_whee.num\_calls

2

### Classes as Decorators

The typical way to maintain state is by [using classes](https://realpython.com/python3-object-oriented-programming/). In this section, you’ll see how to rewrite the @count\_calls example from the previous section **using a class as a decorator**.

Recall that the decorator syntax @my\_decorator is just an easier way of saying func = my\_decorator(func). Therefore, if my\_decorator is a class, it needs to take func as an argument in its .\_\_init\_\_() method. Furthermore, the class instance needs to be [callable](https://docs.python.org/reference/datamodel.html#emulating-callable-objects) so that it can stand in for the decorated function.

For a class instance to be callable, you implement the special .\_\_call\_\_() method:

class Counter:

def \_\_init\_\_(self, start=0):

self.count = start

def \_\_call\_\_(self):

self.count += 1

print(f"Current count is {self.count}")

The .\_\_call\_\_() method is executed each time you try to call an instance of the class:

>>> counter = Counter()

>>> counter()

Current count is 1

>>> counter()

Current count is 2

>>> counter.count

2

Therefore, a typical implementation of a decorator class needs to implement .\_\_init\_\_() and .\_\_call\_\_():

import functools

class CountCalls:

def \_\_init\_\_(self, func):

functools.update\_wrapper(self, func)

self.func = func

self.num\_calls = 0

def \_\_call\_\_(self, \*args, \*\*kwargs):

self.num\_calls += 1

print(f"Call {self.num\_calls} of {self.func.\_\_name\_\_!r}")

return self.func(\*args, \*\*kwargs)

@CountCalls

def say\_whee():

print("Whee!")

The .\_\_init\_\_() method must store a reference to the function and can do any other necessary initialization. The .\_\_call\_\_() method will be called instead of the decorated function. It does essentially the same thing as the wrapper() function in our earlier examples. Note that you need to use the [functools.update\_wrapper()](https://docs.python.org/library/functools.html#functools.update_wrapper) function instead of @functools.wraps.

This @CountCalls decorator works the same as the one in the previous section:

>>> say\_whee()

Call 1 of 'say\_whee'

Whee!

>>> say\_whee()

Call 2 of 'say\_whee'

Whee!

>>> say\_whee.num\_calls

2

## More Real World Examples

We’ve come a far way now, having figured out how to create all kinds of decorators. Let’s wrap it up, putting our newfound knowledge into creating a few more examples that might actually be useful in the real world.

### Slowing Down Code, Revisited

As noted earlier, our [previous implementation of @slow\_down](https://realpython.com/primer-on-python-decorators/#slowing-down-code) always sleeps for one second. Now you know how to add parameters to decorators, so let’s rewrite @slow\_down using an optional rate argument that controls how long it sleeps:

import functools

import time

def slow\_down(\_func=None, \*, rate=1):

"""Sleep given amount of seconds before calling the function"""

def decorator\_slow\_down(func):

@functools.wraps(func)

def wrapper\_slow\_down(\*args, \*\*kwargs):

time.sleep(rate)

return func(\*args, \*\*kwargs)

return wrapper\_slow\_down

if \_func is None:

return decorator\_slow\_down

else:

return decorator\_slow\_down(\_func)

We’re using the boilerplate introduced in the [Both Please, But Never Mind the Bread](https://realpython.com/primer-on-python-decorators/#both-please-but-never-mind-the-bread) section to make @slow\_down callable both with and without arguments. The same recursive countdown() function [as earlier](https://realpython.com/primer-on-python-decorators/#slowing-down-code) now sleeps two seconds between each count:

@slow\_down(rate=2)

def countdown(from\_number):

if from\_number < 1:

print("Liftoff!")

else:

print(from\_number)

countdown(from\_number - 1)

As before, you must run the example yourself to see the effect of the decorator:

>>> countdown(3)

3

2

1

Liftoff!

### Creating Singletons

A singleton is a class with only one instance. There are several singletons in Python that you use frequently, including None, True, and False. It is the fact that None is a singleton that allows you to compare for None using the [is keyword](https://realpython.com/python-is-identity-vs-equality/), like you saw in the [Both Please](https://realpython.com/primer-on-python-decorators/#both-please-but-never-mind-the-bread) section:

if \_func is None:

return decorator\_name

else:

return decorator\_name(\_func)

Using is returns True only for objects that are the exact same instance. The following @singleton decorator turns a class into a singleton by storing the first instance of the class as an attribute. Later attempts at creating an instance simply return the stored instance:

import functools

def singleton(cls):

"""Make a class a Singleton class (only one instance)"""

@functools.wraps(cls)

def wrapper\_singleton(\*args, \*\*kwargs):

if not wrapper\_singleton.instance:

wrapper\_singleton.instance = cls(\*args, \*\*kwargs)

return wrapper\_singleton.instance

wrapper\_singleton.instance = None

return wrapper\_singleton

@singleton

class TheOne:

pass

As you see, this class decorator follows the same template as our function decorators. The only difference is that we are using cls instead of func as the parameter name to indicate that it is meant to be a class decorator.

Let’s see if it works:

>>> first\_one = TheOne()

>>> another\_one = TheOne()

>>> id(first\_one)

140094218762280

>>> id(another\_one)

140094218762280

>>> first\_one is another\_one

True

It seems clear that first\_one is indeed the exact same instance as another\_one.

**Note:** Singleton classes are not really used as often in Python as in other languages. The effect of a singleton is usually better implemented as a global variable in a module.

### Caching Return Values

Decorators can provide a nice mechanism for [caching](https://en.wikipedia.org/wiki/Cache_%28computing%29) and [memoization](https://en.wikipedia.org/wiki/Memoization). As an example, let’s look at a [recursive](https://realpython.com/python-thinking-recursively/) definition of the [Fibonacci sequence](https://en.wikipedia.org/wiki/Fibonacci_number):

from decorators import count\_calls

@count\_calls

def fibonacci(num):

if num < 2:

return num

return fibonacci(num - 1) + fibonacci(num - 2)

While the implementation is simple, its runtime performance is terrible:

>>> fibonacci(10)

<Lots of output from count\_calls>

55

>>> fibonacci.num\_calls

177

To calculate the tenth Fibonacci number, you should really only need to calculate the preceding Fibonacci numbers, but this implementation somehow needs a whopping 177 calculations. It gets worse quickly: 21891 calculations are needed for fibonacci(20) and almost 2.7 million calculations for the 30th number. This is because the code keeps recalculating Fibonacci numbers that are already known.

The usual solution is to implement Fibonacci numbers using a [for loop](https://realpython.com/python-for-loop/) and a lookup table. However, simple caching of the calculations will also do the trick:

import functools

from decorators import count\_calls

def cache(func):

"""Keep a cache of previous function calls"""

@functools.wraps(func)

def wrapper\_cache(\*args, \*\*kwargs):

cache\_key = args + tuple(kwargs.items())

if cache\_key not in wrapper\_cache.cache:

wrapper\_cache.cache[cache\_key] = func(\*args, \*\*kwargs)

return wrapper\_cache.cache[cache\_key]

wrapper\_cache.cache = dict()

return wrapper\_cache

@cache

@count\_calls

def fibonacci(num):

if num < 2:

return num

return fibonacci(num - 1) + fibonacci(num - 2)

The cache works as a lookup table, so now fibonacci() only does the necessary calculations once:

>>> fibonacci(10)

Call 1 of 'fibonacci'

...

Call 11 of 'fibonacci'

55

>>> fibonacci(8)

21

Note that in the final call to fibonacci(8), no new calculations were needed, since the eighth Fibonacci number had already been calculated for fibonacci(10).

In the standard library, a [Least Recently Used (LRU) cache](https://realpython.com/lru-cache-python/) is available as [@functools.lru\_cache](https://docs.python.org/library/functools.html#functools.lru_cache).

This decorator has more features than the one you saw above. You should use @functools.lru\_cache instead of writing your own cache decorator:

import functools

@functools.lru\_cache(maxsize=4)

def fibonacci(num):

print(f"Calculating fibonacci({num})")

if num < 2:

return num

return fibonacci(num - 1) + fibonacci(num - 2)

The maxsize parameter specifies how many recent calls are cached. The default value is 128, but you can specify maxsize=None to cache all function calls. However, be aware that this can cause memory problems if you are caching many large objects.

You can use the .cache\_info() method to see how the cache performs, and you can tune it if needed. In our example, we used an artificially small maxsize to see the effect of elements being removed from the cache:

>>> fibonacci(10)

Calculating fibonacci(10)

Calculating fibonacci(9)

Calculating fibonacci(8)

Calculating fibonacci(7)

Calculating fibonacci(6)

Calculating fibonacci(5)

Calculating fibonacci(4)

Calculating fibonacci(3)

Calculating fibonacci(2)

Calculating fibonacci(1)

Calculating fibonacci(0)

55

>>> fibonacci(8)

21

>>> fibonacci(5)

Calculating fibonacci(5)

Calculating fibonacci(4)

Calculating fibonacci(3)

Calculating fibonacci(2)

Calculating fibonacci(1)

Calculating fibonacci(0)

5

>>> fibonacci(8)

Calculating fibonacci(8)

Calculating fibonacci(7)

Calculating fibonacci(6)

21

>>> fibonacci(5)

5

>>> fibonacci.cache\_info()

CacheInfo(hits=17, misses=20, maxsize=4, currsize=4)

### Adding Information About Units

The following example is somewhat similar to the [Registering Plugins](https://realpython.com/primer-on-python-decorators/#registering-plugins) example from earlier, in that it does not really change the behavior of the decorated function. Instead, it simply adds unit as a function attribute:

def set\_unit(unit):

"""Register a unit on a function"""

def decorator\_set\_unit(func):

func.unit = unit

return func

return decorator\_set\_unit

The following example calculates the volume of a cylinder based on its radius and height in centimeters:

import math

@set\_unit("cm^3")

def volume(radius, height):

return math.pi \* radius\*\*2 \* height

This .unit function attribute can later be accessed when needed:

>>> volume(3, 5)

141.3716694115407

>>> volume.unit

'cm^3'

Note that you could have achieved something similar using [function annotations](https://www.python.org/dev/peps/pep-3107/):

import math

def volume(radius, height) -> "cm^3":

return math.pi \* radius\*\*2 \* height

However, since annotations are [used for type hints](https://www.python.org/dev/peps/pep-0484/), it would be hard to combine such units as annotations with [static type checking](https://realpython.com/python-type-checking/#static-type-checking).

Units become even more powerful and fun when connected with a library that can convert between units. One such library is [pint](http://pint.readthedocs.io/). With pint installed ([pip install Pint](https://pypi.org/project/Pint/)), you can for instance convert the volume to cubic inches or gallons:

>>> import pint

>>> ureg = pint.UnitRegistry()

>>> vol = volume(3, 5) \* ureg(volume.unit)

>>> vol

<Quantity(141.3716694115407, 'centimeter \*\* 3')>

>>> vol.to("cubic inches")

<Quantity(8.627028576414954, 'inch \*\* 3')>

>>> vol.to("gallons").m # Magnitude

0.0373464440537444

You could also modify the decorator to return a pint [Quantity](https://pint.readthedocs.io/en/latest/tutorial.html) directly. Such a Quantity is made by multiplying a value with the unit. In pint, units must be looked up in a UnitRegistry. The registry is stored as a function attribute to avoid cluttering the namespace:

def use\_unit(unit):

"""Have a function return a Quantity with given unit"""

use\_unit.ureg = pint.UnitRegistry()

def decorator\_use\_unit(func):

@functools.wraps(func)

def wrapper\_use\_unit(\*args, \*\*kwargs):

value = func(\*args, \*\*kwargs)

return value \* use\_unit.ureg(unit)

return wrapper\_use\_unit

return decorator\_use\_unit

@use\_unit("meters per second")

def average\_speed(distance, duration):

return distance / duration

With the @use\_unit decorator, converting units is practically effortless:

>>> bolt = average\_speed(100, 9.58)

>>> bolt

<Quantity(10.438413361169102, 'meter / second')>

>>> bolt.to("km per hour")

<Quantity(37.578288100208766, 'kilometer / hour')>

>>> bolt.to("mph").m # Magnitude

23.350065679064745

### Validating JSON

Let’s look at one last use case. Take a quick look at the following [Flask](https://realpython.com/tutorials/flask/) route handler:

@app.route("/grade", methods=["POST"])

def update\_grade():

json\_data = request.get\_json()

if "student\_id" not in json\_data:

abort(400)

# Update database

return "success!"

Here we ensure that the key student\_id is part of the request. Although this validation works, it really does not belong in the function itself. Plus, perhaps there are other routes that use the exact same validation. So, let’s keep it [DRY](https://en.wikipedia.org/wiki/Don%27t_repeat_yourself) and abstract out any unnecessary logic with a decorator. The following @validate\_json decorator will do the job:

from flask import Flask, request, abort

import functools

app = Flask(\_\_name\_\_)

def validate\_json(\*expected\_args): # 1

def decorator\_validate\_json(func):

@functools.wraps(func)

def wrapper\_validate\_json(\*args, \*\*kwargs):

json\_object = request.get\_json()

for expected\_arg in expected\_args: # 2

if expected\_arg not in json\_object:

abort(400)

return func(\*args, \*\*kwargs)

return wrapper\_validate\_json

return decorator\_validate\_json

In the above code, the decorator takes a variable length list as an argument so that we can pass in as many string arguments as necessary, each representing a key used to validate the [JSON](https://realpython.com/python-json/) data:

1. The list of keys that must be present in the JSON is given as arguments to the decorator.
2. The wrapper function validates that each expected key is present in the JSON data.

The route handler can then focus on its real job—updating grades—as it can safely assume that JSON data are valid:

@app.route("/grade", methods=["POST"])

@validate\_json("student\_id")

def update\_grade():

json\_data = request.get\_json()

# Update database.

return "success!"

## Conclusion

This has been quite a journey! You started this tutorial by looking a little closer at functions, particularly how they can be defined inside other functions and passed around just like any other Python object. Then you learned about decorators and how to write them such that:

* They can be reused.
* They can decorate functions with arguments and return values.
* They can use @functools.wraps to look more like the decorated function.

In the second part of the tutorial, you saw more advanced decorators and learned how to:

* Decorate classes
* Nest decorators
* Add arguments to decorators
* Keep state within decorators
* Use classes as decorators

You saw that, to define a decorator, you typically define a function returning a wrapper function. The wrapper function uses \*args and \*\*kwargs to pass on arguments to the decorated function. If you want your decorator to also take arguments, you need to nest the wrapper function inside another function. In this case, you usually end up with three return statements.