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An overview of the IOCP class source code functionality. We have several IO worker threads that handle asynchronous I/O calls through the completion port (IOCP), and these workers call some virtual functions which can put requests that need a large amount of computation in a work queue. The logical workers take the job from the queue, and process it and send back the result by using some of the functions provided by the class. The Graphical User Interface (GUI) usually communicates with the main class using Windows messages (because MFC is not thread safe) and by calling functions or by using the shared variables.
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* CIOCPBuffer: A class used to manage the buffers used by the asynchronous I/O calls: •Sometimes, when an asynchronous I/O call is completed, we may have partial packages in the buffer, therefore the need to split the buffer to get a complete message. This is done by the SplitBuffer function in the CIOCPS class. Also, sometimes we need to copy information between the buffer, and this is done by the AddAndFlush function in the IOCPS class
* IOCPS: The main class that handles all the communication.
* JobItem: A structure which contains the job to be performed by the logical worker threads.
* ClientContext: A structure that holds client specific information (status, data, etc.).
* Virtual functions
* NotifyNewConnection :

Called when a new connection has been established.

* NotifyNewClientContext

Called when an empty ClientContext structure is allocated.

* NotifyDisconnectedClient

Called when a client disconnects.

* ProcessJob

Called when logical workers want to process a job.

* NotifyReceivedPackage

Notifies that a new package has arrived.

* NotifyFileCompleted

Notifies that a file transfer has finished.

* Important variables

Notice that all the variables have to be exclusively locked by the function that uses the shared variables, this is important to avoid access violations and overlapping writes. All the variables with name XXX, that are needed to be locked, have a XXXLock variable.

* m\_ContextMapLock;

Holds all the client data (socket, client data, etc.).

* ContextMap m\_ContextMap;
* m\_NumberOfActiveConnections

Holds the number of connected connections.

* Important functions
* GetNumberOfConnections()

Returns the number of connections.

* CString GetHostAdress(ClientContext\* p)

Returns the host address, given a client context.

* BOOL ASendToAll(CIOCPBuffer \*pBuff);

Sends the content of the buffer to all the connected clients.

* DisconnectClient(CString sID)

Disconnects a client, given the unique identification number.

* CString GetHostIP()

Returns the local IP number.

* JobItem\* GetJob()

Removes a JobItem from the queue, returns NULL if there are no Jobs.

* BOOL AddJob(JobItem \*pJob)

Adds a Job to the queue.

* BOOL SetWorkers(int nThreads)

Sets the number of logical workers that can be called anytime.

* DisconnectAll();

Disconnect all the clients.

* ARead(…)

Makes an asynchronous read.

* ASend(…)

Makes an asynchronous send. Sends data to a client.

* ClientContext\* FindClient(CString strClient)

Finds a client given a string ID. OBS! Not thread safe!

* DisconnectClient(ClientContext\* pContext, BOOL bGraceful=FALSE);

Disconnects a client.

* DisconnectAll()

Disconnects all the connected clients.

* StartSendFile(ClientContext \*pContext)

Sends a file specified in the ClientContext structure, using the optimized transmitfile(..) function.

* PrepareReceiveFile(..)

Prepares the connection for receiving a file. When you call this function, all incoming byte streams are written to a file.

* PrepareSendFile(..)

Opens a file and sends a package containing information about the file to the remote connection. The function also disables the ASend(..) function until the file is transmitted or aborted.

* DisableSendFile(..)

Disables send file mode.

* DisableRecevideFile(..)

Disables receive file mode.

* File transfer

File transfer is done by using the Winsock 2.0 TransmitFile function. The TransmitFile function transmits file data over a connected socket handle. This function uses the operating system's cache manager to retrieve file data, and provides high-performance file data transfer over sockets. These are some important aspects of asynchronous file transferring:

* Unless the TransmitFile function is returned, no other sends or writes to the socket should be performed because this will corrupt the file. Therefore, all the calls to ASend will be disabled after the PrepareSendFile(..) function.
* Since the operating system reads the file data sequentially, you can improve caching performance by opening the file handle with FILE\_FLAG\_SEQUENTIAL\_SCAN.
* We are using the kernel asynchronous procedure calls while sending the file (TF\_USE\_KERNEL\_APC). Use of TF\_USE\_KERNEL\_APC can deliver significant performance benefits. It is possible (though unlikely), however, that the thread in which the context TransmitFile is initiated is being used for heavy computations; this situation may prevent APCs from launching.

The file transfer is made in this order: the sever initializes the file transfer by calling the PrepareSendFile(..) function. When the client receives the information about the file, it prepares for it by calling the PrepareReceiveFile(..), and sends a package to the sever to start the file transfer. When the package arrives at the server side, the server calls the StartSendFile(..) function that uses the high performance TransmitFile function to transmit the specified file.

* The source code example

The provided source code example is an echo client/server that also supports file transmission (figure 4). In the source code, a class MyIOCP inherited from IOCP handles the communication between the client and the server, by using the virtual functions.The most important part of the client or server code is the virtual function **NotifyReceivedPackage**. The function handles an incoming message and performs the request sent by the remote connection. In this case, it is only a matter of a simple echo or file transfer. The source code is divided into two projects, IOCP and IOCPClient, which are the server and the client side of the connection.

**IOCPS::Startup()函数分析**

* 调用CreateCompletionPort()函数创建完成端口
* 调用SetupListner()完成监听线程的启动:调用如下的线程启动函数，实现ListnerThreadProc线程的启动.AfxBeginThread(IOCPS::ListnerThreadProc, (void\*)this,THREAD\_PRIORITY\_NORMAL);对于监听线程来说，只要有连接请求到来并判定是FD\_ACCEPT事件，则执行WSAAccept函数，函数接受连接请求后会得到一个clientSocket，然后将这个clientSocket通过调用函数AssociateIncomingClientWithContext将新连接进来的clientSocket与客户端上下文绑定.AssociateIncomingClientWithContext函数内部首先是调用了如下一句代码：ClientContext\* pContext = AllocateContext(); //分配一个客户端上下文；实现了一个客户端上下文环境变量的创建，如果创建成功，则用上面新连接进来的clientSocket套接字来初始化新创建的pContext变量.从而实现上下关联。上面的关联完成后还调用了setsockopt函数对套接字clientSocket作了设置接着还调用了函数AddClientContext(pContext)将上面的上下文环境添加到了上下文环境映射表当中.
* 调用函数AssociateSocketWithCompletionPort(clientSocket, m\_hCompletionPort, (DWORD) pContext)将上面的clientSocket与第二步中用CreateCompletionPort()函数创建完成端口绑定。然后调用AllocateBuffer(IOInitialize)为新连接进来的clientSocket创建一个CIOCPBuffer数据用来通讯然后调用PostQueuedCompletionStatus(m\_hCompletionPort, 0, (DWORD) pContext, &pOverlapBuff->m\_ol)， 向完成端口投递一个状态；调用SetupIOWorkers()，函数实现工作线程的启动。在工作线程启动函数调用AfxBeginThread(IOCPS::IOWorkerThreadProc, (void\*)this,THREAD\_PRIORITY\_NORMAL);创建了一个线程，并将创建的工作线程添加到m\_IOWorkerList链表当中m\_IOWorkerList.AddHead((void\*)pWorkerThread);

(对于工作线程的工作描述：主要是通过

// Get a completed IO request.

BOOL bIORet = GetQueuedCompletionStatus(

hCompletionPort,

&dwIoSize,

(LPDWORD) &lpClientContext,

&lpOverlapped, INFINITE);

阻塞函数等等完成端口的状态变化。)

同时获取CIOCPBuffer \*pOverlapBuff;利用下面的一句代码得到了接收到的数据.

pOverlapBuff=CONTAINING\_RECORD(lpOverlapped, CIOCPBuffer, m\_ol);

同时还调用了函数ProcessIOMessage(pOverlapBuff, lpClientContext, dwIoSize);

来进行内部消息判定是什么操作，然后通过相应的switch...case语句，执行相应的

IOxxx函数，列表如下：

// Used by IO Workers.

OnWriteCompleted(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff);

OnWrite(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff);

OnReadCompleted(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff=NULL);

OnRead(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff=NULL);

OnInitialize(ClientContext\* pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff=NULL);

OnPostedPackage(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff);.

* 创建逻辑工作线程池SetWorkers(m\_nOfWorkers);
* PostQueuedCompletionStatus函数，向每个工作者线程都发送—个特殊的完成数据包。该函数会指示每个线程都“立即结束并退出”.下面是PostQueuedCompletionStatus函数的定义：

BOOL PostQueuedCompletionStatus(

HANDLE CompletlonPort,

DW0RD dwNumberOfBytesTrlansferred,

DWORD dwCompletlonKey,

LPOVERLAPPED lpoverlapped,

);

其中，CompletionPort参数指定想向其发送一个完成数据包的完成端口对象。而就dwNumberOfBytesTransferred,dwCompletionKey和lpOverlapped这三个参数来说.每—个都允许我们指定—个值,直接传递给GetQueuedCompletionStatus函数中对应的参数。这样—来。—个工作者线程收到传递过来的三个GetQueuedCompletionStatus函数参数后，便可根据由这三个参数的某一个设置的特殊值，决定何时应该退出。例如,可用dwCompletionPort参数传递0值,而—个工作者线程会将其解释成中止指令。一旦所有工作者线程都已关闭,便可使用CloseHandle函数,关闭完成端口。最终安全退出程序。

PostQueuedCompletionStatus函数提供了一种方式来与线程池中的所有线程进行通信。如，当用户终止服务应用程序时，我们想要所有线程都完全利索地退出。但是如果各线程还在等待完成端口而又没有已完成的I/O 请求，那么它们将无法被唤醒。

通过为线程池中的每个线程都调用一次PostQueuedCompletionStatus，我们可以将它们都唤醒。每个线程会对GetQueuedCompletionStatus的返回值进行检查，如果发现应用程序正在终止，那么它们就可以进行清理工作并正常地退出。

PostQueuedCompletionStatus主要是投递一个任务到完成队列当中,从而使得在等待队列消息的某一个线程收取到.其参与分别与GetQueuedCompletionStauts相对应,从而可以很方便地为在等待完成消息的线程(池)分派任务,而不需要另外再开线程资源.基于这一种特性,还可以把完成端口当成一个高效的队列+线程池.如果你是想退出线程的话,也可以通过这种方式投递特定的消息.由于退出消息一个线程只会处理一个(这个逻辑问题应该不用解释),所以如果想让所有业务线程退出,就只需要根据线程数量投递多个退出消息即可.

* The WSAENOBUFS error problem
* Ways : We perform an asynchronous WSARead(..) (see OnZeroByteRead(..)) with a zero byte buffer. When this call completes, we know that there is data in the TCP/IP stack, and we read it by performing several asynchronous WSARead(..) with a buffer of MAXIMUMPACKAGESIZE. This solution locks physical memory only when data arrives, and solves the WSAENOBUFS problem. But this solution decreases the throughput of the server
* The package reordering problem: This problem is also being discussed by [3]. Although committed operations using the IO completion port will always be completed in the order they were submitted, thread scheduling issues may mean that the actual work associated with the completion is processed in an undefined order. For example, if you have two I/O worker threads and you should receive "byte chunk 1, byte chunk 2, byte chunk 3", you may process the byte chunks in the wrong order, namely, "byte chunk 2, byte chunk 1, byte chunk 3". This also means that when you are sending the data by posting a send request on the I/O completion port, the data can actually be sent in a reordered way.
* Ways: A simple practical solution to this problem is to add a sequence number to our buffer class, and process the data in the buffer if the buffer sequence number is in order. This means that the buffers that have incorrect numbers have to be saved for later use, and because of performance reasons, we will save the buffers in a hash map object (e.g., m\_SendBufferMap and m\_ReadBufferMap) GetNextSendBuffer and GetNextReadBuffer, to get the ordered send or receive buffer. IncreaseReadSequenceNumber and IncreaseSendSequenceNumber, to increase the sequence numbers.
* Asynchronous pending reads and byte chunk package processing problem
* Ways: if we want to use the IOCP server's full potential, we should have several pending asynchronous reads waiting for data to arrive. This means that several asynchronous reads complete out of order (as discussed before in section 3.6.2), and byte chunk streams returned by the pending reads will not be processed in order. Furthermore, a byte chunk stream can contain one or several packages and also partial packages. This means that we have to process the byte stream chunks in order to successfully read a complete package. Furthermore, we have to handle partial packages (marked with green in figure 1). This makes the byte chunk package processing more difficult. The full solution to this problem can be found in the ProcessPackage(..) function in the IOCPS class.

![](data:image/gif;base64,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)

* The access violation problem: This is a minor problem, and is a result of the design of the code, rather than an IOCP specific problem. Suppose that a client connection is lost and an I/O call returns with an error flag, then we know that the client is gone. In the parameter CompletionKey, we pass a pointer to a structure ClientContext that contains client specific data. What happens if we free the memory occupied by this ClientContext structure, and some other I/O call performed by the same client returns with an error code, and we transform the parameter CompletionKey variable of DWORD to a pointer to ClientContext, and try to access or delete it? An access violation occurs!
* Ways: The solution to this problem is to add a number to the structures that contain the number of pending I/O calls (m\_nNumberOfPendlingIO), and we delete the structure when we know that there are no more pending I/O calls. This is done by the EnterIoLoop(..) function and ReleaseClientContext(..).

Rule of thumb #1:

Never read/write to the client context (e.g., ClientContext) without locking it using the context lock as in the example below. The notification function (e.g., Notify\*(ClientContext \*pContext)) is already “thread safe”, and you can access the members of ClientContext without locking and unlocking the context.

//Do not do it in this way

// …

If(pContext->m\_bSomeData)

pContext->m\_iSomeData=0;

// …

// Do it in this way.

//….

pContext->m\_ContextLock.Lock();

If(pContext->m\_bSomeData)

pContext->m\_iSomeData=0;

pContext->m\_ContextLock.Unlock();

//…

Also, be aware that when you are locking a Context, other threads or GUI would be waiting for it.

Rule of thumb #2:

Avoid or "use with special care" code that has complicated "context locks" or other types of locks inside a “context lock”, because this may lead to a “deadlock” (e.g., A waiting for B that is waiting for C that is waiting for A => deadlock).

pContext-> m\_ContextLock.Lock();

//… code code ..

pContext2-> m\_ContextLock.Lock();

// code code..

pContext2-> m\_ContextLock.Unlock();

// code code..

pContext-> m\_ContextLock.Unlock();

The code above may cause a deadlock.

Rule of thumb #3:

Never access a client context outside the notification functions (e.g., Notify\*(ClientContext \*pContext)). If you do, you have to enclose it with m\_ContextMapLock.Lock(); … m\_ContextMapLock.Unlock();. See the source code below.

ClientContext\* pContext=NULL ;

m\_ContextMapLock.Lock();

pContext = FindClient(ClientID);

// safe to access pContext, if it is not NULL and are Locked (Rule of thumbs#1:) code .. code..

m\_ContextMapLock.Unlock();

// Here pContext can suddenly disappear because of disconnect. // do not access pContext members here.

* ProcessIOMessage:读写文件已经读写文件完成消息
* IOInitialize

BOOL IOCPS::AssociateIncomingClientWithContext(SOCKET clientSocket)

CIOCPBuffer \*pOverlapBuff =AllocateBuffer(IOInitialize);

* IOReadCompleted

void IOCPS::OnRead(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff)

pOverlapBuff=AllocateBuffer(IOReadCompleted);

pOverlapBuff->SetOperation(IOReadCompleted);

* IO\_READ

BOOL IOCPS::ARead(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff)：pOverlapBuff=AllocateBuffer(IORead) (CIOCPBuffer pBuff->SetOperation(nType);

); pOverlapBuff->SetOperation(IORead);

* IO\_WRITE

BOOL IOCPS::ASendToAll(CIOCPBuffer \*pBuff): CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

BOOL IOCPS::PrepareSendFile(ClientContext \*pContext, LPCTSTR lpszFilename): CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

BOOL IOCPS::StartSendFile(ClientContext \*pContext)

CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

void MyIOCP::PackageFileTransfer(CIOCPBuffer \*pOverlapBuff,int nSize,ClientContext \*pContext) CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

BOOL MyIOCP::BuildPackageAndSend(ClientContext \*pContext, CString sText)

CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

BOOL MyIOCP::BuildPackageAndSendToAll(CString sText)

CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

BOOL MyIOCP::BuildStartFileTransferPackageAndSend(ClientContext \*pContext)

CIOCPBuffer \*pOverlapBuff=AllocateBuffer(IOWrite);

* IOWriteCompleted

void IOCPS::OnWrite(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff)

pOverlapBuff->SetOperation(IOWriteCompleted);

* IOZeroByteRead

BOOL IOCPS::AZeroByteRead(ClientContext \*pContext, CIOCPBuffer \*pOverlapBuff)

pOverlapBuff=AllocateBuffer(IOZeroByteRead); pOverlapBuff->SetOperation(IOZeroByteRead);

* IOZeroReadCompleted

void IOCPS::OnZeroByteRead(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff)

pOverlapBuff=AllocateBuffer(IOZeroReadCompleted);

pOverlapBuff->SetOperation(IOZeroReadCompleted);

BOOL IOCPS::StartSendFile(ClientContext \*pContext)

pOverlapBuff->SetOperation(IOTransmitFileCompleted);

* IOPostedPackage

BOOL IOCPS::PostPackage(ClientContext \*pContext,CIOCPBuffer \*pOverlapBuff)

pOverlapBuff->SetOperation(IOPostedPackage);

* SetupListner启动IOCPS::ListnerThreadProc线程；SetupIOWorkers启动IOCPS::IOWorkerThreadProc线程；SetWorkers （Sets the number of Workers (NOT IOWorkers that deals with Send/Receive，logical worker thread pool to process heavier client/server requests or computations)启动IOCPS::WorkersThreadProc线程

1. IOCPS::ListnerThreadProc线程：监听是否有新的连接请求
2. IOCPS::IOWorkerThreadProc线程：处理数据的接受、发送
3. IOCPS::WorkersThreadProc线程： Start the logical Workers. (SetWorkes can be called in runtime..)：

* AssociateIncomingClientWithContext

/\*

\* AssociateIncomingClientWithContext

\* This function do the Following:

\* 1) Does some simple Secutity Stuff (e.g one connection per client, etc..)

\* 2) Allocates an Context for the Socket.

\* 3) Configures the Socket.

\* 4) Associate the Socket and the context with the completion port.

\* 5) Fires an IOInitialize So the IOWORKERS Start to work on the connection.

\*/
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* #define SIMPLESECURITY（IOCPS.h）：Add this if you want to be able to block certain IP address or just allow one connection per IP
* ARead why not directly to Call WSARecv??：To uniformely distribute the CPU power among all the clients/work packages in the IOCP queue.
* Q1: IOCPS::Startup中if ( m\_iNumberOfPendlingReads>1&&m\_iMaxIOWorkers>1 )这个判断条件永远不会成立，因为前面的代码：if ( m\_iMaxIOWorkers>1 ) m\_iNumberOfPendlingReads=1;（// we have some sort of bug somewhere.）
* MyIOCP::ProcessJob(virtual inline)：This functions defines what should be done when a job from the work queue is arrived (not used). IOCPS::ProcessJob(virtual inline): Virtual Function who Processes a Job. Used to do rare heavy computation or calls that blocks the calling thread for a while.
* **以下**<http://www.codeproject.com/Articles/10330/A-simple-IOCP-Server-Client-Class中评论内容（08>年以后**）**

1. Is there a fatal mistake in this sample?

Thank the author for his excellent work of the code!

But I think there is a fatal mistake in it. Please take a look at 3.6.2 about the packet reorder. "Although committed operations using the IO completion port will always be completed in the order they were submitted, thread scheduling issues may mean that the actual work associated with the completion is processed in an undefined order." That's TRUE. "A simple practical solution to this problem is to add a sequence number to our buffer class, and process the data in the buffer if the buffer sequence number is in order. This means that the buffers that have incorrect numbers have to be saved for later use, and because of performance reasons, we will save the buffers in a hash map object (e.g., m\_SendBufferMap and m\_ReadBufferMap)."

It's also an excellent solution to resolve this problem. But in the code, let's see the solution:

void CIOCPS::MakeOrderdRead(ClientContext \*pContext, CIOCPBuffer \*pBuff) {

if(pContext != NULL && pBuff != NULL) {

//pContext->m\_ContextLock.Lock();

**pBuff->SetSequenceNumber(pContext>m\_ReadSequenceNumber); // this line**

//TRACE("MakeOrderdRead> %i\r\n", pBuff->GetSequenceNumber());

DWORD dwIoSize = 0; ULONG ulFlags = MSG\_PARTIAL; UINT nRetVal = WSARecv(pContext->m\_Socket, pBuff->GetWSABuffer(), 1, &dwIoSize, &ulFlags, &pBuff->m\_ol, NULL);

if(nRetVal == SOCKET\_ERROR && WSAGetLastError() != WSA\_IO\_PENDING) {

if(WSAGetLastError() != WSAENOTSOCK) { CString msg;

msg.Format("Disconnect in Onread Possible Socket Error: %s", WSAErrCode2Text(WSAGetLastError()));

SaveLog(msg); }

//pContext->m\_ContextLock.Unlock();

ReleaseBuffer(pBuff);

TRACE(">MakeOrderdRead(%x)\r\n", pContext);

DisconnectClient(pContext);

ReleaseClientContext(pContext); }

else { pContext->m\_ReadSequenceNumber = (pContext->m\_ReadSequenceNumber + 1) % MAXIMUMSEQUENSENUMBER;

//pContext->m\_ContextLock.Unlock(); } } }

Take a look at the bold line text.

pBuff->SetSequenceNumber(pContext>m\_ReadSequenceNumber);

If current IOWorkerThread()(ThreadA)this line execute finish and another IOWorkerThread() get the CPU,and it also run at this line and it WSARecv() immediately, and then ThreadA continue running, and call WSARecv().As you see, the Recv MSG post in incorrect order, so IOCP awake IOWorkerThread in incorrect order.

So, the code should still insert zhe line "//pContext-&gt;m\_ContextLock.Lock();" and I dont know why the author cut this from the function. The same mistake also in BOOL CIOCPBase::ASend(ClientContext \*pContext, CIOCPBuffer \*pOverlapBuff) function. Always we can't guarantee that the IOCPS->SetSendSequenceNumber() function and WSASend() function execute togehter atomic. Or can't guarantee IOCPBuffer->SetSequenceNumber() function and WSARecv() function execute togehter atomic. Am I think in wrong way? Is there someone can discuss the question with me?

**作者**：Hello，Good analysis and call.

It was a while ago I wrote this code. I see that I have removed the Context lock(). The reason for this as I recall is the following:

"For each context (or socket) you make one call to WSARecv(..) at the time, independent on number of working Threads. IOCP is thread safe (basically a queue of finished async calls) and since you make only one WSARecv(..) per client at the time you will not have this. This would not work if you have several pending reads for the same Socket. (see Multiple pending read removed when multiple I/O workers are used. (Temporary fix is now permanent fix, read A6 and Q6.) in the article). " I removed that since the benefit of having several pending reads or buffers in kernel (TCP/IP) waiting for data since you have to shuffle them around or implement locked sequential buffer shuffling that is not good. The reason of sequencing is because of CPU Load sharing (that the code do itself) see the function ASend(..) to understand. ( I make a post into the Queue so that the CPU is shared fairly among the client independent on the their internet connection.) "

However my memory can make tricks on me (or windows API) so I ask you:

Did you experimentally see this issue or is it just a code analysis?

1. A bug in the MyIOCP::BuildPackageAndSend(int ClientID, CString sText)

First thanks for sharing this article and I learned a lot IOCP from you.

BOOL MyIOCP::BuildPackageAndSend(int ClientID, CString sText)

{

BOOL bRet=FALSE;

m\_ContextMapLock.Lock();

ClientContext\* pContext = FindClient(ClientID);

if (pContext == NULL)

{

m\_ContextMapLock.Unlock(); //this line should be added here

return FALSE;

}

bRet=BuildPackageAndSend(pContext,sText);

m\_ContextMapLock.Unlock();

return bRet;

}

In my experiment, without this line the non-paged memery goes up very quickly in some occassions, I remember someone said the computer stopped working, this may be the reason. there are so many messages here, if someone has mentioned this, sorry for wasting your time reading this.

//以下是源代码作者的回复

You are absolutely right. I wonder if this is in the code uploaded in the code project already? Laugh | :laugh: If not I should put it there. PS. MyIOCP was only a 20 min demo wrapper so it can contain bugs etc. it is IOCPS.\* that contain the important stuff.

Many thanks anyway.

1. Is that a bug?

In the function of AddToFile, when the server received other data which is not the file,the file corrupted,it should be closed, otherwise the server will close the connect. In debug ,it will received thus infos: "BUffer after pBuffFileRemain"

"Context a9cdc48 is is disconnected but not removed from Context map "

void IOCPS::AddToFile(ClientContext \*pContext, DWORD dwIoSize, CIOCPBuffer \*pOverlapBuff)

{ if (pContext->m\_File.m\_hFile != NULL)

{ pContext->m\_ContextLock.Lock();

int iBytesLeft=(int)pContext->m\_iMaxFileBytes-pContext->m\_iFileBytes;

// The buffer contains only data to be written to the buffer.

if(iBytesLeft>=dwIoSize)

{ pContext->m\_File.Write(pOverlapBuff->GetBuffer(), dwIoSize );

pContext->m\_iFileBytes+=dwIoSize;

// We are finished.

if(pContext->m\_iFileBytes==pContext->m\_iMaxFileBytes)

{ NotifyFileCompleted(pContext);

pContext->m\_File.Close();

pContext->m\_bFileReceivedMode=FALSE;

}

ReleaseBuffer(pOverlapBuff);

}else { PBuffer \*pBuffFileRemain=AllocateBuffer(0);

if(pBuffFileRemain!=NULL)

{AddAndFlush(pOverlapBuff,pBuffFileRemain,iBytesLeft);

TRACE("BUffer after pBuffFileRemain>\r\n");

pContext->m\_File.Write(pBuffFileRemain->GetBuffer(), iBytesLeft );

pContext->m\_iFileBytes+=iBytesLeft;

ReleaseBuffer(pBuffFileRemain);

if(pContext->m\_iFileBytes==pContext->m\_iMaxFileBytes)

{ NotifyFileCompleted(pContext);

pContext->m\_File.Close();

pContext->m\_bFileReceivedMode=FALSE; }

//The file should be closed,otherwise the server will closed client

else{

pContext->m\_File.Close();

pContext->m\_bFileReceivedMode=FALSE; }

ProcessPackage(pContext,dwIoSize-iBytesLeft,pOverlapBuff);

}else { pContext->m\_ContextLock.Unlock();

AppendLog("Error could not allocate buffer");

ReleaseBuffer(pOverlapBuff);

DisconnectClient(pContext);

return;

} }

pContext->m\_ContextLock.Unlock(); } }

作者回复：Yes, It is a bug, I think. But I am not sure of the closing of file part. Can you explain more?

问题作者：Sorry,I can't explain more.I just know if i don't close the file, the server will close the client. If the file is not closed, the server will closed the client, and at the same time, it will push the other data that the client sended, but of the file. Other wise, when the client sends the file data,it also sends other data in the other thread, I am not sure the case. Sorry,I am pool english.

1. Can I change MAXIMUMPACKAGESIZE to 1024

Depends on your page size. I think I wrote some comments in the code or in the article about this.

1. Question here regarding function IOWorkerThreadProc

hi, i have a question here regarding function IOWorkerThreadProc

// If Something whent wrong..

if (!bIORet)

{

// Clear the buffer if returned.

pOverlapBuff=NULL;

if(lpOverlapped!=NULL)

pOverlapBuff=CONTAINING\_RECORD(lpOverlapped, CIOCPBuffer, m\_ol);

if(pOverlapBuff!=NULL)

pThis->ReleaseBuffer(pOverlapBuff);

continue;

}

my question is if pOverlapBuff=NULL, when come to pThis->ReleaseBuffer(pOverlapBuff);

POSITION pos=pBuff->GetPosition();

i found that pos will be 0xcccccccc which will cause assertion. is it a bug? or my thinking is wrong? Thanks for your reply

作者:(未确定这个bug)

Sorry for the late response. I do not recognize this code. Can you please send me the full code or explain more. I do not understand the Question.

1. Fix bug:作者未回复

void IOCPS::OnReadCompleted(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff)

if(m\_bReadInOrder)

pOverlapBuff=GetNextReadBuffer(pContext,pOverlapBuff);

{while(pOverlapBuff!=NULL)

{ //TRACE("R> %i\r\n",pOverlapBuff->GetSequenceNumber());

// Mark that we are Using the buffer..

pOverlapBuff->Use(dwIoSize);

#ifdef TRANSFERFILEFUNCTIONALITY

if(!pContext->m\_bFileReceivedMode)

#endif

ProcessPackage(pContext,dwIoSize,pOverlapBuff);

#ifdef TRANSFERFILEFUNCTIONALITY

else

AddToFile(pContext,dwIoSize,pOverlapBuff);

#endif

IncreaseReadSequenceNumber(pContext);

pOverlapBuff=NULL;

if(m\_bReadInOrder)

pOverlapBuff=GetNextReadBuffer(pContext);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

pOverlapBuff will be changed in FUN[GetNextReadBuffer], so dwIOSize must be set at first; IOCP != FIFO. Nemo.Stone [20090527]

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

FIX：

pOverlapBuff->Use(dwIoSize);

if(m\_bReadInOrder)

pOverlapBuff=GetNextReadBuffer(pContext,pOverlapBuff);

while(pOverlapBuff!=NULL)

{

ProcessPackage(pContext,pOverlapBuff->GetUsed(),pOverlapBuff);

IncreaseReadSequenceNumber(pContext);

pOverlapBuff=NULL;

if(m\_bReadInOrder)

pOverlapBuff=GetNextReadBuffer(pContext);

}

1. **Beautiful Code. But there is a BUG in IOCPS.CPP(1733)**

Amin Gholiha:

Beautiful code And it is Very useful for me . But I find a bug; If the server exit and invoke the function ShutDown(),line 1733 “closesocket(m\_socListen);” can not send a Socket Message. So thread ListnerThreadProc line 48 "WSAWaitForMultipleEvents" can not be actived.After main thread exit,thread ListnerThreadProc dead,even WSAWaitForMultipleEvents is not be executed.

We can find an error like underside:Detected memory leaks! Dumping objects ->

thrdcore.cpp(166) : {82} client block at 0x003D63B0, subtype 0, 112 bytes long.

a CWinThread object at $003D63B0, 112 bytes long Object dump complete.

Thanks

zhq

boyfriend\_1980@163.com

作者：Yes you are right. We should close the listening thread before closing the socket. But as far as I know the WSAWaitForMultipleEvents should react since it is bounded to the socket that is now closed (according to Windows API). But sometimes things does not work as they are documented.

其他人：

DWORD code;

BOOL res = GetExitCodeThread(m\_pListenThread->m\_hThread, &code);

if (!res && code==STILL\_ACTIVE)//

{

TRACE(\_T("listenthread still alive\n"));

}

how to solve this problem, sometimes the memory leak, sometimes not leak.

I check the listenthread,but still alive.

void IOCPS::ShutDown()

......

WSASetEvent(m\_hEvent);

if(m\_nPortNumber>0)

{

AppendLog("Closing listner thread.");

WSACloseEvent(m\_hEvent);

LINGER lingerStruct;

lingerStruct.l\_onoff = 1;

lingerStruct.l\_linger = 0;

setsockopt(m\_socListen, SOL\_SOCKET, SO\_LINGER,

(char \*)&lingerStruct, sizeof(lingerStruct) );

CancelIo((HANDLE) m\_socListen);

closesocket(m\_socListen);

}

1. m\_iMaxIOWorkers and Processors in SYSTEM

Very nice code and useful code. I have few questions.

1. In some articles i read that number of IO workers thread is = Number of processor\*2 but u stress using one thread per processor is better option why? i can't understand.

2. The concurrency value shows number of concurrent threads used by kernal to manage intern IOCP related stuff not related to our IO workers thread isn't it? What is the exact relation between concurrency value and our Worker thread.

Please reply ASAP. I am realy confuse.

作者：1) Depends on the CPU. Multiple core => Several threads. Hyper threding => Several Threads. If you are developing a server, you need to have test code that stress the server + a very good profiler. (because of many issues, debugging, performance, memory leakage). This gives you indication on where you spend cpu time and what is the best configuration for a specific system. You should choose the setting that gives you the best result.

2) As far as I know, IOCP wakes up it's worker threads using LIFO logic. If concurrency value of an IOCP is 1 then only one thread can run at any time but if it's execution is blocked by any reason IOCP wakes up another thread and concurrency is preserved. If formerly blocked thread wakes up while latter thread executes then it may exist 2 threads concurrently executing for a while. So number of IO should be equal to concurrently thread. However from practical experience of the implementation of IOCP API (Microsoft) the value of this parameter is not that important.

8． ReleaseClientContext(pContext) problem：未解决

// Create the Client context to be associted with the completion port

ClientContext\* pContext = AllocateContext();

if(pContext!=NULL) {

pContext->m\_Socket = clientSocket;

// M\_ID is Used for Delete(). Should we remove this soon ?

pContext->m\_ID=clientSocket;

/\* \* TCP\_NODELAY BOOL=TRUE Disables the "nagle algorithm for send coalescing" which delays short packets in the hope that the application will send more data and allow it to combine them into a single one to improve network efficiency. \*/

const char chOpt = 1;

int nErr = setsockopt(pContext->m\_Socket, IPPROTO\_TCP, TCP\_NODELAY, &chOpt, sizeof(char));

if (nErr == -1) {

CString msg;

msg.Format("setsockopt() error: %s",ErrorCode2Text(WSAGetLastError()));

AppendLog(msg);

TRACE(">AcceptIncomingClient(%x)\r\n",pContext);

**ReleaseClientContext(pContext); Sniff | :^) // This is a problem**

return FALSE;

}

1. prupose of Worker threads

I have downloaded the sample and try to understand the logic u made. The Concept of IOWorker thread i got. But what is the purpose of workerThreads as in this sample no workerthread is running to process any job?.

Second IO worker threads can execute only one job at a time. However we can post as many request as we want aysnchronously to the completion port. The I/O worker thread will not get next post until it has Executed the one in the queue. For example it is writing some thing for clent1 until the CIOBufefr in not empty it will not pick the next post, mean while client2 request some data from server. Is this delay? How can we avoid this delay if we have more then 1000 client requests in the queue. The last client in the queue have to wait a long time. What u said about it?

作者：The reason for the workers is to allow heavier computation on other threads than the IOWorkers. It is correct that the IOWorkers can execute one job at the time but remember that we use asynchronous calls with IOCP, this means that an IOworker does not need to wait for a send/receive to be completed and can handle many simultaneous clients at the same time. However it is important that IOworkers does not get occupied with other work than Input/Output (hence the normal workers). This implementation makes it possible to handle many connections at the same time with only one thread (See the demo) The formal way to create a proper IOCP protocol is to split the task into smaller ones and combine this IOCP (post other package types into IOCP representing state change) technology with the “finite state machine” to obtain a fair CPU distribution and use several IOWorkers.

1. WSAENOBUFS on WSASend

Hi, Very well written article.

Apparently, there is another case where I'm seeing the WSAENOBUF error. When I do an Overlapped WSASend (using I/O Completion ports) with a large number of wsabufs (on my system, anything greater than 2048) seems to return this error. Now, I initially thought that this was dependent on the "amount of data" that I'm sending into WSASend. So, I ran a quick experiment.

I invoked WSASend with wsabuf count > 2048 and each buffer had 512 bytes of data. It failed and returned this error. Now, I ran the same test with each buffer having only 16 bytes of data and it failed again. So, it appears that this error is dependent on the count of buffers than on the amount of data passed into them.

Any thoughts on this? Have you guys seen similar behavior?

作者：Thanks。What you have been written is analogous to Q6 &amp; A6 in the article.

The reason why error is depended on the count of buffers is the following:

When the OS reserves memory for asynchronous calls (e.g. WSASend) it has to allocate (Read about virtual memory) a complete page block size (dependent on the system usually 1024 or 512 bytes).

The page size can be obtained by:

SYSTEM\_INFO sSysInfo; // Useful information about the system

GetSystemInfo(&sSysInfo); // Initialize the structure.

printf ("This computer has page size %d.\n", sSysInfo.dwPageSize);//当前电脑为4096

The memory that OS has reserved for asynchronous calls can not be paged out of memory (because they can be used at any given random moment) and when the maximum amount of non-paged pool (~1/4 of the physical memory) has been reached the WSAENOBUFS error will happened.

My recommendation is to perform only one WSASend call at the time when it is finished and you get the notification you can send the next chunk of data (should be the same as sSysInfo.dwPageSize to use the Hardware architecture in efficient way).

This is how this is implemented in the code.

You can also try:

BOOL PASCAL TransmitPackets(

SOCKET hSocket,

LPTRANSMIT\_PACKETS\_ELEMENT lpPacketArray,

DWORD nElementCount,

DWORD nSendSize,

LPOVERLAPPED lpOverlapped,

DWORD dwFlags

);

1. m\_iMaxIOWorkers， blocks file transfer

I am testing code with several configurations, transferring files many times to see if it is stable or not... When I change the m\_iMaxIOWorkers>1, for example 10, the transfer blocks in some stage of files transfer. With m\_iMaxIOWorkers=1, I could transfer thousands of documents with no problem.

作者：

Sounds like you have a deadlock in your protocol that you apply on top of IOCPS.h class. I have never experienced this (not even on a dual core mashine) Do you get this when you run the demo example or your own code?

Read: 7 Special considerations & rule of thumbs

Be careful of the m\_iMaxIOworker. When you do a transmit file a low level kernel thread is used to send all of the data but if you occupy to many threads with asynchronously read (e.g. m\_iMaxIOworker > 10) you will get some problems. The m\_iMaxIOworker should be the same number as number of CPU (or core). You can acctually assign the threads to different CPU or core. (not implemented in this example)

1. MAXIMUMPACKAGESIZE

if you define it like

#define MAXIMUMPACKAGESIZE 10240

then you send a 120 bytes packet , the code will allocate 10240 bytes for the 120 bytes packet. so you waste your memory

作者：Yes this is correct as I have written several times, in previous questions about sending big buffers or messages. The MAXIMUMPACKAGESIZE is directly linked to the virtual page size of the system. A big MAXIMUMPACKAGESIZE will consume a low of memory per client. This value must be chosen wisely to be multible of the page size of the system usually (1024 or 512). To send a large amount of data you need to split it into MAXIMUMPACKAGESIZE chunks and send each segment separately

1. 其他问题

第1个问题发生在IOCPS.cpp文件的void IOCPS::ShutDownIOWorkers()方法。

void IOCPS::ShutDownIOWorkers()

{

DWORD dwExitCode;

m\_bShutDown=TRUE;

// Should wait for All IOWorkers to Shutdown..

BOOL bIOWorkersRunning=TRUE;

CWinThread\* pThread=NULL;

while(bIOWorkersRunning)

{

// Send Empty Message into CompletionPort so that the threads die.

if(bIOWorkersRunning) //如果bIOWorkersRunning始终为TRUE，那么将导致一直发送完成消息，直到我们系统响应不了，

悲剧就会发生（这时只能重启电脑，要不什么东西都不能用了）。

PostQueuedCompletionStatus(m\_hCompletionPort, 0, (DWORD) NULL, NULL);

// Sleep(60);

// Check if the IOWorkers are terminated..

POSITION pos = m\_IOWorkerList.GetHeadPosition ();

//这里就是问题发生的所在，因为如果工作者线程数量为0，pos将始终为NULL，bIOWorkersRunning的值也不会被改变，所以觉得有必要要先判断当前的工作者线程的数量。//PS：测试方法 调用IOCPS::Start方法时将iMaxIOWorkers参数设定为0。（又或者某种错误发生使工作者线程数减少到0呢？）

while (pos != NULL)

{……}

第2个问题：发生在IOCPS.cpp的void IOCPS::DisconnectClient(ClientContext \*pContext, BOOL bGraceful)方法上

void IOCPS::DisconnectClient(ClientContext \*pContext, BOOL bGraceful)

{

if(pContext!=NULL)

{

pContext->m\_ContextLock.Lock(); //这个地方加锁了

BOOL bDisconnect=pContext->m\_Socket!=INVALID\_SOCKET;

pContext->m\_ContextLock.Unlock(); //但是这里解锁了，这意味着如果有多个工作者线程的话，当同时处理到这里的话，就可能使bDisconnect都为TRUE

//也就是说，对于同一个ClientContext，下面的if模块可能会被执行多次

…….  
// Notify that we are going to Disconnect A client.   
NotifyDisconnectedClient(pContext); //那么对于同一个pContext断开连接的通知也可能多于一次，这肯定不是我们想要的。这就是我所说的缺陷

第3个问题：这个缺陷在在IOCPS.cpp文件的void IOCPS::OnInitialize(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff)方法。 提高这个问题发生的条件是：在测试的时候，创建多个套接字（比如2000个socket）然后去连接服务器，连接上以后，客户端马上调用closesocket关闭。

void IOCPS::OnInitialize(ClientContext \*pContext, DWORD dwIoSize,CIOCPBuffer \*pOverlapBuff)

{ ……..

AZeroByteRead(pContext,pOverlapBuff); //因为是客户端连接上以后，马上调用closesocket关闭连接，AZeroByteRead调用会投递一个IOZeroByteRead完成消息，【If client connceted the server, then client call closesocket function at once. And call AZeroByteRead function will post a 'IOZeroByteRead' message.】

//那么在OnZeroByteRead方法里WSARecv的调用就可能失败，然后调用ReleaseClientContext回收pContext（因为此时pContext->m\_nNumberOfPendlingIO为0）。那么这种情况下，到这里就该结束了，不能再往下执行了。

for(int i=0;i&lt;m\_iNumberOfPendlingReads;i++)

{

//所以在调用EnterIOLoop之前，也应该先判断下pContext🡪m\_nNumberOfPendlingIO的值是不是0，如果是EnterIOLoop方法和ARead方法就不能再调用。如果这里pContext🡪;m\_nNumberOfPendlingIO已经为0了（也就是说pContext已经被回收了），ARead方法调用PostQueuedCompletionStatus投递IORead完成通知。那么OnRead调用肯定失败。然后也调用ReleaseClientContext回收pContext。这就是所说的m\_FreeContextList存在两个一摸一样的pContext的原因。

inline BOOL IOCPS::ReleaseClientContext(ClientContext \*pContext)

{

BOOL bRet=FALSE; if(pContext!=NULL) {

// We are removing this pContext from the penling IO port.

int nNumberOfPendlingIO=ExitIOLoop(pContext);

// We Should not get an EnterIOLoopHere Because the client are disconnected.

#ifdef \_DEBUG

if(nNumberOfPendlingIO<0) //请看IOCPS::OnInitialize的描述，所以nNumberOfPendling<0就可能成立

……..

if(m\_FreeContextList.GetCount()&lt;m\_iMaxNumberOfFreeContext||m\_iMaxNumberOfFreeContext==0) {

bRet=m\_FreeContextList.AddHead((void\*)pContext)!=NULL; //如果pContext已经在m\_FreeContextList里了呢？

…….}

1. the function "void IOCPS::**ShutDownIOWorkers()**"

in the inner while loop, if one thread make bIOWorkersRunning equal to TRUE, and later, the last thread make it to FALSE, and then bIOWorkersRunning is FALSE finally, so it will not enter into the outside while loop. i wonder if all IOWorkers are terminated.

作者：No where in the IOCPS class threads the bIOWorkersRunning is set to true. Yes all IOWorkers are terminated. They also terminate if the IOCPS port is closed.

其他人：My god ,I have the problem too。

1. m\_iMaxIOWorkers>1, blocks file transfer

am testing code with several configurations, transferring files many times to see if it is stable or not... When I change the m\_iMaxIOWorkers>1, for example 10, the transfer blocks in some stage of files transfer. With m\_iMaxIOWorkers=1, I could transfer thousands of documents with no problem.

作者：Sounds like you have a deadlock in your protocol that you apply on top of IOCPS.h class. I have never experienced this (not even on a dual core mashine) Do you get this when you run the demo example or your own code? Read: 7 Special considerations & rule of thumbs Be careful of the m\_iMaxIOworker. When you do a transmit file a low level kernel thread is used to send all of the data but if you occupy to many threads with asynchronously read (e.g. m\_iMaxIOworker > 10) you will get some problems.

The m\_iMaxIOworker should be the same number as number of CPU (or core). You can acctually assign the threads to different CPU or core. (not implemented in this example)

Anyone have a similar behaviour?

1. ProcessPackage函数：用WSARecv接受完数据后，在ProcessPackage函数中对数据进行相应的验证与处理
2. 首先判断是否为分批发送数据（Pending reads），如果不是，则转到2），否则转到8）
3. 取得所接受数据的总长度nUsedBuffer，如果长度不小于MINIMUMPACKAGESIZE（sizeof（UINT）），则转到3），否则转到7）
4. 如果取数据包中的前四个字节所对应的数据长度nSize==nUsedBuffer-MINIMUMPACKAGESIZE.则数据格式正确，则通过函数NotifyReceivedPackage对接受的数据进行相应的处理，退出循环。
5. 如果nUsedBuffer-MINIMUMPACKAGESIZE >nSize，说明接受了更多的数据（We have more data），调用函数SplitBuffer对buffer进行拆分成指定大小，调用NotifyReceivedPackage函数，释放缓冲区，进行循环
6. 如果nUsedBuffer-MINIMUMPACKAGESIZE<nSize && nSize<MAXIMUMPACKAGESIZE，说明数据包在本次的数据流和下次的数据流中重叠（The package is overlapped between this byte chunk stream and the next），退出循环
7. 如果nSize>MAXIMUMPACKAGESIZE，说明接受的有效数据长度大于规定的最大接受长度（可能原因：数据格式不对或者是恶意攻击），释放资源，将本次的套接字添加到禁止列表（如果在IOCPS.h中定义了define SIMPLESECURITY），断开连接。
8. nUsedBuffer>0 && nUsedBuffer<MINIMUMPACKAGESIZE, 说明数据长度太小，连数据头部都没有包含，退出循环
9. 计算数据大小nUsedBuffer，如果nUsedBuffer<MINIMUMPACKAGESIZE,说明数据长度太小容不下数据包中数据表头，进行AddAndFlush操作，否则转到9）
10. 如果nSize<=(MAXIMUMPACKAGESIZE-MINIMUMPACKAGESIZE)，说明数据格式正确，计算额外需要的空间，进行AddAndFlush操作