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**Program.cs:**

using System;

using System.Collections.Generic;

namespace Lab1

{

class Program

{

static void Main(string[] args)

{

int[] selection = new int[10000];

int[][] polynoms = {

new int[]{ 1, 0, 0, 0, 0, 1 },

new int[]{ 0, 0, 1, 0, 0, 0, 1 },

new int[]{ 0, 1, 1, 1, 0, 0, 0, 1 },

new int[]{ 0, 0, 0, 1, 0, 0, 0, 0, 1 },

new int[]{ 0, 0, 1, 0, 0, 0, 0, 0, 0, 1 },

new int[]{ 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1 },

new int[]{ 1, 0, 0, 1, 0, 1, 0, 0, 0, 0, 0, 1 },

new int[]{ 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1 }};

List<LFSR> lfsr = new List<LFSR>();

lfsr.Add(new LFSR(polynoms[0]));

lfsr.Add(new LFSR(polynoms[1]));

lfsr.Add(new LFSR(polynoms[2]));

lfsr.Add(new LFSR(polynoms[3]));

lfsr.Add(new LFSR(polynoms[4]));

lfsr.Add(new LFSR(polynoms[5]));

lfsr.Add(new LFSR(polynoms[6]));

lfsr.Add(new LFSR(polynoms[7]));

Table table = new Table();

for (int i = 0; i < selection.Length; i++)

{

int bufer;

bufer = table.generate(lfsr);

selection[i] = bufer;

Console.Write(bufer + ",");

}

Console.WriteLine("");

Console.WriteLine("Tests: ");

Console.WriteLine("1. Frequency: " + Tester.frequencyTest(selection));

Console.WriteLine("2. XOR: " + Tester.xorFrequencyTest(selection));

int[] ranks = Tester.rankTest(selection, 3);

Console.WriteLine("3. Rank: ");

for (int i = 0; i < ranks.Length; i++)

{

Console.WriteLine(Convert.ToString(i, 2) + " " + (double)ranks[i]/\*/selection.length\*/);

}

Console.WriteLine("4. Complexity: ");

Tester.complexityTest(selection);

}

}

}

**LFSR.cs:**

using System;

namespace Lab1

{

class LFSR

{

int[] register;

int output;

int[] polynom;

int capacity;

public LFSR(int[] polynom)

{

this.register = new int[polynom.Length];

capacity = this.register.Length - 1;

Random rand = new Random();

for (int i = 0; i <= capacity; i++)

{

this.register[i] = rand.Next(2);

}

int bufer = this.register[capacity];

for (int i = capacity; i > 0; i--)

{

if (polynom[i - 1] == 1)

{

this.register[i] = this.register[i - 1] ^ bufer;

}

else

{

this.register[i] = this.register[i - 1];

}

}

this.register[0] = bufer;

this.polynom = polynom;

}

public int generateStep()

{

int bufer = this.register[capacity];

for (int i = capacity; i > 0; i--)

{

if (this.polynom[i - 1] == 1)

{

this.register[i] = this.register[i - 1] ^ bufer;

}

else

{

this.register[i] = this.register[i - 1];

}

}

this.register[0] = bufer;

output = bufer;

return output;

}

}

}

**Table.cs:**

using System;

using System.Collections.Generic;

namespace Lab1

{

class Table

{

private int[] table = new int[256];

private int position = 0;

const int NUMBER\_LFSR = 8;

public Table()

{

int number0 = 0;

int number1 = 0;

for (int i = 0; i < table.Length; i++)

{

Random rand = new Random();

table[i] = rand.Next(2);

if (table[i] == 0) { number0++; }

else { number1++; }

if (number0 == table.Length / 2)

{

for (int j = i; j < table.Length; j++)

{

table[j] = 1;

}

break;

}

if (number1 == table.Length / 2)

{

for (int j = i; j < table.Length; j++)

{

table[j] = 0;

}

break;

}

}

}

public int generate(List<LFSR> lfsr)

{

int output = 0;

position = 0;

int[] number = new int[NUMBER\_LFSR];

for (int i = 0; i < number.Length; i++)

{

number[i] = lfsr[i].generateStep();

}

for (int i = 0; i < number.Length; i++)

{

if (number[i] == 1)

{

position = position + (int)(Math.Pow(2, i));

}

}

output = table[position];

return output;

}

}

}

**Tester.cs:**

using System;

namespace Lab1

{

class Tester

{

public static double frequencyTest(int[] arr)

{

int output = 0;

for (int i = 0; i < arr.Length; i++)

{

if (arr[i] == 1)

{

output++;

}

}

return ((double)output / arr.Length);

}

public static double xorFrequencyTest(int[] arr)

{

int output = 0;

for (int i = 0; i < arr.Length - 1; i++)

{

if ((arr[i] ^ arr[i + 1]) == 1)

{

output++;

}

}

return ((double)output / (arr.Length - 1));

}

public static int[] rankTest(int[] arr, int width)

{

if (width <= 0 || width > 10)

{

throw new ArgumentException("Width must be range [2;10]");

}

int[] output = new int[(int)Math.Pow(2, width)];

for (int i = 0; i < arr.Length - width; i++)

{

int bufer = 0;

for (int j = 0; j < width; j++)

{

bufer = bufer << 1;

bufer = bufer | arr[i + j];

}

output[bufer]++;

}

return output;

}

public static void complexityTest(int[] arr)

{

int N = arr.Length;

int[] b = new int[N];

int[] c = new int[N];

int[] t = new int[N];

b[0] = 1;

c[0] = 1;

int l = 0;

int m = -1;

for (int n = 0; n < N; n++)

{

int d = 0;

for (int i = 0; i <= l; i++)

{

d ^= c[i] \* arr[n - i];

}

if (d == 1)

{

Array.Copy(c, 0, t, 0, N);

int NiM = n - m;

for (int j = 0; j < N - NiM; j++)

{

c[NiM + j] ^= b[j];

}

if (l <= n / 2)

{

l = n + 1 - l;

m = n;

Array.Copy(t, 0, b, 0, N);

}

}

}

Console.WriteLine(l);

}

}

}