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## Постановка задачи. Описание класса и методов

Дан список возможных авиарейсов в текстовом файле в формате:

Город отправления 1;Город прибытия 1;цена прямого перелета 1;цена обратного перелета 1

Город отправления 2;Город прибытия 2;цена перелета 2;цена обратного перелета 1

…

Город отправления N;Город прибытия N;цена перелета N;цена обратного перелета N

В случае, если нет прямого или обратного рейса, его цена будет указана как N/A.

## Пример данных:

Санкт-Петербург;Москва;10;20

Москва;Хабаровск;40;35

Санкт-Петербург;Хабаровск;14;N/A

Владивосток;Хабаровск;13;8

Владивосток;Санкт-Петербург;N/A;20

## Задание: найти наиболее эффективный по стоимости перелет из города i в город j.

## Оценка временной сложности алгоритмов

Таблица 1

|  |  |
| --- | --- |
| поиск в очереди | O(n) |
| получение матрицы | O(1) |
| создание матрицы | O(n^2) |
| получение индексов | O(n) |
| алгоритм Форда-Беллмана | O(n^3) |

## Реализованные Unit-тесты

Реализованные Unit-тесты проверяют работу конструктора и методов; работа с файлами; проверка работы программы на полных и неполных графах.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVoAAACICAYAAACm0CPmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABmNSURBVHhe7d0LeBTluQfwP2q0XIQQiSIaygnUoAUKEZKDWqWwQiFBW8gBpMA51lOrRnhyrGhOn6OuvdhojnWrTb30IpeWSppAtQkoLgJqxYQ0WuRUg7BVo2gLbpdbbUXkfO/MN7uTze6y2ewme/n/fLad+WZ2dhMy73zzfjPz9hk7dvwJBMnJORv79r2l54iIqDtO0f9PRBls2LAReopOJpbfFQMtEVGCMdASESUYAy0RUYIx0BIRJRgDLRFRgnXx8q4S1LidKM7Ws34+NDmvRHmDniWilCIj6SH3+dIauJ1F8O/yvmY4HeXI5F298+8qXFxUv64mJxzljV3t0Tai3DEJEyeqV50H8NSb0xMZZInS0pghyLb2c2ez6lJRaNLZ1LFRv5xNgd8WUwdEFJFv/2t6imIV50ArXegdaGkxX7WVulmprA20u2tKOsybr7WoVP/VumtQqt+DyrW63ZhBrUwbbYHt+Mkpjm17gc/u+J06vM+2rZaWZ1GjP7i05tkO27bPy3Twtu3rBv+cRKmssjAf3vZGPdeZ7A/+fcjaMdR+1WmfkGVB+6h9Hwm/38h+by2z9lHZ7wL7a0Bwe7j1el4cA638UBWAy+o61wNlZpCUf4wyWGmGSUbOomqeTDvR5LO63PNRZW5IU7/gshyoxTb5KCt8RW+nHt7iCvOXaOSRLkCbv+sun23/Bdu69er0B7ljzeaq+Xp99arzoniJP4JGpbSmAgW2kyn5Yyls1dtTP1tbgf5+RCmpBHk5HrR23DE7GJObDU+d7D8e3RJEBd2yHJ+5lzSUw2Hsa4G0o8SCiPtNaR5yJC9sxArdloLiGGjHIjc7G8VO6+gzV4XFHOSVlmBmAdC0KsK/VgiVtXOBOhfa9LzJg7p51naqsKoJKJipjn5jhqgPcNnyxLZlBtv3kmOBfxtmj9RoL8sHcvL8vensYqf+OXbAGSrLrYJ7RcFuuNxe3SB/lOpQUKa31yLJ8WzkjtGLiVJN6SzVkTiAXXq2M/mb92F/2BWksyS78W49H8pJ9hvJEXvbQwy+2WONvVNlbw89QNUb4pw6UIHQOCpZLxkkkwDsRXtXBsvkKKh6wP542G22Hq0LqDDSExJknch16/agRL+MFlo/hz2pbVLvrVA9aFfw6GvnhHj8fgainlU68wKgbUOEKwwi79tmZyn4TDWU8PtNqYrCoXPEtvd0OBu1byt5esFxDLSvYb8vH45OeckqtHrUKb89YRvRBaiQo2DICJWPQv9mKrGkWP0dbGwEdh0ArDSCwbYsLPkjCRyN5Y8q2oNfjqMCBW32HrRoRLtXHU27mH4gSk6yD3nhVqf2YVVOQL7nldCBVJ3+R9dZirTfmGfDkffjKE1yYv1Ljai+OMS0exVuyjPWSpg4Blq59EvypoFT7hY9sFU1Tx1Zcub62yMOEqnTBm/Yo6AHKLROC+RoqS8rk9yPHNVsaQv/MoPtdMJZBK9beqJmesFqr8j1dujRRpKN3XCF+AMM/jkDA3lEqUTO9iT1pzpI/r9l9ZLrabOL4FT7daUMgpXlhE0JZquebujOUmeh9xsZBFOn/t7NQR0ai22fjvA9kkUKPY9WfvET0Npp0IyIuqvjRfgSaJeg3RFqX1P7oTsPqzL4poWwN3dEEOccLRERBWOgJaIgkgYMd+ZYhXkZfgtuLFIo0Kp/YKYNiCgFsUdLRJRgJx0Mi6U+DhERBYTt0UqAZZAlIuo+pg6IiBIsbOogUUaM+Cy+/OUrUVg4Hrm5Q4y2/fsPoLX1VTz99LN46623jTYionTRY4E2KysL3/zmdfjS9MvxxJ+ewAvtL2DfkX3GsmEDhuGLeV/EgosWYMum5/Hooz/HsWPHjGVERKmuRwKtBNnvfvdOHDv7n7h3+7344OgHeklHQ/sPxe2Tb0fWX8/AHXd8h8GWiNJCj+RopScrQfYW9y1hg6yQZbLOJ+d8jOuv/7puJSJKbQkPtJKTlXSB9GRPqP/COe2U03DvtHvRN6svql6qwtQZVxjvDa0Cq7f+HMv1nGkGXE/VwTVLz4Yl7w21nrz/GWzdGvyKZpsnN8tVh61PVePkm5qK6vVPY823B6rpG/H45sB3MdsAR/VabFlzGwYZc0Q0aOGP0Kj3k83138EVuj1ZxCXQDh+ehw0b1uu5jmTgS3KykXqyEmRry2oxbeQ0/Hrur4115T0zZjj0GvHkwuIpZajYYM4tX/0MVhsR+xlUXDUDU6aoV+O7QPtGc9q2blRmVeMpe0CVefWPf8NZB3FIN0W0dAEKP3oON96j1l46Agdrrtbf47f457TH8eM5n4F7+aNo6VuE76tpokwnQXbNtVl40thPZmDa3DuxTS9LFt0OtBJkf/KTH6Ffv366pSO5ukAGvsKxguzw7OE4ceIEVv9xtdEu77n44gnGdErbsBxXqX/8q35tVWKIbGlhNl6vexAHZeah21Gx7h9GO9CGA4esM4Ln8Mye4xg+dQYYaimznac6SCPx/m9uwmO6JRl1K9BKkH344QcxYEB/3dKZXMJlXV0gPjsokA4IDrL3vngv6l6vM5bJe6zLv7pOpxGWm71JOZ14yjVDLwukHaQ3W5IH5JWodSKe1st7rFP4QCrBSAdY7asrzN7rbeMwcOA43KbazJ5yV9yIwuF/x77NVnC1K8CQgUf8y9zP7MXx4VdgFiMtZbJBl2HoZ/bhyIR1el/ciPp7LtML7cw0XMOPr7Z1Tjq3LX18g3+f7rhu98QcaK0g279/6J5sKLf86y2om1eHJV9YEjHIxseZGP9F4BE5nbhvJzB+XlBOF6hePAON7UB7o1rnquUInSGQIDsWO/VpyZT7/oz8GyQoV+Ca8QfRaLUvdpm9V/VZhw7txH2qbXG13kS0HHnIPurFG//U8zZLH5+N3NfX44dGV1dxt8PXPwejz9DzRJnozJEYnP1ZfD6rwdwPF72AY8U34Z5QSdojh/GpvXOydAJyjqo2PStjH3PO2Iqr9T5devOTCNXliUVMgbYrQVZuRpDrZMWEcyegT58+WFq8FBu/tjFikJX3yHtjdxivPqKD5wY3PIcG4bxYBrVmnYdBOB8l+ii31eix5uDzeB0fHlLtUQ1wdYd51J385oK4/sMTpY3jH2LH6l+Y0++uxOv7B+LsAnO2o3fg+dv5mGpE2qmonnoa3vYcNxep+RmjTsX/WWm7OIsp0D766ENR92Tlji+5GUEsWb8Eb374Jvqo/wb3HRyxJyvv+cMfXtFzwSTIxRg4Y6F7qMYR03hdh2pr8OwR4AYJwJI6iDsJssV4c84MLJTBMSLq6PBe/O2ono7C86/6cGHZMgxyODDq6Btw+y/V75iai7eYAu3MmV+xBZ3AKxS5rVbu+JKbEeTyrkXrFmHPh3siBtlzB5yL+RcuMN4b2jN47+CZGH9NILjNcn0D4/FnbOrKFQLR2PAeDg4ch2vC5VuNwa6NaM8b2yk10WVB6QBH9RRkbV6Ge0IdYiOkGYgyxsGn8cJ7n8GkxeZ194MW3oais95Bc7iRsYefQGvf0fhuaS7a1z2Iv+tmtQCt75yN6Q8n5rLJbg2GRUOeXSC31codX9KTPX7iOL627mu4ecPNIYOsrCPrbn56C95++x3d2ln14h/i1UEz/Ynr2yRfGjbPGl71zndPMhjmwuL7dmKQrGOlD4zeq32AbCbQKL1cRdIUiHUwTK4sGIBh08wk0oVDzsT5038T+Fz1shL0jhkjceo727CBuQTKaAex5saleHHAfGP/ePK6XPzxe5GuQJArdvpj7KjD2Bq08zx07f9iR9+peDJoX4uHpLsFt/KSSpz6QRbuvFNuwf1EL8kgSx/D5sl7MGfhfRFyRXJTw03ou3oRbvZf/kVEyerUc84Z6tTTfn37hr9cKxaffvoptm17EQXDCnDLrApknZKFIx8fwT+O/wNZp2YZl3xdfcHV+J9L78Aft+3C/ff/KDODrGg+irGLFuGakU+h/oXQeQFHdRUW9G3B9d/bBmYOiJJfrzwmUe74kpsR7I9JlIEvyclGShcQEaWiHg+0RESZJuGDYUREmS5sj9YqzkhERN3DHi0RUYIlbY921KhRmDt3DiZPnoyhQ4cabR988AG2b9+O+vp12LNnj9FGRJTski7Qnn766Vi+fDlKv1oSsbZYw/pGVFdX4+OPPzaWERElq6QKtBJka2pqcEpen6hqi33afgLl5eUMtkSU1JIqRys9WQmy0dYWO3X4Kbj11lt1KxFRckqaQCs5WUkXdLW22Ow5pcZ7Q6tEbcta9b+RRFqnBDXuHWhpMV/umhLd3lMceGBjE9bddZaaXoZfvRz4LmabWuOBjWhedxfMOaLMlL3oZ9ii942mxvswRbcnix4NtCNGjMC2bVv1XEcy8BVrbbE5c+boNeJtLNrdkzBxorzq4S2uQE2pXlRaA7e7BtZsV1XW7kBt5COAiq3/gckfbcA37v5QTY+C74Er9HdZjY9m1uKx+f3g/q/78fu+l+EHapooE0mQXX/T6ag19o1JKC65DaGjTO/psUArQXbFisfRv3/o5yjI1QWx1ha75JLJxnT8VaGqSk+q6VZPNnLH6NkesKw4FzvXVkOFWeDBZShfaz3U7U/469+s58K70fjGJ8ifVgqGWso85+NbZReiffUSPKxbklGPBFoJsitXrsCAAQN0S2dyCVestcWsy78ikxRBhDRA5drwywyVKMz3oFUCr/RmnUXIzi6CU61v9UxLa571b6PF3121f+6zRo9YerNl+UB+mWoL2ytehuKRR/CeO/DEzICLcPbgQ/5l7sbXcSx/GmYz0lKmyZ6CYX3fxuGJz+l97GU0VodKHFRgTdMObH60zPbow85tFWte1tsJXrd7Eh5orSAbricbSmJqi1Vhnj61MNMAS2x52XyUFb5iW2ZLEfgD8AS0TpyvtqI0lMPhbIbP1wynes881ShBtgIuvY1JqMNcIwCX1kxDTpNTt1+J8gb1Teap5R7AU6faHOVQTZ05RiDnyAG88ZGet1n2q2tw7s61qDa6uor7LXgHDMHovnqeKFMMuABnnfU5TMiqNfexr2zCsctvRchYe9CHEyOvxGx/VJ2EIYdVm56d7tqIhWc0Ypreh6d9s653a4ZFqytBVm5GiLW2mLw3GoEe51wVWnOQ5+9KelRgt3IEVVjVBBTM1L3aqvk6SL6CQvXecHnVMbnZyC526u2bPdacvBI0tHuN9pPmY6NiDohN2V2KqdfX2p4OT5TBjv8Fv//FI+b0u4/htfcH45wLzdmOPGg7MAIOI9JOh+vLp2Nvm/U41umYNfo0vPJEdfLUDIvWqlUro+7Jyh1fsdYWe+ml7XouPAmyztzNOmg60eTTC6KmesSqG5pfGD5iGj1UfTSUl6O80R+oWwslAJupg9hIkL0Cu0smYY4MjhERcGQ3Pjysp6Ow9Q8HMH7BcgyaPhOjj+zEJn/NMJ2O25RENcOidfnl1ih5x1coclttbLXF5mPdunrdEp70OH37XzNnSmehINucNOUjED8rsaQYaNuogmRlpS29UIIaRz48RpK2s137fch3hL8KQdIFTntP+WSC0gGOB2bijI3XI2SMjZBmIEprvgZsebsfLv36DcZs9iInLjt7L7aHGxl7aCW29x+HqqvPxZ/XViNQ19GF5r3n4apf3JGaNcOiJc8ukNtqu1pb7Kn6p9R79+rW8KpWNQPWqX3FEHg79Gg9gNHjNNMKqDNzqdiVB4dOBbS0OFHQ5jTysYaGDWhDYDCsofxK1HnNeXN9s/dqHyBzFuyGS3q5SlWr6h1HHAyTKwsG4jyHOcJ10dnZGDH7af+25PXcY/OMKw0cJRciy7MZv2MugTKOD7+8bgk2D7zO2CfcS4ei5duRrkDYhA1vDMDFow/iud917L26Ft6JF/uXYrPev+I5GJayt+BKbbHj7xzHTTeV49gxf/8/vSz7JV6e8iZK5txtXuIVktzUcDv6r7ga1/sv/yKiZJI0PVohzyyQZxfsfd6DlbNX4tpx12LU4FHol9XPeMm0tK0oXYHdW3and5AVD67A9r6z8FN9F1gojge+hUs/ehH/zSBLlLSS+jGJcseX3Ixgf0yiDHxJTjaadAERUTJI2kBLRJQukip1QESUjhhoiYgSjIGWiCjBUj5Hy9piRJTsUjbQsrYYEaWKlAy0rC1GRKkkJXO0rC1GRKkk5QIta4uFwtpilNlYMywGrC0WwNpiRJGxZlgMWFus61hbjDIXa4Z1GWuLWZ/L2mJEUWHNsK5hbTHWFiPqMtYMix5ri7G2GFHMMr1mWLRYW4y1xYhiwpph0WNtsQBJF7C2GFGUWDMsMVhbLBhri1EmY82whGFtsSCsLUaU1FKuRytYWywIa4sRJbW0eEwia4sRUTJL+UBLRJTsUjJ1QESUShhoiYgSjIGWiCjBMiZHy9piRNRb0j7QsrYYEfW2tA60rC1GRMkgrXO0rC1GRMkgbQNt79UWixepQ9adp3glA7OWWnwe/UgUHmuG9ZLkrC2W5OTh5XGNio0od5gPPA9HHqbT88UsKZ2wZlgvSs7aYkQUX6wZ1qt6rLaY1QOU+mD61KVFpxek5leH3pr0GCNVxLXVI2upnaUbLZFqmXWuNybsj160vqfZg6wMlEe3vo98tlGgbG6HbXTWsbS6udmgFIH/57SnPzq/z3jIerFVcaKnUjKUVlgzLHnEv7aYBA15Hq06VTELgcFdAbish5arzZWpSGI827Zglj+wVhbmw+MOU/tLtlGWgyan3kbrEKgYpEkg1Z9nfIYTbQVW2RtZJnXK9DLnbhRUSJCTB5N7UWe1287fs4unqS9rbqcJRVgi25EKD0aBsnrVrp+z24n83PKD6m1OrFc/qATIRpS7mpFjPNBcfZ8y9VWDa5xVLkGxV7Ztvle+jjyb19nkg8+olabrrBF1BWuG9a7E1RbLgcPtRK7blnscM8Rf6dY4GpqFwFBqPPT7Asw0u4yB6rihqG2gyRUIcFWrAmV0SvOQowJgIFaqwObW5XJkmRSNtD7bqLo7BGPwGvb7VHuIHrTP/zmN2NjmM2qWRWcscrOzUezUn2WvqdZQDlfbBep3IAeEEEFz1wH4VG+Z+ViKO9YM6z2Jri3WKTgZPUGrp6deRo9OAqLXLEtTOQE5TavC9tpK83L0VAx0ld3A50ugMweiJrrUgVuCov+8vrs8gV6y8Qr0fqXAZFhSEVit71KnaxKk4/Z1KLOxZljvSlxtMS/cDvPU3d87M3pr00LnNategbdgFmoKc8z6YmE0bNwN2Euby6m2lTpoaIdX9QYDwUmdwlt1yWSZ6k0bp/+hGAGuHp78CYFtx8zsJTtC9Uol9eE4oAK+lU4ITdIFkqKIVLySKGqsGda7EltbTHqLZrA1Bn0kmNV5bafU9sGqKrR6i1CMzWHynpqcejflBFIAhQdsFXirMM/ZjBypHWYst9clC16mXkZEtg+QhTmdD6YOCp6Ig2Hyc9fDayuXbg56qc9yFsFr5J+lDLv6OYJTFvaBPsnh6jyIeYDhYBjFijXDel2y1BaTqw8KWyNfT0pE6SsjHiojt9XKHV/hHioj6QLpyd5//w/jX1tMTqmdQ+D2j6qbVxDkG9MWyXsm16i7HBxkTM/OU8eDBVEsMuoxiT1dW8wMVj40OcNdLkVEmSBjAi0RUW/JiBsWiIh6EwMtEVGCMdASESVYRg2GsWYYEfWGjLi8izXDiKg3pXWgZc0wIkoGaZ2jZc0wIkoGaRtoU79m2EkYDxrn8wGITEW4e/3vsW31jThftySTtA20aV8zzHgqV6Tbdu3VDYjSV9Hd6/FSy334wjEf4nwDfdykbaBlzTCi9CHB9LfVhXquo+a7vopLJk7BPa8n79hK2gbalKwZFmIbwSkC/zal3dpWp/dJb9aJYqsaAp+yTamq6G6sf2kHqvM34eblrboxFtfgZ1t3BKUWgtvM9IO5H+1AY5jAHou0HgyzpEzNsBDbsJ5TazxsWwXqMtTDUd7xAeKVS4rg9dcTs6orONHkkwfaqDY+cotSjhkEW6r/BZvmTcIVix/Gu3pJzP7uw7FzJ2O2FWkXTsWwTwLphoU/uxdTjvwSX9H7YEm3AntHaRtoU7FmWMhtqEUN5S7zIeO2B2bb7drvQ34Z87GUPorunoeLBgB/aXbh4W5HWMv7aPvgLFxiRFrVe/23IXi/7Yi5SAX2qaOOovmBOAT0ENI20KZazTBDyG2IRkQux3WlWl+Kg0mQ5pUIlPrMvOsk/Grw/epveitW3xifawl2bd+HvNJlKCwqwbg+b2LLAb2gaDTO+sQLz1/1fJylbaBNtZphkbZRWvMsHPudgXRCSGYxxjpPPliOi9LFmv/8kupE3AbP9LXxyZk++VNs+/hzKP/3fHifeRC7dTOaG7Hz8Egs+EFiLg9L20CbijXDQm6jci2cxSq4S15WSpDndC7ZLQNk1nskh2tmF6SUuJTjUu0cDKOU1oy7vnppnHKmzWjcCVw45gRafmdPEshn/Bhv5n0dv9X7UjwHw3gLrsKaYUSUSGl91YE8s0CeXbD3eQ9Wzl6Ja8ddi1GDR6FfVj/jJdPStqJ0BXZv2Z2QICtXEzg6DILZq9NaL+ZVidJZRj0mkTXDiKg3ZEygJSLqLWmdOiAiSgYMtERECcZAS0SUYAy0REQJxkBLRJRgDLRERAnGQEtElGAMtERECcZAS0SUYAy0REQJxkBLRJRgDLRERAnGQEtElGAMtERECcZAS0SUUMD/A81r3xxq1B0YAAAAAElFTkSuQmCC)

Рисунок 1. Unit-тесты

## Пример работы программы

В первом файле находится информация о существующих и несуществующих перелётах и их стоимости, во втором файле находится информация о наименьшей цене перелёта.
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Рисунок 2. Файлы с данными работы программы.

Листинг 1 — FB.cpp

#include "FB.h"

void FB::set\_size(size\_t size) { Size = size; }

void FB::set\_cities(string\* cities) { towns = cities; }

void FB::set\_weights(double\*\* weights) { weights = weights; }

FB::FB()

{

Size = 0;

towns = nullptr;

weights = nullptr;

}

FB::FB(string filename)

{

set\_size(0);

fstream in(filename);

if (!in.is\_open())

throw invalid\_argument("file doesn't exist");

Queue<size\_t, string> cities;

string city;

while (in.peek() != EOF)

{

city = "";

while (in.peek() != ';')

city += in.get();

if (cities.search\_key(city) == -1)

cities.push(city);

in.get();

city = "";

while (in.peek() != ';')

city += in.get();

if (cities.search\_key(city) == -1)

cities.push(city);

while ((in.peek() != '\n') && (in.peek() != EOF))

in.get();

if (in.peek() == '\n')

in.get();

}

set\_size(cities.get\_size());

towns = new string[get\_size()];

for (size\_t i = 0; i < get\_size(); i++)

towns[i] = cities.pop()->get\_data();

weights = new double\* [get\_size()];

for (size\_t i = 0; i < get\_size(); i++)

weights[i] = new double[get\_size()];

for (size\_t i = 0; i < get\_size(); i++)

{

for (size\_t j = 0; j < get\_size(); j++)

{

if (i == j)

weights[i][j] = 0;

else

weights[i][j] = INF;

}

}

in.close();

in.open(filename);

while (in.peek() != EOF)

{

size\_t index\_from, index\_to;

double forward\_cost, backward\_cost;

string info = "";

while (in.peek() != ';')

info += in.get();

index\_from = get\_city\_index(info);

in.get();

info = "";

while (in.peek() != ';')

info += in.get();

index\_to = get\_city\_index(info);

in.get(); // read ';'

if (in.peek() == 'N')

{

forward\_cost = INF; // unreal cost

while (in.get() != ';') {}

}

else

{

in >> forward\_cost;

in.get(); // read ';'

}

if (in.peek() == 'N')

{

backward\_cost = INF; // unreal cost

for (int i = 0; i < 3; i++)

in.get(); // read "N/A"

}

else

in >> backward\_cost;

if (in.peek() == '\n') // read '\n'

in.get();

if (forward\_cost < INF)

weights[index\_from][index\_to] = forward\_cost;

if (backward\_cost < INF)

weights[index\_to][index\_from] = backward\_cost;

// filled weights matrix

}

}

size\_t FB::get\_size() { return Size; }

string\* FB::get\_cities() { return towns; }

double\*\* FB::get\_weights() { return weights; }

size\_t FB::get\_city\_index(string city)

{

for (size\_t i = 0; i < get\_size(); i++)

{

if (towns[i] == city)

return i;

}

return -1; // in case of not-existing city return unreal index

}

double FB::FordBellman(string from, string to)

{

ofstream out("out.txt");

size\_t f = get\_city\_index(from);

size\_t t = get\_city\_index(to);

if (f == -1)

{

out << "the source city doesn't exist" << endl;

throw invalid\_argument("the source city doesn't exist");

}

if (t == -1)

{

out << "the target city doesn't exist" << endl;

throw invalid\_argument("the target city doesn't exist");

}

double min\_cost = INF;

size\_t\* marks = new size\_t[get\_size()]{ f };

double\*\* W = new double\* [get\_size()];

for (size\_t i = 0; i < get\_size(); i++)

W[i] = new double[get\_size()];

for (size\_t i = 0; i < get\_size(); i++)

{

for (size\_t j = 0; j < get\_size(); j++)

W[i][j] = get\_weights()[i][j];

}

size\_t p;

for (p = 0; p < get\_size(); p++)

{

bool is\_improoved = false;

for (size\_t node = 0; node < get\_size(); node++)

{

for (size\_t to = 0; to < get\_size(); to++)

{

if (W[f][to] > W[f][node] + W[node][to])

{

W[f][to] = W[f][node] + W[node][to];

marks[to] = node;

is\_improoved = true;

}

}

}

if (!is\_improoved) // if on current phase wasn't any improvements

break;

}

if (p == get\_size()) // unreal, so exists a negative cycle

{

out << "There is a negative cycle, program stops working." << endl;

throw invalid\_argument("Found negative cycle");

}

min\_cost = W[f][t];

if (min\_cost >= INF)

{

out << to << " can't be reached from " << from << endl;

throw invalid\_argument("path doesn't exist");

}

out << "minimum cost of reaching " << to << " from " << from << " is " << W[f][t] << endl;

// going to restore the way and print it to the file

size\_t\* reversed\_way = new size\_t[get\_size()]{ f }; // an array saving indexes of cities in reversed order

size\_t city = t;

int i = 0;

while (city != f)

{

reversed\_way[i] = city;

city = marks[city];

i++;

}

reversed\_way[i] = f;

out << "the way:" << endl;

for (int k = i; k >= 0; k--)

{

out << get\_cities()[reversed\_way[k]];

if (k != 0)

out << " -> ";

}

out.close();

return W[f][t];

}