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**QUESTION 1**

1. Given below is a recursive function called sum that takes an array and an index value as argument and calculates the summation of the values in f. By evaluating (executing) this function with the given array dt show that the value of k, in the given code fragment, is 11.

{ int dt[] = {3,5,2,1};

int k = sum(dt,0);

}

static int sum(int f[], int j){

if(j == f.length) return 0;

return (f[j] + sum(f,j+1));

}

**(5 marks)**

1. Explain why the recursive function sum, is not tail-recursive. **(2 marks)** Re-write it so that it becomes a tail-recursive function. **(3 marks)**

**Total (10 marks)**

**QUESTION 2**

1. Using the statement execution times defined for HAL (See **Appendix** at the end of the exam paper), calculate the running times for each of the separate code fragments A and B.

// A =========================

int x = 100;

int y = x \* 5 + x \* x - 2;

int z = x + y \* y - 56;

// B ===========================

int k = 0; int s = 0;

while(k < 100){

s = s + (k + 1) \* (k + 1);

k = k + 1;

}

**(5 marks)**

1. Using the laws of *big O* show that function sumSq1 *performs better* than sumSq2

**static** **long** sumSq1(**long** n){

**long** s = n\*(n+1)\*(2\*n+1)/6;

**return** s;

}

**static** **long** sumSq2(**long** n){

**long** s = 0;

**for**(**int** j=0; j < n; j++) s=s+(j+1)\*(j+1);

**return** s;

}

**(5 marks)**

**Total (10 marks)**

**QUESTION 3**

1. To prove that *f(n)* is *O(g(n))* we show that . Using this method, prove that , is *O(n2)*.

**(5 marks)**

1. Calculate a cost function for the given code fragment and show that it is *O(n)*.

int n = 1048576;

while(n > 0) n = n -1;

n = 1048576;

while(n > 0) n = n/2;

(Hint: 1048576 = 1Mb)

**(5 marks)**

**Total (10 marks)**

**QUESTION 4**

1. Write a function that sorts an array of integer values. You may use any sorting algorithm you have studied.

**(7 marks)**

1. Explain why *quick sort* is often preferred over *merge sort* even though it has a worst case performance of *O(n2).*

**(3 marks)**

**Total (10 marks)**

**QUESTION 5**

1. Use a diagram to explain the difference between an array and a singly linked list.

**(3 marks)**

1. Explain why searching a linked list is always *O(n)*, where n equals the number of nodes in the list.

**(2 marks)**

1. All the data structures provided by the Java Collection library are *generic* and use *dynamic allocation of memory*. Explain what the terms *generic* and *dynamic allocation of memory mean*.

**(2 marks)**

1. When you are planning to use the data structure TreeSet to manage your collection of objects what method must your class implement? Why must you implement this method? Why should the attributes used by this method be immutable?

**(3 marks)**

**Total (10 marks)**

**QUESTION 6**

Given below is the class IntList that uses a singly linked list to manage a collection of integer values. New elements are inserted at the head of the list and the method add(int x) is given. The private class Node is used to implement nodes in the list and encapsulates both the data element x and a pointer to the next node in the list, if any. Its methods should be familiar to you from the work covered in lectures and labs. Your task is to complete the three methods whose signatures are given. Method sum() should calculate the sum of the elements currently in the list **(3 marks)**; method toString() should return a string representation of the data values in the list **(4 marks)** and method size() should return the number of nodes in the list **(3 marks)**.

class IntList{

Node head = null;

public void add(int x){

Node nw = new Node(x);

if(head == null) head = nw;

else{

nw.setNext(head);

head = nw;

}

}

public int sum(){ … }

public String toString(){ … }

public int size(){ … }

private class Node{

int data;

Node next;

public Node(int x){data = x; next = null;}

public Node next(){return next;}

public void setNext(Node p){next = p;}

public int data(){return data;}

}

}

**Total (10 marks)**

**QUESTION 7**

1. A queue is a *first in, first out* linear data structure. Queues are typically characterized by three methods: join, leave, and head. Explain the semantics of each of these operations.

**(3 marks)**

1. Explain why circular arrays provide an optimal solution to the implementation of a queue.

**(1 mark)**

1. Given below is an interface for a generic queue. A partial implementation of this interface by class MyQueue<E> is listed below. This class uses an ArrayDeque instance to model the queue. Your task is to complete the methods join, leave and head. (See **Appendix** at the end of this paper for relevant methods.)

**(6 marks)**

interface Queue<E>{

public boolean join(E x);

public boolean leave();

public E head();

public boolean empty();

}

class MyQueue<E> implements Queue<E>{

private ArrayDeque<E> queue = new ArrayDeque<>();

…

public boolean empty(){

return queue.isEmpty();

}

}

**Total (10 marks)**

**QUESTION 8**

1. State the definition of a binary search tree and, using a diagram, insert the following list of elements in a binary search tree:  *12, 6, 3, 7, 15, 13, 18, 21, 1*.

**(4 marks)**

1. In the binary search tree, given below, list the order in which the nodes are visited under *preorder, inorder* and *postorder* traversals.
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**(6 marks)**

**Total (10 marks)**

**QUESTION 9**

1. A map is a collection of items where each item has two parts called a *key* and a *value*. In the case of a map define the relationship between keys and their associated values.

**(2 marks)**

1. Both HashMap and TreeMap provide implementations of the Map interface. What is the difference between them?

**(2 marks)**

1. The class NatAuthors listed below uses a TreeMap to model the relationship between nationalities and an associated list of authors. Each nationality is mapped to a list of authors. The constructor adds three nationalities and their associated authors to the list.

Your tasks are: draw a graph of the map created by the constructor **(2 marks)**; complete the method nationalities() that returns a list of the nationalities in the map and the method authors() that returns a list of authors in the map **(4 marks)**. In both cases the signatures of the methods are given.

class NatAuthors{

private Map<String, List<String>> map = new TreeMap<>();

public NatAuthors(){

map.put("Irish", new ArrayList<>(Arrays.asList("Banville","Doyle","Barry")));

map.put("French",new ArrayList<>(Arrays.asList("Sartre","Flaubert")));

map.put("English",new ArrayList<>(Arrays.asList("Faulks","Dickens","Dahl")));

}

public Set<String> nationalities(){ … }

public List<String> authors(){ … }

}

**Total (10 marks)**

**QUESTION 10**

1. What do we mean by stating that an *avl* tree is a balanced binary search tree?

**(2 marks)**

1. Show that the given binary search tree can be balanced by a left rotation followed by a right rotation.

**(3 marks)**

1. Insert the given list of values in the re-balanced tree for part b. The list is: 4, 5, 7.

Note: You must show the construction of the tree as part of your answer.

![](data:image/png;base64,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)

**(5 marks)**

**Total (10 marks)**

**QUESTION 11**

1. How do B-Trees differ from binary search trees?

**(2 marks)**

1. Why do B-trees *perform better* than binary search trees?

**(1 mark)**

1. How do B-trees optimize the cost of insertion?

**(2 marks)**

1. Given below is a partially constructed B-Tree where each node has a maximum of 4 elements. Your task is to insert the following values in this tree: 22, 47, 65.

Note: You must show the construction of the tree as part of your answer.

**(5 marks)**
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**QUESTION 12**

1. Given below is a graph G. Draw a picture of an adjacency list data structure that represents this graph.
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**(6 marks)**

1. Explain the difference between text files and binary files on disk.

**(4 marks)**

**Total (10 marks)**

**Appendix**

|  |  |
| --- | --- |
| Calculating Running Times on HAL | |
| **Statement** | **Unit cost (ns)** |
| -, \*, /, %, ^, <, >, ==, >=, <=, !=, = | *10ns* |
| Function invocation | *50ns* |
| Argument passing | *10ns* per argument |
| Return | *50ns* |
| if(b) s1; else s2 | the cost of b plus the max cost of s1, s2 |
| for, while loops | *totalCost = cost of initialization of variables +*  *(n+1) \* cost of evaluating guard on loop*  *+*  *n \* cost of executing loop body,*  *where n equals the number of iterations of the loop.* |
| New | *100ns* |
| Calculating array indices | *50ns* |
| Math.random() | *100ns* |

**Laws of *big-O***

The laws of *big-O are*:

1. **Summation**

*O(1)+O(1)+..+O(1) = k \* O(1) = O(1)*, where *k* is a constant.

*O(n) + O(n)+..+O(n) = k \* O(n) = O(n)*, where *k* is a constant

*O(n) + O(m) = max(O(n), O(m))*

e.g. *O() + O( ) = O( )*

1. **Product**

*O(n) \* O(n) = O*

*n \* O(n) = O*

*O(n) \* O(m) = O(n \* m)*

*O(k \* f(n)) = k \* O(f(n)) = O(f(n))*, where *k* is a constant

*O() \* O() = O()*

The *big-O* sets of order functions form a chain of sub-sets as follows:

|  |  |
| --- | --- |
| Constructor | ArrayList<E>()  ArrayList<E>(Collection)  LinkedList<E>()  LinkedList<E>(Collection) |
| Insert item | add(E elem) |
| Insert list | addAll(Collection<? extends E> lst) |
| Remove item | remove(Object ob) |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve element given index value | E get(int index); |
| Insert element at index | add(int index, E elem); |
| Change element at index | E set(int index, E elem); |
| Remove element at index | E remove(int index) |
| Get index of object | int indexOf(E elem); |
| **Additional Methods for LinkedList class** |  |
| Add new element at head of list | addFirst(E elem) |
| Return element at head of list | E getFirst() |
| Remove element at head of list | E removeFirst() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayList<Integer> lst = new ArrayList<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[lst.size()];  f = lst.toArray(f); |

|  |  |
| --- | --- |
| Constructor | ArrayDeque<E>()  ArrayDeque<E>(Collection)  ArrayDeque(int numElements) |
| Insert item | addFirst(E elem)  addLast(E elem) |
| Get element without removing it – throws exception if queue empty | E getFirst()  E getLast() |
| Get element without removing it – returns null is queue empty | E peekFirst()  E peekLast() |
| Contains item | Boolean contains(Object ob) |
| Number of elements | int size() |
| Returns true if queue empty | Boolean isEmpty() |
| Convert to string | toString() |
| Empty set | Boolean isEmpty() |
| Remove elements | clear() |
| Retrieve head or tail element, returning null if queue empty | E pollfirst()  E pollLast() |
| Returns an array containing all of the elements in this list in proper sequence; the runtime type of the returned array is that of the specified array. If the list fits in the specified array, it is returned therein. Otherwise, a new array is allocated with the runtime type of the specified array and the size of this list. | <T> T[] toArray(T[] a)  An example is:  ArrayDeque<Integer> dlst = new ArrayDeque<>(Arrays.asList(3,2,6,9,1));  Integer f[] = new Integer[dlst.size()];  f = dlst.toArray(f); |

|  |  |
| --- | --- |
| Constructor | HashMap<K,V>()  HashMap <K,V>(Map<? extends K,  ? extends V> mp)  TreeMap<K,V>()  TreeMap <K,V>( Map<? extends K,  ? extends V> mp)  EnumMap(Class<K> keyType) |
| Add or replace a key-value pair | put(K key, V value)  putAll(Map<? extends K,  ? extends V> mp) |
| If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value. | V putIfAbsent(K key, V value) |
| Remove key-value pair and returns value associated with key, or null | V remove(Object key) |
| Replaces the entry for the specified key only if it is currently mapped to some value. | V replace(K key, V value) |
| Replaces the entry for the specified key only if currently mapped to the specified value. | boolean replace(K key, V oldValue, V newValue) |
| Contains key | boolean containsKey(Object key) |
| Contains value | boolean containsValue(Object value); |
| Number of elements | int size() |
| Convert to string | toString() |
| Empty set | boolean isEmpty() |
| Remove elements | clear() |
| Retrieve value | V get(Object key); |
| Retrieve the key set | Set <K> keySet(); |
| Retrieve values | Collection<V> values(); |