**MODULE 2**

1. The print() function is a **built-in** function. It prints/outputs a specified message to the screen/consol window.

2. Built-in functions, contrary to user-defined functions, are always available and don't have to be imported. Python 3.7.1 comes with 69 built-in functions. You can find their full list provided in alphabetical order in the [Python Standard Library](https://docs.python.org/3/library/functions.html).

3. To call a function (**function invocation**), you need to use the function name followed by parentheses. You can pass arguments into a function by placing them inside the parentheses. You must separate arguments with a comma, e.g., print("Hello,", "world!"). An "empty" print() function outputs an empty line to the screen.

4. Python strings are delimited with **quotes**, e.g., "I am a string", or 'I am a string, too'.

5. Computer programs are collections of **instructions**. An instruction is a command to perform a specific task when executed, e.g., to print a certain message to the screen.

6. In Python strings the **backslash** (\) is a special character which announces that the next character has a different meaning, e.g., \n (the **newline character**) starts a new output line.

7. **Positional arguments** are the ones whose meaning is dictated by their position, e.g., the second argument is outputted after the first, the third is outputted after the second, etc.

8. **Keyword arguments** are the ones whose meaning is not dictated by their location, but by a special word (keyword) used to identify them.

9. The end and sep parameters can be used for formatting the output of the print() function. The sep parameter specifies the separator between the outputted arguments (e.g., print("H", "E", "L", "L", "O", sep="-"), whereas the end parameter specifies what to print at the end of the print statement.

Look at the table below:

|  |  |  |
| --- | --- | --- |
| **Priority** | **Operator** |  |
| 1 | +, - | unary |
| 2 | \*\* |  |
| 3 | \*, /, % |  |
| 4 | +, - | binary |

Note: we've enumerated the operators in order **from the highest (1) to the lowest (4) priorities**.

**Key takeaways**

1. An **expression** is a combination of values (or variables, operators, calls to functions - you will learn about them soon) which evaluates to a value, e.g., 1 + 2.

2. **Operators** are special symbols or keywords which are able to operate on the values and perform (mathematical) operations, e.g., the \* operator multiplies two values: x \* y.

3. Arithmetic operators in Python: + (addition), - (subtraction), \* (multiplication), / (classic division - returns a float if one of the values is of float type), % (modulus - divides left operand by right operand and returns the remainder of the operation, e.g., 5 % 2 = 1), \*\* (exponentiation - left operand raised to the power of right operand, e.g., 2 \*\* 3 = 2 \* 2 \* 2 = 8), // (floor/integer division - returns a number resulting from division, but rounded down to the nearest whole number, e.g., 3 // 2.0 = 1.0)

4. A **unary** operator is an operator with only one operand, e.g., -1, or +3.

5. A **binary** operator is an operator with two operands, e.g., 4 + 5, or 12 % 5.

6. Some operators act before others - **the hierarchy of priorities**:

* unary + and - have the highest priority
* then: \*\*, then: \*, /, and %, and then the lowest priority: binary + and -.

7. Subexpressions in **parentheses** are always calculated first, e.g., 15 - 1 \* (5 \* (1 + 2)) = 0.

8. The **exponentiation** operator uses **right-sided binding**, e.g., 2 \*\* 2 \*\* 3 = 256.

# Keywords

Take a look at the list of words that play a very special role in every Python program.

['False', 'None', 'True', 'and', 'as', 'assert', 'break', 'class', 'continue', 'def', 'del', 'elif', 'else', 'except', 'finally', 'for', 'from', 'global', 'if', 'import', 'in', 'is', 'lambda', 'nonlocal', 'not', 'or', 'pass', 'raise', 'return', 'try', 'while', 'with', 'yield']

They are called **keywords** or (more precisely) **reserved keywords**. They are reserved because **you mustn't use them as names**: neither for your variables, nor functions, nor any other named entities you want to create.

The meaning of the reserved word is **predefined**, and mustn't be changed in any way.

# Key takeaways

1. The print() function **sends data to the console**, while the input() function **gets data from the console**.

2. The input() function comes with an optional parameter: **the prompt string**. It allows you to write a message before the user input, e.g.:

name = input("Enter your name: ") print("Hello, " + name + ". Nice to meet you!")

3. When the input() function is called, the program's flow is stopped, the prompt symbol keeps blinking (it prompts the user to take action when the console is switched to input mode) until the user has entered an input and/or pressed the *Enter* key.

NOTE

You can test the functionality of the input() function in its full scope locally on your machine. For resource optimization reasons, we have limited the maximum program execution time in Edube to a few seconds. Go to Sandbox, copy-paste the above snippet, run the program, and do nothing - just wait a few seconds to see what happens. Your program should be stopped automatically after a short moment. Now open IDLE, and run the same program there - can you see the difference?

Tip: the above-mentioned feature of the input() function can be used to prompt the user to end a program. Look at the code below:

name = input("Enter your name: ") print("Hello, " + name + ". Nice to meet you!") print("\nPress Enter to end the program.") input() print("THE END.")

3. The result of the input() function is a string. You can add strings to each other using the concatenation (+) operator. Check out this code:

num1 = input("Enter the first number: ") # Enter 12 num2 = input("Enter the second number: ") # Enter 21 print(num1 + num2) # the program returns 1221

4. You can also multiply (\* - replication) strings, e.g.:

myInput = ("Enter something: ") # Example input: hello print(myInput \* 3) # Expected output: hellohellohello

**MODULE 3**

Now we need to update our **priority table**, and put all the new operators into it. It now looks as follows:

|  |  |  |
| --- | --- | --- |
| **Priority** | **Operator** |  |
| 1 | +, - | unary |
| 2 | \*\* |  |
| 3 | \*, /, //, % |  |
| 4 | +, - | binary |
| 5 | <, <=, >, >= |  |
| 6 | ==, != |  |

These two instructions are:

* break - exits the loop immediately, and unconditionally ends the loop's operation; the program begins to execute the nearest instruction after the loop's body;
* continue - behaves as if the program has suddenly reached the end of the body; the next turn is started and the condition expression is tested immediately.

**Key takeaways**

1. There are two types of loops in Python: while and for:

* the while loop executes a statement or a set of statements as long as a specified boolean condition is true, e.g.:

# Example 1 while True: print("Stuck in an infinite loop.") # Example 2 counter = 5 while counter > 2: print(counter) counter -= 1

* the for loop executes a set of statements many times; it's used to iterate over a sequence (e.g., a list, a dictionary, a tuple, or a set - you will learn about them soon) or other objects that are iterable (e.g., strings). You can use the for loop to iterate over a sequence of numbers using the built-in range function. Look at the examples below:

# Example 1 word = "Python" for letter in word: print(letter, end="\*") # Example 2 for i in range(1, 10): if i % 2 == 0: print(i)

2. You can use the break and continue statements to change the flow of a loop:

* You use break to exit a loop, e.g.:

text = "OpenEDG Python Institute" for letter in text: if letter == "P": break print(letter, end="")

* You use continue to skip the current iteration, and continue with the next iteration, e.g.:

text = "pyxpyxpyx" for letter in text: if letter == "x": continue print(letter, end="")

3. The while and for loops can also have an else clause in Python. The else clause executes after the loop finishes its execution as long as it has not been terminated by break, e.g.:

n = 0 while n != 3: print(n) n += 1 else: print(n, "else") print() for i in range(0, 3): print(i) else: print(i, "else")

4. The range() function generates a sequence of numbers. It accepts integers and returns range objects. The syntax of range() looks as follows: range(start, stop, step), where:

* start is an optional parameter specifying the starting number of the sequence (0 by default)
* stop is an optional parameter specifying the end of the sequence generated (it is not included),
* and step is an optional parameter specifying the difference between the numbers in the sequence (1 by default.)

Example code:

for i in range(3): print(i, end=" ") # outputs: 0 1 2 for i in range(6, 1, -2): print(i, end=" ") # outputs: 6, 4, 2

Here are all of them:

* & (ampersand) - bitwise conjunction;
* | (bar) - bitwise disjunction;
* ~ (tilde) - bitwise negation;
* ^ (caret) - bitwise exclusive or (xor).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Bitwise operations (&, |, and ^)** | | | | |
| Arg A | Arg B | Arg B & Arg B | Arg A | Arg B | Arg A ^ Arg B |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 0 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |

|  |  |
| --- | --- |
| **Bitwise operations (~)** | |
| Arg | ~Arg |
| 0 | 1 |
| 1 | 0 |

the arguments of these operators **must be integers**; we must not use floats here.

And here is the **updated priority table**, containing all the operators introduced so far:

|  |  |  |
| --- | --- | --- |
| **Priority** | **Operator** |  |
| 1 | ~, +, - | unary |
| 2 | \*\* |  |
| 3 | \*, /, //, % |  |
| 4 | +, - | binary |
| 5 | <<, >> |  |
| 6 | <, <=, >, >= |  |
| 7 | ==, != |  |
| 8 | & |  |
| 9 | | |  |
| 10 | =, +=, -=, \*=, /=, %=, &=, ^=, |=, >>=, <<= |  |

**Key takeaways**

1. Python supports the following logical operators:

* and → if both operands are true, the condition is true, e.g., (True and True) is True,
* or → if any of the operands are true, the condition is true, e.g., (True or False) is True,
* not → returns false if the result is true, and returns true if the result is false, e.g., not True is False.

2. You can use bitwise operators to manipulate single bits of data. The following sample data:

* x = 15, which is 0000 1111 in binary,
* y = 16, which is 0001 0000 in binary.

will be used to illustrate the meaning of bitwise operators in Python. Analyze the examples below:

* & does a *bitwise and*, e.g., x & y = 0, which is 0000 0000 in binary,
* | does a *bitwise or*, e.g., x | y = 31, which is 0001 1111 in binary,
* ˜ does a *bitwise not*, e.g., ˜ x = 240, which is 1111 0000 in binary,
* ^ does a *bitwise xor*, e.g., x ^ y = 31, which is 0001 1111 in binary,
* >> does a *bitwise right shift*, e.g., y >> 1 = 8, which is 0000 1000 in binary,
* << does a *bitwise left shift*, e.g., y << 3 = , which is 1000 0000 in binary,

# Key takeaways

1. The **list is a type of data** in Python used to **store multiple objects**. It is an **ordered and mutable collection** of comma-separated items between square brackets, e.g.:

myList = [1, None, True, "I am a string", 256, 0]

2. Lists can be **indexed and updated**, e.g.:

myList = [1, None, True, 'I am a string', 256, 0] print(myList[3]) # outputs: I am a string print(myList[-1]) # outputs: 0 myList[1] = '?' print(myList) # outputs: [1, '?', True, 'I am a string', 256, 0] myList.insert(0, "first") myList.append("last") print(myList) # outputs: ['first', 1, '?', True, 'I am a string', 256, 0, 'last']

3. Lists can be **nested**, e.g.: myList = [1, 'a', ["list", 64, [0, 1], False]].

You will learn more about nesting in module 3.1.7 - for the time being, we just want you to be aware that something like this is possible, too.

4. List elements and lists can be **deleted**, e.g.:

myList = [1, 2, 3, 4] del myList[2] print(myList) # outputs: [1, 2, 4] del myList # deletes the whole list

Again, you will learn more about this in module 3.1.6 - don't worry. For the time being just try to experiment with the above code and check how changing it affects the output.

5. Lists can be **iterated** through using the for loop, e.g.:

myList = ["white", "purple", "blue", "yellow", "green"] for color in myList: print(color)

6. The len() function may be used to **check the list's length**, e.g.:

myList = ["white", "purple", "blue", "yellow", "green"] print(len(myList)) # outputs 5 del myList[2] print(len(myList)) # outputs 4

7. A typical **function** invocation looks as follows: result = function(arg), while a typical **method** invocation looks like this:result = data.method(arg).

# Key takeaways

1. You can use the sort() method to sort elements of a list, e.g.:

lst = [5, 3, 1, 2, 4] print(lst) lst.sort() print(lst) # outputs: [1, 2, 3, 4, 5]

2. There is also a list method called reverse(), which you can use to reverse the list, e.g.:

lst = [5, 3, 1, 2, 4] print(lst) lst.reverse() print(lst) # outputs: [4, 2, 1, 3, 5]

# Key takeaways

1. If you have a list l1, then the following assignment: l2 = l1 does not make a copy of the l1 list, but makes the variables l1 and l2 **point to one and the same list in memory**. For example:

vehiclesOne = ['car', 'bicycle', 'motor'] print(vehiclesOne) # outputs: ['car', 'bicycle', 'motor'] vehiclesTwo = vehiclesOne del vehiclesOne[0] # deletes 'car' print(vehiclesTwo) # outputs: ['bicycle', 'motor']

2. If you want to copy a list or part of the list, you can do it by performing **slicing**:

colors = ['red', 'green', 'orange'] copyWholeColors = colors[:] # copy the whole list copyPartColors = colors[0:2] # copy part of the list

3. You can use **negative indices** to perform slices, too. For example:

sampleList = ["A", "B", "C", "D", "E"] newList = sampleList[2:-1] print(newList) # outputs: ['C', 'D']

4. The start and end parameters are **optional** when performing a slice: list[start:end], e.g.:

myList = [1, 2, 3, 4, 5] sliceOne = myList[2: ] sliceTwo = myList[ :2] sliceThree = myList[-2: ] print(sliceOne) # outputs: [3, 4, 5] print(sliceTwo) # outputs: [1, 2] print(sliceThree) # outputs: [4, 5]

5. You can **delete slices** using the del instruction:

myList = [1, 2, 3, 4, 5] del myList[0:2] print(myList) # outputs: [3, 4, 5] del myList[:] print(myList) # deletes the list content, outputs: []

6. You can test if some items **exist in a list or not** using the keywords in and not in, e.g.:

myList = ["A", "B", 1, 2] print("A" in myList) # outputs: True print("C" not in myList) # outputs: True print(2 not in myList) # outputs: False

# Key takeaways

1. **List comprehension** allows you to create new lists from existing ones in a concise and elegant way. The syntax of a list comprehension looks as follows:

[expression for element in list if conditional]  
which is actually an equivalent of the following code:

for element in list: if conditional: expression

Here's an example of a list comprehension - the code creates a five-element list filled with with the first five natural numbers raised to the power of 3:

cubed = [num \*\* 3 for num in range(5)] print(cubed) # outputs: [0, 1, 8, 27, 64]

2. You can use **nested lists** in Python to create **matrices** (i.e., two-dimensional lists). For example:
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# A four-column/four-row table - a two dimensional array (4x4) table = [[":(", ":)", ":(", ":)"], [":)", ":(", ":)", ":)"], [":(", ":)", ":)", ":("], [":)", ":)", ":)", ":("]] print(table) print(table[0][0]) # outputs: ':(' print(table[0][3]) # outputs: ':)'

3. You can nest as many lists in lists as you want, and therefore create n-dimensional lists, e.g., three-, four- or even sixty-four-dimensional arrays. For example:
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# Cube - a three-dimensional array (3x3x3) cube = [[[':(', 'x', 'x'], [':)', 'x', 'x'], [':(', 'x', 'x']], [[':)', 'x', 'x'], [':(', 'x', 'x'], [':)', 'x', 'x']], [[':(', 'x', 'x'], [':)', 'x', 'x'], [':)', 'x', 'x']]] print(cube) print(cube[0][0][0]) # outputs: ':(' print(cube[2][2][0]) # outputs: ':)'

# Key takeaways

1. A **function** is a block of code that performs a specific task when the function is called (invoked). You can use functions to make your code reusable, better organized, and more readable. Functions can have parameters and return values.

2. There are at least four basic types of functions in Python:

* **built-in functions** which are an integral part of Python (such as the print() function). You can see a complete list of Python built-in functions at <https://docs.python.org/3/library/functions.html>.
* the ones that come from **pre-installed modules** (you'll learn about them in *Module 5* of this course)
* **user-defined functions** which are written by users for users - you can write your own functions and use them freely in your code,
* the lambda functions (you'll learn about them in *Module 6* of this course.)

3. You can define your own function using the def keyword and the following syntax:

def yourFunction(optional parameters): # the body of the function

You can define a function which doesn't take any arguments, e.g.:

def message(): # defining a function print("Hello") # body of the function message() # calling the function

You can define a function which takes arguments, too, just like the one-parameter function below:

def hello(name): # defining a function print("Hello,", name) # body of the function name = input("Enter your name: ") hello(name) # calling the function

**Key takeaways**

1. You can pass information to functions by using parameters. Your functions can have as many parameters as you need.

An example of a one-parameter function:

def hi(name): print("Hi,", name) hi("Greg")

An example of a two-parameter function:

def hiAll(name1, name2): print("Hi,", name2) print("Hi,", name1) hiAll("Sebastian", "Konrad")

An example of a three-parameter function:

def address(street, city, postalCode): print("Your address is:", street, "St.,", city, postalCode) s = input("Street: ") pC = input("Postal Code: ") c = input("City: ") address(s, c, pC)

2. You can pass arguments to a function using the following techniques:

* **positional argument passing** in which the order of arguments passed matters (Ex. 1),
* **keyword (named) argument passing** in which the order of arguments passed doesn't matter (Ex. 2),
* a mix of positional and keyword argument passing (Ex. 3).

Ex. 1 def subtra(a, b): print(a - b) subtra(5, 2) # outputs: 3 subtra(2, 5) # outputs: -3 Ex. 2 def subtra(a, b): print(a - b) subtra(a=5, b=2) # outputs: 3 subtra(b=2, a=5) # outputs: 3 Ex. 3 def subtra(a, b): print(a - b) subtra(5, b=2) # outputs: 3 subtra(5, 2) # outputs: 3

It's important to remember that **positional arguments mustn't follow keyword arguments**. That's why if you try to run the following snippet:

def subtra(a, b): print(a - b) subtra(5, b=2) # outputs: 3 subtra(a=5, 2) # Syntax Error

# Key takeaways

1. You can use the return keyword to tell a function to return some value. The return statement exits the function, e.g.:

def multiply(a, b): return a \* b print(multiply(3, 4)) # outputs: 12 def multiply(a, b): return print(multiply(3, 4)) # outputs: None

2. The result of a function can be easily assigned to a variable, e.g.:

def wishes(): return "Happy Birthday!" w = wishes() print(w) # outputs: Happy Birthday!

Look at the difference in output in the following two examples:

# Example 1 def wishes(): print("My Wishes") return "Happy Birthday" wishes() # outputs: My Wishes # Example 2 def wishes(): print("My Wishes") return "Happy Birthday" print(wishes()) # outputs: My Wishes # Happy Birthday

3. You can use a list as a function's argument, e.g.:

def hiEverybody(myList): for name in myList: print("Hi,", name) hiEverybody(["Adam", "John", "Lucy"])

4. A list can be a function result, too, e.g.:

def createList(n): myList = [] for i in range(n): myList.append(i) return myList print(createList(5))

# Key takeaways

1. A variable that exists outside a function has a scope inside the function body (Example 1) unless the function defines a variable of the same name (Example 2, and Example 3), e.g.:

Example 1:

var = 2 def multByVar(x): return x \* var print(multByVar(7)) # outputs: 14

Example 2:

def mult(x): var = 5 return x \* var print(mult(7)) # outputs: 35

Example 3:

def multip(x): var = 7 return x \* var var = 3 print(multip(7)) # outputs: 49

2. A variable that exists inside a function has a scope inside the function body (Example 4), e.g.:

Example 4:

def adding(x): var = 7 return x + var print(adding(4)) # outputs: 11 print(var) # NameError

3. You can use the global keyword followed by a variable name to make the variable's scope global, e.g.:

var = 2

print(var) # outputs: 2

def retVar():

global var

var = 5

return var

print(retVar()) # outputs: 5

print(var) # outputs: 5

# Key takeaways

1. A function can call other functions or even itself. When a function calls itself, this situation is known as **recursion**, and the function which calls itself and contains a specified termination condition (i.e., the base case - a condition which doesn't tell the function to make any further calls to that function) is called a **recursive** function.

2. You can use recursive functions in Python to write **clean, elegant code, and divide it into smaller, organized chunks**. On the other hand, you need to be very careful as it might be **easy to make a mistake and create a function which never terminates**. You also need to remember that **recursive calls consume a lot of memory**, and therefore may sometimes be inefficient.

When using recursion, you need to take all its advantages and disadvantages into consideration.

The factorial function is a classic example of how the concept of recursion can be put in practice:

# Recursive implementation of the factorial function def factorial(n): if n == 1: # the base case (termination condition) return 1 else: return n \* factorial(n - 1) print(factorial(4)) # 4 \* 3 \* 2 \* 1 = 24

# Sequence types and mutability

Before we start talking about **tuples** and **dictionaries**, we have to introduce two important concepts: **sequence types** and **mutability**.

A **sequence type is a type of data in Python which is able to store more than one value (or less than one, as a sequence may be empty), and these values can be sequentially (hence the name) browsed**, element by element.

As the for loop is a tool especially designed to iterate through sequences, we can express the definition as: **a sequence is data which can be scanned by the**for**loop**.

You've encountered one Python sequence so far - the list. The list is a classic example of a Python sequence, although there are some other sequences worth mentioning, and we're going to present them to you now.

The second notion - **mutability** - is a property of any of Python's data that describes its readiness to be freely changed during program execution. There are two kinds of Python data: **mutable** and **immutable**.

**Mutable data can be freely updated at any time** - we call such an operation in situ.

*In situ* is a Latin phrase that translates as literally *in position*. For example, the following instruction modifies the data in situ:

list.append(1)

**Immutable data cannot be modified in this way**.

Imagine that a list can only be assigned and read over. You would be able neither to append an element to it, nor remove any element from it. This means that appending an element to the end of the list would require the recreation of the list from scratch.

You would have to build a completely new list, consisting of the all elements of the already existing list, plus the new element.

The data type we want to tell you about now is a **tuple**. **A tuple is an immutable sequence type**. It can behave like a list, but it mustn't be modified in situ.

# Key takeaways: tuples

1. **Tuples** are ordered and unchangeable (immutable) collections of data. They can be thought of as immutable lists. They are written in round brackets:

myTuple = (1, 2, True, "a string", (3, 4), [5, 6], None) print(myTuple) myList = [1, 2, True, "a string", (3, 4), [5, 6], None] print(myList)

Each tuple element may be of a different type (i.e., integers, strings, booleans, etc.). What is more, tuples can contain other tuples or lists (and the other way round).

2. You can create an empty tuple like this:

emptyTuple = () print(type(emptyTuple)) # outputs: <class 'tuple'>

3. A one-element tuple may be created as follows:

oneElemTup1 = ("one", ) # brackets and a comma oneElemTup2 = "one", # no brackets, just a comma

If you remove the comma, you will tell Python to create a variable, not a tuple:

myTup1 = 1, print(type(myTup1)) # outputs: <class 'tuple'> myTup2 = 1 print(type(myTup2)) # outputs: <class 'int'>

4. You can access tuple elements by indexing them:

myTuple = (1, 2.0, "string", [3, 4], (5, ), True) print(myTuple[3]) # outputs: [3, 4]

5. Tuples are immutable, which means you cannot change their elements (you cannot append tuples, or modify, or remove tuple elements). The following snippet will cause an exception:

myTuple = (1, 2.0, "string", [3, 4], (5, ), True) myTuple[2] = "guitar" # a TypeError exception will be raised

However, you can delete a tuple as a whole:

myTuple = 1, 2, 3,

del myTuple

print(myTuple)

# NameError: name 'myTuple' is not defined

# Key takeaways: dictionaries

1. Dictionaries are unordered**\***, changeable (mutable), and indexed collections of data. (**\***In Python 3.6x dictionaries have become ordered by default.

Each dictionary is a set of *key : value* pairs. You can create it by using the following syntax:

myDictionary = { key1 : value1, key2 : value2, key3 : value3, }

2. If you want to access a dictionary item, you can do so by making a reference to its key inside a pair of square brackets (ex. 1) or by using the get() method (ex. 2):

polEngDict = { "kwiat" : "flower", "woda" : "water", "gleba" : "soil" } item1 = polEngDict["gleba"] # ex. 1 print(item1) # outputs: soil item2 = polEngDict.get("woda") print(item2) # outputs: water

3. If you want to change the value associated with a specific key, you can do so by referring to the item's key name in the following way:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } polEngDict["zamek"] = "lock" item = polEngDict["zamek"] # outputs: lock

4. To add or remove a key (and the associated value), use the following syntax:

myPhonebook = {} # an empty dictionary myPhonebook["Adam"] = 3456783958 # create/add a key-value pair print(myPhonebook) # outputs: {'Adam': 3456783958} del myPhonebook["Adam"] print(myPhonebook) # outputs: {}

You can also insert an item to a dictionary by using the update() method, and remove the last element by using the popitem() method, e.g.:

polEngDict = {"kwiat" : "flower"} polEngDict = update("gleba" : "soil") print(polEngDict) # outputs: {'kwiat' : 'flower', 'gleba' : 'soil'} polEngDict.popitem() print(polEngDict) # outputs: {'kwiat' : 'flower'}

5. You can use the for loop to loop through a dictionary, e.g.:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } for item in polEngDict: print(item) # outputs: zamek # woda # gleba

6. If you want to loop through a dictionary's keys and values, you can use the items() method, e.g.:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } for key, value in polEngDict.items(): print("Pol/Eng ->", key, ":", value)

7. To check if a given key exists in a dictionary, you can use the in keyword:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } if "zamek" in polEngDict: print("Yes") else: print("No")

8. You can use the del keyword to remove a specific item, or delete a dictionary. To remove all the dictionary's items, you need to use the clear() method:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } print(len(polEngDict)) # outputs: 3 del polEngDict["zamek"] # remove an item print(len(polEngDict)) # outputs: 2 polEngDict.clear() # removes all the items print(len(polEngDict)) # outputs: 0 del polEngDict # removes the dictionary

9. To copy a dictionary, use the copy() method:

polEngDict = { "zamek" : "castle", "woda" : "water", "gleba" : "soil" } copyDict = polEngDict.copy()

:#b -> converts to binary

:#o -> converts to octal

:#x -> converts to hexadecimal

:#0 -> converts to decimal as above example

<https://realpython.com/introduction-to-python-generators/>

<https://getkt.com/blog/types-of-function-arguments-in-python/>
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**min**("aAbByYzZ") - minimum element of the sequence passed as an argument

**max**("aAbByYzZ") - maximum element of the sequence passed as an argument

"aAbByYzZaA".**index**("b") - searches the sequence from the beginning, in order to find the first element of the value specified in its argument; its absence will cause a ValueError exception

**list**("abcabc") - takes its argument (a string) and creates a new list containing all the string's characters, one per list element.

"abcabc**".count**("b") - counts all occurrences of the element inside the sequence

'aBcD'.**capitalize(**) - if the first character inside the string is a letter (note: the first character is

element with an index equal to 0, not just the first visible character), it will

be converted to upper- case;all remaining letters from the string will be converted to lower-case.

**center**()- adding some spaces before and after the string

print('[' + 'gamma'.center(20, '\*') + ']')

"epsilon".**endswith**("on") - checks if the given string ends with the specified argument and returns True or False

print(“etata”.**find**('eta')), print('kappa'.**find**('a', 2)), print('kappa'.**find**('a', 1, 4))

**isalnum()** checks if the string contains only digits or alphabetical characters (letters), and returns True or False 'lambda30'.isalnum()

**isalpha()** - letters only

**isdigit()** - digits only

**islower()** - lower-case letters only.

**isspace()** - identifies whitespaces only

**isupper()** - upper-case letters only.

**join()** - ",".join(["omicron", "pi", "rho"])

**lower()** method makes a copy of a source string, replaces all upper-case letters with their lower-case counterparts

**lstrip()** method returns a newly created string formed from the original one by removing all leading whitespaces

The one-parameter lstrip() method does the same as its parameterless version, but removes all characters enlisted in its argument (a string), not just whitespaces:

print("www.cisco.com".lstrip("w."))

**replace()** method returns a copy of the original string in which all occurrences of the first argument have been replaced by the second argument

print("This is it!".replace("is", "are", 1))

print("This is it!".replace("is", "are", 2))

**rfind()** do nearly the same things as their counterparts (the ones devoid of the r prefix), but start their searches from the end of the string, not the beginning (hence the prefix r, for right).

**lstrips**, like rstrip() but affect the opposite side of the string.

**split()** - it splits the string and builds a list of all detected substrings.

**startswith()** method is a mirror reflection of endswith() - it checks if a given string starts with the specified substring

**trip()** - makes a new string lacking all the leading and trailing whitespaces

**swapcase()** method makes a new string by swapping the case of all letters within the source string

**title()** - changes every word's first letter to upper-case, turning all other ones to lower-case

**upper()** - method makes a copy of the source string, replaces all lower-case letters with their upper-case counterparts

**sorted()** - returns a new list

firstGreek = ['omega', 'alpha', 'pi', 'gamma']

firstGreek2 = sorted(firstGreek)

**sort()** - no new list is created :

secondGreek = ['omega', 'alpha', 'pi', 'gamma']

secondGreek.sort()

![](data:image/png;base64,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)
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\_\_init\_\_

\_\_dict\_\_

hasattr - function which is able to safely check if any object/class contains a specified property

\_\_name\_\_ property contains the name of the class, is absent from the object - it exists only inside classes

\_\_module\_\_ is a string, too - it stores the name of the module which contains the definition of the class

\_\_bases\_\_ is a tuple. The tuple contains classes (not class names) which are direct superclasses for the class.

setattr()

getattr()

isinstance()

\_\_str\_\_()

issubclass(ClassOne, ClassTwo)

The function returns True if ClassOne is a subclass of ClassTwo, and False otherwise.

isinstance(objectName, ClassName) - functions returns True if the object is an instance of the class, or False otherwise

**DECORATORS:**

def make\_pretty(func):

def inner():

print("I got decorated")

func()

return inner

**@make\_pretty**

def ordinary():

print("I am ordinary")

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
def smart\_devide(f):  
 def decor(x,y):  
 print(f"I'll be devide {x} / {y}")  
 if y == 0:  
 print("It's impossible")  
 return  
 return f(x,y)  
 return decor  
  
@smart\_devide  
def divide(a,b):  
 return a/b  
  
# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
  
def smart\_devide\_args(f):  
 def decor(\*args):  
 x = args[0]  
 y = args[1]  
 z = args[2]  
 print(f"I'll be devide {x} / {y} plus {z}")  
 if y == 0:  
 print("It's impossible")  
 return  
 return f(\*args)  
 return decor  
  
  
@smart\_devide\_args  
def divide\_args(\*args):  
 a = args[0]  
 b = args[1]  
 c = args[2]  
 return a/b+c

**ITERATORS:**

li = [1,4,6,9,10]  
iterat = iter(li)  
print(next(iterat),next(iterat))  
print(iterat.\_\_next\_\_(),iterat.\_\_next\_\_(),iterat.\_\_next\_\_())  
  
print(int())  
  
class my\_iter():  
  
 def \_\_init\_\_(self,table):  
 self.table = table  
 self.lenght = len(table)  
  
 def \_\_iter\_\_(self):  
 self.i = 0  
 return self  
  
 def \_\_next\_\_(self):  
 if self.i < self.lenght:  
 self.i += 1  
 return self.i\*\*2  
 else:  
 raise StopIteration  
  
f\_iter = my\_iter(li)  
aaa = iter(f\_iter)  
for z in li:  
 print(next(aaa))  
  
# print(aaa.\_\_next\_\_())  
# print(next(aaa),next(aaa),next(aaa),next(aaa),next(aaa))

**GENERATORS:**

Simply speaking, a generator is a function that returns an object (iterator) which we can iterate over (one value at a time).

def gen2x\_5(max = 0):  
 i = 0  
 while i < max:  
 yield 2\*i+5  
 i +=1  
  
for x in gen2x\_5(25):  
 print(x)

* 1. Tupla / list / dictionaries – sortowanie jak wygląda

Tuples are immutable

Dictionary: unordered collection of data values

* 1. Przekazywanie argumentów do funkcji – przez \*args pozycyjne (lista) lub przez \*kwargs (słownik)
  2. Typowanie dynamiczne vs ograniczenie typu do wartości :

<https://realpython.com/python-type-checking/>

<https://geek.justjoin.it/jak-okielznac-typy-w-pythonie-czyli-python-3-i-type-annotation/>

* 1. Polymorfizm: <https://www.edureka.co/blog/polymorphism-in-python/>
  2. Class inheritance – limitations of number superclasses
  3. Słowo kluczowe self
  4. Generators
  5. Garbage collector: <https://stackify.com/python-garbage-collection/>
  6. Python interpretowany język vs języki compilowane
  7. Wielowątkowość – dostęp do zasobów Global Interpreter Log: <https://realpython.com/python-gil/>
  8. Decorators - build decorators:

<https://www.datacamp.com/community/tutorials/decorators-python>

* 1. Slice on lists
  2. Range vs xrange: range returns list but xrage returns generator, deprecated in Python 3 : <https://www.geeksforgeeks.org/range-vs-xrange-python/>
  3. Monkey patching:

<https://medium.com/@chipiga86/python-monkey-patching-like-a-boss-87d7ddb8098e>

<https://riptutorial.com/python/example/9909/monkey-patching>

* 1. Lambda function, map, filter: <https://www.programiz.com/python-programming/anonymous-function>
  2. Anagram solutions

Shallow copy vs deep\_copy: <https://realpython.com/copying-python-objects/>

python -c “import platform; print(platform.python\_implementation())”