Manual SQL

***Nivel Básico / Intermedio***

![](data:image/jpeg;base64,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)

![](data:image/jpeg;base64,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)

***Manual SQL***

Contenido

[Introducción a lenguaje SQL 4](#_Toc101610991)

[¿Que es SQL? 4](#_Toc101610992)

[Componentes 4](#_Toc101610993)

[Comandos 4](#_Toc101610994)

[Comandos DLL 4](#_Toc101610995)

[Comandos DML 5](#_Toc101610996)

[DDL - Lenguaje de declaración de datos. 5](#_Toc101610997)

[El comando CREATE TABLE. 5](#_Toc101610998)

[El comando DROP TABLE. 5](#_Toc101610999)

[El comando ALTER. 6](#_Toc101611000)

[Comentarios 6](#_Toc101611001)

[Scripts para crear tablas 7](#_Toc101611002)

[Scripts para crear índices 7](#_Toc101611003)

[DML – Lenguaje de manipulación de datos 7](#_Toc101611004)

[Cláusulas 7](#_Toc101611005)

[Operadores lógicos 8](#_Toc101611006)

[Operadores de Comparación 8](#_Toc101611007)

[Funciones de Agregado 8](#_Toc101611008)

[Consultas Simples 8](#_Toc101611009)

[La sentencia SELECT y FROM 8](#_Toc101611010)

[Alias 9](#_Toc101611011)

[La cláusula WHERE 9](#_Toc101611012)

[Comodines 10](#_Toc101611013)

[La cláusula ORDER BY 11](#_Toc101611014)

[ALL 11](#_Toc101611015)

[Consultas Multitablas 11](#_Toc101611016)

[Unión de tablas 11](#_Toc101611017)

[Producto cartesiano 12](#_Toc101611018)

[El outer join 12](#_Toc101611019)

[El operador UNION 12](#_Toc101611020)

[La cláusula GROUP BY 13](#_Toc101611021)

[La cláusula HAVING 14](#_Toc101611022)

[Subconsultas 14](#_Toc101611023)

[Subconsultas en Cláusula WHERE 14](#_Toc101611024)

[Referencias Externas 15](#_Toc101611025)

[Operador EXISTS 15](#_Toc101611026)

[Subconsultas en Cláusula FROM 15](#_Toc101611027)

[Subconsultas en Cláusula SELECT 16](#_Toc101611028)

[DML – Lenguaje de manipulación de datos. 17](#_Toc101611029)

[SELECT 17](#_Toc101611030)

[INSERT 18](#_Toc101611031)

[UPDATE 19](#_Toc101611032)

[MERGE 20](#_Toc101611033)

[DELETE 20](#_Toc101611034)

[Funciones SQL predefinidas 21](#_Toc101611035)

[TO\_DATE 21](#_Toc101611036)

[TO\_CHAR 21](#_Toc101611037)

[LAST\_DAY 23](#_Toc101611038)

[ADD\_MONTHS 23](#_Toc101611039)

[INITCAP 23](#_Toc101611040)

[LOWER 23](#_Toc101611041)

[UPPER 24](#_Toc101611042)

[DECODE 24](#_Toc101611043)

[CASE 24](#_Toc101611044)

[NVL 25](#_Toc101611045)

[CEIL 25](#_Toc101611046)

[FLOOR 25](#_Toc101611047)

[LPAD 25](#_Toc101611048)

[RPAD 26](#_Toc101611049)

[LTRIM 26](#_Toc101611050)

[RTRIM 26](#_Toc101611051)

[TRIM 26](#_Toc101611052)

[SUBSTR 27](#_Toc101611053)

[LENGTH 27](#_Toc101611054)

[ASCII 27](#_Toc101611055)

[CHR 27](#_Toc101611056)

[ROWNUM 28](#_Toc101611057)

[Ejercicios 29](#_Toc101611058)

[Ejercicios adicionales 31](#_Toc101611059)

[Bibliografía utilizada y recomendada 34](#_Toc101611060)

# Introducción a lenguaje SQL

# ¿Que es SQL?

SQL es un lenguaje de base de datos normalizado, eficiente y flexible, utilizado por los diferentes motores de bases de datos para la manipulación y examen de datos relacionales sobre los datos o sobre la estructura de los mismos.

Cada motor de base de datos tiene sus peculiaridades y lo hace diferente de otro motor por lo que el lenguaje SQL normalizado (ANSI) no nos serviría para resolver todos los problemas que se nos pueda presentar, lo que sí se puede garantizar es que cualquier sentencia escrita en ANSI es soportada o interpretada por cualquier motor de bases de datos.
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Servidor

Servidor

SQL

SQL

SQL SQL SQL

Cliente

Cliente

En la primer figura se dan múltiples comunicaciones con la red, una por cada orden SQL, en cambio en la segunda figura se empaquetan todas las ordenes SQL en un único paquete que se envía al servidor como una unidad, con lo cual se disminuye él trafico de red y se incrementa la velocidad de la aplicación.

# Componentes

El lenguaje SQL está compuesto por comandos, cláusulas, operadores y funciones de agregado. Estos elementos se combinan en las instrucciones para crear, actualizar y manipular las bases de datos.

### Comandos

Existen dos tipos de comandos SQL:

* Los DDL que permiten crear y definir nuevas bases de datos, campos e índices.
* Los DML que permiten generar consultas para ordenar, filtrar y extraer datos de la base de datos.

### Comandos DDL

|  |  |
| --- | --- |
| **Comando** | **Descripción** |
| CREATE | Para crear nuevas tablas, campos e índices |
| DROP | Para eliminar tablas e índices |
| ALTER | Para agregar columnas a las tablas, modificar tipos de datos |

### Comandos DML

|  |  |
| --- | --- |
| **Comando** | **Descripción** |
| SELECT | Utilizado para consultar registros de la base de datos que satisfagan un criterio determinado |
| INSERT | Utilizado para cargar lotes de datos en la base de datos en una única operación. |
| UPDATE | Utilizado para modificar los valores de los campos y registros especificados |
| DELETE | Utilizado para eliminar registros de una tabla de una base de datos |

# DDL - Lenguaje de declaración de datos.

### El comando CREATE TABLE.

Para crear una tabla en la base de datos se realiza con el comando CREATE TABLE, la sintaxis es la siguiente:

Sintaxis:

CREATE TABLE [ nombre\_de\_tabla ] (

columna\_1 tipo\_de\_datos, columna\_2 tipo\_de\_datos,

....

....

columna\_n tipo\_de\_datos

)

Ejemplo:

CREATE TABLE empleados (

emp\_codigo number(4), emp\_apellido varchar2(50), emp\_nombre varchar2(50), emp\_domicilio varchar2(100), emp\_cp number(4)

);

CREATE TABLE localidades (

loc\_codigo number(4), loc\_localidad varchar2(50), loc\_provincia varchar2(50)

);

### El comando DROP TABLE.

Para eliminar una tabla en la base de datos se realiza con el comando DROP TABLE. Sintaxis:

DROP TABLE [ nombre\_de\_tabla ] Ejemplo:

DROP TABLE empleados;

DROP TABLE localidades;

### El comando ALTER.

Para alterar la estructura de una tabla, ya sea agregar columnas, modificar el tipo de datos de una columna, agregar una clave primaria o una clave foránea utilizamos el comando ALTER, la sintaxis es la siguiente:

Sintaxis:

ALTER TABLE [ nombre\_de\_tabla ]

ADD [ nombre\_de\_columna ] [ tipo\_de\_datos ];

ALTER TABLE [ nombre\_de\_tabla ]

MODIFY [ nombre\_de\_columna ] [ tipo\_de\_datos ];

ALTER TABLE [ nombre\_de\_tabla ]

CHANGES [ nombre\_de\_columna ] [ nombre\_de\_columna ];

ALTER TABLE [ nombre\_de\_tabla ] DROP COLUMN [ nombre\_de\_columna ];

ALTER TABLE [ nombre\_de\_tabla ]

ADD CONSTRAINT [ nombre\_constraint ] PRIMARY KEY ( [ nombre\_columna ] );

Ejemplos:

ALTER TABLE empleados ADD barrio varchar2(2);

ALTER TABLE empleados MODIFY barrio varchar2(200);

ALTER TABLE empleados

CHANGES barrio barrios;

ALTER TABLE empleados DROP COLUMN barrio;

ALTER TABLE empleados

ADD CONSTRAINT empleados\_pk PRIMARY KEY (emp\_codigo);

### Comentarios

Para hacer comentarios existen dos formas: Comentario *monolínea*

-- comentario

comentario *multilínea*

/\* comentario comentario comentario \*/

### Scripts para crear tablas

CREATE TABLE empleado (

emp\_codigo number(4) CONSTRAINT empleados\_pk PRIMARY KEY, emp\_apellido varchar2(50),

emp\_nombre varchar2(50), emp\_domicilio varchar2(100)

);

CREATE TABLE localidad (

loc\_codigo number(4), loc\_localidad varchar2(50), loc\_provincia varchar2(50), loc\_cp number(4)

);

Agregamos la columna loc\_codigo en la tabla empleado ALTER TABLE empleado

ADD loc\_codigo number(4);

Definimos loc\_codigo como clave primaria en la tabla localidad ALTER TABLE localidad

ADD CONSTRAINT localidad\_pk PRIMARY KEY (loc\_codigo);

Definimos loc\_codigo como clave foránea en la tabla empleado, referenciando dicho código a la tabla localidad.

ALTER TABLE empleado

ADD CONSTRAINT empleado\_fk FOREIGN KEY (loc\_codigo) REFERENCES localidad (loc\_codigo) ;

### Scripts para crear índices

Indice por código de empleado de la tabla empleado (si ya es clave primaria da un error) CREATE INDEX empleado\_1\_idx on empleado (emp\_codigo);

Indice por código postal de la tabla localidad

CREATE INDEX localidad\_1\_idx on localidad (loc\_cp);

Indice por código de la tabla localidad (si ya es clave primaria da un error) CREATE INDEX localidad\_2\_idx on localidad (loc\_codigo);

# DML – Lenguaje de manipulación de datos

### Cláusulas

Las cláusulas son condiciones de modificación utilizadas para definir los datos que desean seleccionar o manipular.

|  |  |
| --- | --- |
| **Cláusula** | **Descripción** |
| FROM | Utilizada para especificar la tabla de la cual se van a seleccionar los registros. |
| WHERE | Utilizada para especificar las condiciones que deben reunir los registros que se van a seleccionar. |
| GROUP BY | Utilizada para separar los registros seleccionados en grupos específicos |
| HAVING | Utilizada para expresar la condición que debe satisfacer cada grupo |
| ORDER BY | Utilizada para ordenar los registros seleccionados de acuerdo con un orden específico |

### Operadores lógicos

|  |  |
| --- | --- |
| **Operador** | **Uso** |
| AND | Es él "y" lógico. Evalúa dos condiciones y devuelve un valor de verdad sólo si ambas son ciertas. |
| OR | Es él "o" lógico. Evalúa dos condiciones y devuelve un valor verdadero si alguna de las dos es cierta. |
| NOT | Negación lógica. Devuelve el valor contrario de la expresión. |

### Operadores de Comparación

|  |  |
| --- | --- |
| **Operador** | **Uso** |
| < | Menor que |
| > | Mayor que |
| <> | Distinto de |
| <= | Menor ó Igual que |
| >= | Mayor ó Igual que |
| = | Igual que |
| BETWEEN | Utilizado para especificar un intervalo de valores |
| LIKE | Utilizado en la comparación de un modelo |
| IN | Utilizado para especificar registros de una base de datos |

### Funciones de Agregado

Las funciones de agregado se usan dentro de una cláusula SELECT en grupos de registros para devolver un único valor que se aplica a un grupo de registros.

|  |  |
| --- | --- |
| **Función** | **Descripción** |
| AVG | Utilizada para calcular el promedio de los valores de un campo determinado |
| COUNT | Utilizada para devolver el número de registros de la selección |
| SUM | Utilizada para devolver la suma de todos los valores de un campo determinado |
| MAX | Utilizada para devolver el valor más alto de un campo especificado |
| MIN | Utilizada para devolver el valor más bajo de un campo especificado |

# Consultas Simples

### La sentencia SELECT y FROM

Sintaxis:

SELECT Campos FROM Tabla;

La sentencia SELECT nos permite definir las columnas de la tabla que queremos consultar, las columnas de la sentencia se deben delimitar por comas.

La sentencia FROM nos permite definir la tabla a la que queremos acceder.

Los campos que se quieren consultar se expresan en la sección “campos” de la sintaxis, separándose por comas los campos que se quieren consultar.

Por ejemplo:

SELECT cellular\_number, esn FROM cellulars;

Esta consulta devuelve dos columnas con n cantidad de filas, donde n es la cantidad de filas que posee la tabla.

### Alias

En determinadas circunstancias es necesario asignar un nombre a alguna columna determinada de un conjunto devuelto, otras veces por simple capricho o por otras circunstancias. Para resolver todas ellas tenemos la palabra reservada AS que se encarga de asignar el nombre que deseamos a la columna deseada. Tomando como referencia el ejemplo anterior podemos hacer que la columna devuelta por la consulta, en lugar de llamarse cellular\_number (igual que el campo devuelto) se llame “Nro. De Celular”. En este caso procederíamos de la siguiente forma:

SELECT cellular\_number AS “Nro. De Celular” FROM cellulars;

AS no es una palabra reservada del ANSI, existen diferentes sistema de asignar los alias en función del motor de bases de datos. En ORACLE para asignar un alias a un campo hay que hacerlo de las siguientes formas:

SELECT cellular\_number AS “Nro. De Celular” FROM cellulars; O también:

SELECT cellular\_number “Nro. De Celular” FROM cellulars;

También podemos asignar alias a las tablas, en este caso hay que tener en cuenta que en todas las referencias que deseemos hacer a dicha tabla se ha de utilizar el alias en lugar del nombre. Esta es útil cuando se utilizan varias tablas en una misma consulta.

Por ejemplo:

SELECT c.client\_id AS “Cliente” FROM clients c;

El alias de la tabla clients es c, este alias se debe utilizar en las columnas de selección debido a que una columna se puede repetir en varias tablas de la consulta.

### La cláusula WHERE

La cláusula WHERE nos permite condicionar las filas o registros de datos en los resultados de la consulta, para esto los registros deben cumplir las condiciones que se especifican en dicha cláusula.

Esta cláusula es opcional y debe ir a continuación del FROM, si no se emplea esta cláusula, la consulta devolverá todas las filas de la tabla.

Sintaxis:

WHERE expresion1 operador expresion2

Expresion1 y expresion2 pueden ser valores constantes o columnas de una tabla. Operador es un operador relacional que une dos expresiones.

Ejemplo:

La siguiente consulta nos devuelve los datos de los clientes con client\_id mayor a 30000. SELECT \* FROM clients WHERE client\_id > 30000;

La siguiente consulta nos devuelve los datos de los clientes con client\_id = 21000 SELECT \* FROM clients WHERE client\_id = 21000;

La siguiente consulta nos devuelve los datos de los clientes cuyo apellido comienza con la letra ‘A’. SELECT \* FROM clients WHERE surname like ‘A%’;

El caracter % indicar cualquier cadena después de la letra A.

La siguiente consulta nos devuelve los datos de los clientes cuyos apellidos comienzan con MA y luego cualquier carácter.

SELECT \* FROM clients WHERE surname like ‘MA%’;

La siguiente consulta nos devuelve los datos de los clientes con client\_id mayor e igual a 10000 and client\_id menor a igual 20000.

SELECT \* FROM clients WHERE client\_id BETWEEN 10000 and 20000; o

SELECT \* FROM clients WHERE client\_id >= 10000 AND client\_id <= 20000;

La siguiente consulta nos devuelve los datos de los clientes con client\_id igual a 21000 o client\_id igual a 21001 o client\_id igual a 21002.

SELECT \* FROM clients WHERE client\_id = 21000 or client\_id = 21001 or client\_id = 21002; o

SELECT \* FROM clients WHERE client\_id = 21000 UNION

SELECT \* FROM clients WHERE client\_id = 21001 UNION

SELECT \* FROM clients WHERE client\_id = 21002

### Comodines

|  |  |
| --- | --- |
| **Comodín** | **Descripción** |
| **\*** | Sustituye a todos los campos. |
| **%** | Sustituye a cualquier cosa o nada dentro de una cadena. |
| **\_** | Sustituye un solo carácter dentro de una cadena. |

### La cláusula ORDER BY

Cuando se recuperan registros de una tabla se puede especificar el orden en que se desean ver los datos, para esto utilizamos la cláusula ORDER BY.

Ejemplo:

SELECT client\_id AS “Cliente” FROM clients ORDER BY client\_id; o

SELECT client\_id AS “Cliente” FROM clients ORDER BY 1;

También podemos ordenar registros por más de una columna, como por ejemplo:

SELECT client\_id, name, surname AS “Cliente” FROM clients ORDER BY name, surname;

El orden por defecto es ascendente y se lo puede especificar mediante la cláusula ASC, para el ordenamiento descendente se lo especifica mediante la cláusula DESC.

SELECT client\_id, surname, name FROM clients ORDER BY surname DESC, name ASC;

**Las cláusulas DISTINCT/ALL DISTINCT**

La cláusula DISTINCT omite los registros que contienen datos duplicados en los campos seleccionados.

Para que los valores de cada campo listado en la instrucción SELECT se incluyan en la consulta deben ser únicos.

Por ejemplo, la tabla cellulars contiene la columna accounts\_id donde se repite para los distintos celulares, si necesitamos obtener únicamente las distintas cuentas lo obtenemos con la siguiente sentencia:

SELECT DISTINCT account\_id FROM cellulars;

Con otras palabras el predicado DISTINCT devuelve aquellos registros cuyos campos indicados en la cláusula SELECT posean un contenido diferente.

## ALL

Para seleccionar todas las columnas de la/s tablas/s a consultar podemos utilizar el comodín (\*) asterisco.

# Consultas Multitablas

### Unión de tablas

Cuando una consulta esta compuesta por más de una tabla se debe buscar un campo que contengan información en común en las tablas que interactúan en la consulta, este campo en común nos determina una relación entre las tablas. Estos campos son los que tenemos que relacionar en la cláusula WHERE, esto se lo conoce con el término de JOIN.

El JOIN es indicado en la cláusula WHERE como una condición, en el ejemplo que se muestra a continuación se van a mostrar todas las columnas de la tabla clients y todas las columnas de la tabla accounts, los registros que se van a mostrar son aquellos donde la el campo client\_id de la tabla clients sea igual al campo client\_id de la tabla accounts.

Sintaxis:

SELECT columnas FROM tabla1 a, tabla2 b WHERE a.columna1 = b.columna1

Ejemplo:

SELECT \* FROM clients a, accounts b WHERE a.client\_id = b.client\_id;

### Producto cartesiano

Cuando dos tablas en una consulta no se relacionan a través de un campo se obtiene lo que se llama, producto cartesiano, la cantidad de filas que obtenemos en la consulta es el producto de la cantidad de filas de cada una de las tablas.

Sintaxis:

SELECT \* FROM Tabla1, Tabla2 Ejemplo:

SELECT \* FROM Tabla1, Tabla2 Tabla1 = 500 registros.

Tabla2 = 10 registros.

Cantidad de filas resultantes = 5000 registros.

### El outer join

En el ejemplo anterior, la cantidad de filas que se obtienen en la consulta es la cantidad de filas que tiene la tabla accounts, esto es debido a que la relación entre las tablas en el modelo de datos es que un cliente tiene muchas cuentas. En el caso de que un cliente no tenga ninguna cuenta, dicho cliente no va a ser devuelto en la consulta, para esto utilizamos el outer join. El outer join se indica con el signo mas entre paréntesis (+), se debe especificar en la columna de la tabla donde no existen filas.

Sintaxis:

SELECT columnas FROM tabla1 a, tabla2 b WHERE a.columna1 = b.columna1(+)

Ejemplo:

SELECT \* FROM clients a, accounts b WHERE a.client\_id = b.client\_id(+);

Esta consulta nos devuelve todos los clientes de la tabla clients con las cuentas asociadas a cada uno de los clientes por mas que no existan cuentas para el cliente las columnas de la tabla accounts devolverán valores nulos.

### El operador UNION

El operador UNION combina el resultado de dos sentencias SELECT en un único resultado. Este resultado se compone de todos los registros devueltos de cada una de las sentencias, por defecto los registros repetidos se omiten en la consulta, para que no se omitan estos registros se debe utilizar la palabra ALL.

Sintaxis:

SELECT columnas FROM tabla1 UNION

SELECT columnas FROM tabla2

Ejemplo:

SELECT surname, name FROM clients WHERE surname like ‘MAR%’ UNION ALL

SELECT surname, name FROM clients WHERE surname like ‘BAR%’

Esta consulta nos devuelve todos los clientes con apellido que comienzan con ‘MAR’ y le unimos todos los clientes con apellido que comienzan con ‘bar’, si en la consulta hay filas repetidas y las queremos eliminar usamos el operador UNION en vez de UNION ALL.

Tener en cuenta que la cantidad de columnas de ambas consultas deben ser iguales.

### La cláusula GROUP BY

La cláusula GROUP BY se utiliza para hacer una consulta sumarizada, en vez de devolver una fila por cada fila de datos de la base de datos, una consulta sumarizada agrupa las columnas que especificamos en la consulta obteniendo como resultado 1 fila por cada uno de los grupos. En estas consultas podemos utilizar las funciones de agregación para obtener totales por cada uno de los grupos.

Las columnas de agrupamiento deben coincidir con las columnas de la sentencia SELECT sin incluir las funciones de agregación.

Sintaxis:

SELECT columnas, count(\*) FROM tabla1 GROUP BY columnas

Ejemplo:

La siguiente consulta nos devuelve la cantidad de clientes con el mismo nombre.

SELECT name, count(\*) FROM clients a GROUP BY name;

La siguiente consulta nos devuelve el importe vendido, la factura con menor importe y la factura de mayor importe de los clientes

SELECT b.name “Nombre Cliente”, sum(a.importe) “Cantidad Vendida”, min(a.importe) “Minima Factura”, max(a.importe) “Máxima Factura”

FROM ventas a, clients b WHERE a.client\_id = b.client\_id GROUP BY b.name;

Si a la consulta anterior le agregamos una columna para obtener las cantidades pero por año y mes deberíamos hacer:

SELECT b.name “Nombre Cliente”, to\_char(fecha\_factura,’yyyymm’) “Año Mes”, sum(a.importe) “Cantidad Vendida”, min(a.importe) “Minima Factura”, max(a.importe) “Máxima Factura”

FROM ventas a, clients b WHERE a.client\_id = b.client\_id

GROUP BY b.name, to\_char(fecha\_factura,’yyyymm’);

### La cláusula HAVING

La cláusula HAVING nos permite incluir solo ciertos grupos producidos por la cláusula GROUP BY, en otras palabras es aplicar una condición a un agrupamiento.

Sintaxis:

SELECT columnas, count(\*) FROM tabla1 GROUP BY columnas

HAVING expresion1 operador expresion2

Ejemplo:

La siguiente consulta nos devuelve la cantidad de clientes con el mismo nombre cuya cantidad de nombres es mayor e igual a 10.

SELECT name, count(\*) FROM clients a GROUP BY name

HAVING count(\*) > 9;

La siguiente consulta nos devuelve el importe vendido de todos los clientes que facturaron más de 10000. SELECT b.name “Nombre Cliente”,

sum(a.importe) “Cantidad Vendida” FROM ventas a, clients b

WHERE a.client\_id = b.client\_id

GROUP BY b.name

HAVING sum(a.importe) > 10000;

# Subconsultas

Nos permite encontrar un criterio de selección para otra consulta Cuando el criterio de búsqueda no es conocido usamos una Subconsulta

Pueden ser muy útiles cuando se necesita seleccionar filas de una tabla con una condición que depende de los datos que están en la misma tabla o en alguna otra.

Se pueden colocar en diferentes cláusulas, como por ejemplo: SELECT (siempre y cuando devuelvan un valor).

##### FROM WHERE

### Subconsultas en Cláusula WHERE

Sintaxis:

SELECT lista\_select FROM tabla

WHERE expr operador

(SELECT lista\_select FROM tabla)

Ejemplo: empleados que ganan más que el empleado 110.

#### SELECT \*

**FROM** employees

**WHERE** salary > (**SELECT** salary

**FROM** employees s

**WHERE** s.employee\_id = 110)
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Una subconsulta debe estar encerrada entre paréntesis.

La subconsulta debe aparecer a la derecha del operador de comparación. Se puede utilizar funciones de grupo en una subconsulta.

Ejemplo: Mostrar los empleados cuyo salario es igual al mínimo. SELECT \*

FROM employees

WHERE salary = (SELECT MIN (salary)

FROM employees) Algunos errores comunes:

##### SELECT \*

FROM employees

WHERE salary = (SELECT MIN (salary)

FROM employees GROUP BY department\_id)

### Referencias Externas

La subconsulta hace referencia a una columna de la tabla principal. Se evalúa una vez para cada fila que procesa la sentencia principal.

Mostrar todos los empleados que ganan más que el salario medio de su departamento.

SELECT last\_name, first\_name, department\_id FROM employees e

WHERE salary > (SELECT AVG (salary)

FROM employees ea

WHERE ea.department\_id = e.department\_id)

### Operador EXISTS

Comprueba la existencia de filas en el juego de resultados de la subconsulta. Es una alternativa del Operador IN.

Ejemplo: Buscar todos los departamentos que tengan empleados SELECT \*

FROM departments d

WHERE EXISTS (SELECT ‘a’

FROM employees e

WHERE e.department\_id = d.department\_id)

### Subconsultas en Cláusula FROM

Define un origen de datos sólo para esa sentencia. Ventaja: No creo un objeto en la Base de Datos.

La subconsulta en la cláusula FROM debe estar encerrada entre paréntesis y además es posible asignarle un alias. Las columnas seleccionadas en la subconsulta pueden ser referenciadas en la consulta principal, tal como se referencian las columnas de una tabla normal.

SELECT a.last\_name, a.salary

FROM employees a, (SELECT department\_id,

AVG (salary) sala FROM employees

GROUP BY department\_id) b WHERE a.department\_id = b.department\_id

AND a.salary >b.sala

Empleados que ganan más que el salario medio de su departamento.

### Subconsultas en Cláusula SELECT

La Subconsulta debe devolver un único valor.

Mostrar el apellido, número de departamento y el salario más alto del departamento de los empleados que el apellido comience con una H.

SELECT last\_name, department\_id,

(SELECT MAX (salary) FROM employees sq

WHERE sq.department\_id = e.department\_id ) NSAL FROM employees

WHERE last\_name LIKE ‘H%’;

# DML – Lenguaje de manipulación de datos.

## SELECT

Selecciona todos las columnas de la tabla EMPLEADO. SELECT \*

##### FROM EMPLEADO

Selecciona todas las columnas de la tabla EMPLEADO donde el código del empleado es igual a 1. SELECT \*

##### FROM EMPLEADO WHERE EMP\_CODIGO = 1

Selecciona todas las columnas de la tabla EMPLEADO donde el código del empleado es igual a 1 o igual a 2.

##### SELECT \*

##### FROM EMPLEADO

##### WHERE EMP\_CODIGO IN (1,2)

Selecciona todas las columnas de la tabla EMPLEADO donde el código del empleado es igual a 1 o igual a 2.

##### SELECT \*

##### FROM EMPLEADO

##### WHERE EMP\_CODIGO = 1 OR EMP\_CODIGO = 2

Selecciona todas las columnas de la tabla EMPLEADO y la tabla LOCALIDAD. SELECT \*

##### FROM EMPLEADO EMP, LOCALIDAD LOC WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO

Selecciona la provincia y la cantidad de clientes por provincia de las tablas LOCALIDAD y PROVINCIA. SELECT LOC\_PROVINCIA, COUNT(\*) CANTIDAD

##### FROM EMPLEADO EMP, LOCALIDAD LOC WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO GROUP BY LOC\_PROVINCIA

Selecciona todas las provincias y la cantidad de clientes por provincia de las tablas LOCALIDAD y PROVINCIA.

##### SELECT LOC\_PROVINCIA, COUNT(\*) CANTIDAD FROM EMPLEADO EMP, LOCALIDAD LOC

##### WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO(+) GROUP BY LOC\_PROVINCIA

Selecciona todas las provincias y la cantidad de clientes por provincia de las tablas LOCALIDAD y PROVINCIA, para las provincias donde la localidad es nula muestra SIN DATOS el nombre de la provincia.

##### SELECT NVL(LOC\_PROVINCIA,’SIN DATOS’) PROVINCIA , COUNT(\*) CANTIDAD FROM EMPLEADO EMP, LOCALIDAD LOC

##### WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO(+) GROUP BY LOC\_PROVINCIA

Selecciona las provincias y la cantidad de clientes por provincia de las tablas LOCALIDAD y PROVINCIA, para aquellas provincias donde la cantidad de clientes es mayor a 10, para las provincias donde la localidad es nula muestra SIN DATOS el nombre de la provincia.

##### SELECT NVL(LOC\_PROVINCIA,’SIN DATOS’) PROVINCIA , COUNT(\*) CANTIDAD FROM EMPLEADO EMP, LOCALIDAD LOC

##### WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO GROUP BY LOC\_PROVINCIA

##### HAVING COUNT(\*) > 10

Selecciona todas las columnas de la tabla EMPLEADO donde existe al menos una fila en la tabla LOCALIDAD.

##### SELECT \*

##### FROM EMPLEADO EMP WHERE EXISTS (SELECT \*

##### FROM LOCALIDAD LOC

##### WHERE LOC.LOC\_CODIGO = EMP.LOC\_CODIGO)

## INSERT

Inserta en la tabla empleado el código, apellido y nombre.

##### INSERT INTO EMPLEADO(EMP\_CODIGO, EMP\_APELLIDO, EMP\_NOMBRE) VALUES(1, ‘PEREZ’, ‘JUAN’)

Inserta en la tabla EMPLEADO el código, apellido, nombre y código de localidad.

##### INSERT INTO EMPLEADO(EMP\_CODIGO, EMP\_APELLIDO, EMP\_NOMBRE, LOC\_CODIGO) VALUES(1, ‘PEREZ’, ‘JUAN’, 1)

*ERROR en línea 1:*

*ORA-00001: restricción única (EMPLEADOS\_PK) violada*

Como existe el código 1 nos da el error de clave primaria.

Inserta en la tabla LOCALIDAD el código, localidad y provincia.

##### INSERT INTO LOCALIDAD(LOC\_CODIGO, LOC\_LOCALIDAD, LOC\_PROVINCIA) VALUES(1, ‘CORDOBA’, ‘CORDOBA’)

Si insertamos una nueva localidad con el código 1 nos va a dar error de clave primaria al igual que en el ejemplo anterior.

##### INSERT INTO LOCALIDAD(LOC\_CODIGO, LOC\_LOCALIDAD, LOC\_PROVINCIA) VALUES(1, ‘VILLA MARIA’, ‘CORDOBA’)

*ERROR en línea 1:*

*ORA-00001: restricción única (LOCALIDAD\_PK) violada*

Para esto agregamos la misma localidad con el código 2.

##### INSERT INTO LOCALIDAD(LOC\_CODIGO, LOC\_LOCALIDAD, LOC\_PROVINCIA) VALUES(2, ‘VILLA MARIA’, ‘CORDOBA’)

Insertamos en la tabla EMPLEADO el empleado Eduardo Perez cuyo domicilio esta en la localidad CORDOBA.

##### INSERT INTO EMPLEADO(EMP\_CODIGO, EMP\_APELLIDO, EMP\_NOMBRE, LOC\_CODIGO) VALUES(2, ‘PEREZ’, ‘EDUARDO’, 1)

El código de localidad 1 pertenece a la localidad CORDOBA.

Insertamos en la tabla EMPLEADO 10000 registros de la tabla CLIENTS donde la columna SURNAME es no nula y como código del empleado asignamos el valor determinado por la secuencia SEQ\_EMPLEADO.

##### INSERT INTO EMPLEADO(EMP\_CODIGO, EMP\_APELLIDO, EMP\_NOMBRE)

SELECT seq\_empleado.NEXTVAL, SURNAME, NAME FROM CLIENTS

##### WHERE SURNAME IS NOT NULL AND ROWNUM < 10001

## UPDATE

Actualizamos en la tabla EMPLEADO el nombre Eduardo por el nombre Esteban para el empleado con código igual a 3.

UPDATE empleado

SET emp\_nombre = ‘Esteban’ WHERE emp\_codigo = 3

Actualizamos en la tabla EMPLEADO el nombre por el mismo nombre asignando la primera letra de cada nombre en mayúscula para aquellos empleados con código de localidad igual a 5.

UPDATE empleado

SET emp\_nombre = initcap(emp\_nombre) WHERE loc\_codigo = 5

Actualizamos en la tabla EMPLEADO el nombre y apellido de 1 empleado, si el empleado no existe insertarlo en la misma tabla.

##### BEGIIN

UPDATE empleado

SET emp\_nombre = ‘Hernan’, emp\_apellido = ‘Martinez’ WHERE emp\_codigo = 983;

##### IF SQL%ROWCOUNT = 0 THEN

INSERT INTO empleado (emp\_codigo, emp\_apellido, emp\_nombre) VALUES(983, ‘Martinez’, ‘Hernan’);

##### END;

##### END IF; COMMIT;

## MERGE

En el caso que tenemos dos tablas y necesitamos actualizar datos en una e insertar filas si es que no existen podemos utilizar el comando MERGE.

Por ejemplo:

MERGE INTO usuarios a USING usuarios\_stl b

ON (a.usu\_codigo = b.usu\_codigo) WHEN MATCHED THEN

##### UPDATE SET

a.usu\_nombre = b.usu\_nombre, a.usu\_apellido = b.usu\_apellido

##### WHEN NOT MATCHED THEN

INSERT (usu\_codigo, usu\_nombre, usu\_apellido) VALUES(b.usu.codigo, b.usu\_nombre, b.usu\_apellido);

## DELETE

Borramos todos los registros de la tabla EMPLEADO. DELETE FROM EMPLEADO

Si queremos eliminar todos los registros de la tabla podemos utilizar el comando TRUNCATE, la diferencia con DELETE es que con el delete tenemos que confirmar el borrado con COMMIT y nos queda la posibilidad de volver los cambios con ROLLBACK. El comando TRUNCATE es siguiente:

TRUNCATE TABLE empleado

Borramos todos los registros de la tabla EMPLEADO donde el código de empleado es igual a 1 DELETE FROM empleado

WHERE emp\_codigo = 1

Borramos todos los registros de la tabla EMPLEADO donde el código de empleado es igual a 1 DELETE FROM empleado

WHERE emp\_codigo = 1

Borramos todos los registros de la tabla EMPLEADO de las localidades cuyo nombre comienzan con LAB.

DELETE FROM empleado

WHERE loc\_codigo in (SELECT loc\_codigo from LOCALIDAD WHERE loc\_localidad LIKE ‘LAB%’)

# Funciones SQL predefinidas

SQL proporciona varias funciones predefinidas a las que se puede llamar desde una orden SQL o desde órdenes procedimentales de PL/SQL.

Algunas de las funciones más interesantes son:

## TO\_DATE

La función TO\_DATE convierte un valor de tipo carácter o numérico a tipo date. Ejemplo:

##### SELECT TO\_DATE(’18-05-2004’,DD-MM-YYYY’) FECHA FROM DUAL

##### FECHA

18-05-2004

Convertimos una cadena de caracteres a fecha. Algunos formatos específicos

YYY, YY, Y Last three, two or one digits of the year

Y,YYY (Four Y's with comma) put a comma in the year (1,995)

RR Last two digits of year in another century (allows for year 2000) B.C., A.D. BC or AD indicators with periods

Q Numeric quarter of the year (1-4 with Jan-Mar=1)

MM 2 number month (Jan = 01)

RM Roman numeral month

MONTH Name of month spelled out (upper case - month is upper case) MON abbreviated name of month (upper case - month is upper case) WW Week of the year (1-53)

IW Week of the year (1-52, 1-53) based on ISO standard W Week of month (1-5)

DDD day of year (1-366) (Don't forget leap years) DD day of month (1-31)

D day of week (1-7)

DAY Name of day (upper case, day is upper case) DY Abbreviated name of day

J Julian day (Number of days since January 1, 4712 BC) A.M., P.M. Meridian indicator with periods.

HH, HH12 Hour of day (0-12)

HH24 Use 24 hour clock for hours (1-24)

MI Minute (0-59)

SS Second (0-60)

SSSSS (five S's) seconds past midnight. (0-86399)

## TO\_CHAR

La función TO\_CHAR convierte un valor de tipo numérico o fecha a tipo caracter. Ejemplo:

##### SELECT TO\_CHAR(SYSDATE,’DDMMYYYY’) FECHA FROM DUAL FECHA

18052004

Convertimos la fecha actual del sistema a caracter.

Algunos formatos específicos date

CC, SCC Century (S prefixes BC dates with a minus sign) YYYY, SYYYY Year (S prefixes BC dates with a minus sign) IYYY Year based on ISO standard

YYY, YY, Y Last three, two or one digits of the year IYY, IY, I Last three, two or one digits of the ISO year

Y,YYY (Four Y's with comma) put a comma in the year (1,995) YEAR, SYEAR Year spelled out (S prefixes BC dates with a minus sign)

RR Last two digits of year in another century (allows for year 2000) Q Numeric quarter of the year (1-4 with Jan-Mar=1)

MM 2 number month (Jan = 01)

RM Roman numeral month

MONTH Name of month spelled out (upper case - month is upper case) MON abbreviated name of month (upper case - month is upper case) WW Week of the year (1-53)

IW Week of the year (1-52, 1-53) based on ISO standard W Week of month (1-5)

DDD day of year (1-366) (Don't forget leap years) DD day of month (1-31)

D day of week (1-7)

DAY Name of day (upper case, day is upper case) DY Abbreviated name of day

J Julian day (Number of days since January 1, 4712 BC)

AM,PM Meridian indicator

A.M., P.M. Meridian indicator with periods. HH, HH12 Hour of day (0-12)

HH24 Use 24 hour clock for hours (1-24)

MI Minute (0-59)

SS Second (0-60)

SSSSS (five S's) seconds past midnight. (0-86399) None Date must be in the format 'DD-MON-YY';

Algunos formatos específicos numéricos

|  |  |  |
| --- | --- | --- |
| 9 | 9999 | significant digit |
| 0 | 0999 | leading zero instead of a blank |
| $ | $999 | leading dollar sign |
| B | B999 | leading blank instead of a zero |
| MI | 999MI | trailing minus sign |
| S | S999 | leading plus or minus sign |
| PR | 999PR | angle brackets for negative values |
| D | 99D99 | decimal character |
| G | 9G99 | group separator |
| C | C999 | ISO currency symbol |
| L | L999 | local currency symbol |
| , | 9,999 | comma |

. 99.99 period

V 999V99 10n multiplier; n is the number of 9's after the V RN, rn RN Upper or lower case roman numeral

## LAST\_DAY

La función LAST\_DAY toma como argumento una fecha y retorna una fecha con el último día del mes. Ejemplo:

##### SELECT LAST\_DAY(SYSDATE) ULTIMO FROM DUAL

##### ULTIMO

##### JUL-04

## ADD\_MONTHS

El procedimiento ADD\_MONTHS retorna la fecha pasada por parámetro con mas o menos meses especificados en el parámetro 2.

Ejemplo:

##### SELECT ADD\_MONTHS( TO\_DATE(’01-01-2004’,’DD-MM-YYYY’), 1) FECHA FROM DUAL

##### FECHA

01-02-2004

## INITCAP

La función INITCAP toma como argumento una cadena de caracteres y devuelve la misma cadena convirtiendo la primera letra de cada palabra a mayúsculas y las demás letras las convierte a minúsculas.

Ejemplo:

SELECT INITCAP('perez juan ') NOMBRE FROM DUAL

##### NOMBRE

Perez Juan

## LOWER

La función LOWER toma como argumento una cadena de caracteres y devuelve la cadena en minúsculas.

Ejemplo:

##### SELECT LOWER('PEREZ JUAN') FROM DUAL

##### LOWER('PEREZ JUAN')

perez juan

## UPPER

La función UPPER toma como argumento una cadena de caracteres y devuelve la cadena en mayúsculas. Ejemplo:

SELECT UPPER('perez juan') FROM DUAL

UPPER('perez juan')

##### PEREZ JUAN

## DECODE

DECODE(expresión base, compara1,valor1,

compara2,valor2,

...

predeterminado);

Funciona similar a una serie de órdenes IF-THEN-ELSE anidadas.

La expresión base se compara sucesivamente con las comparativas y cuando encuentra una coincidencia, las comparaciones restantes no se realizan. Si no encuentra nada devuelve el valor predeterminado.

Es importante aclarar que solo puede ser usada en órdenes SQL. SELECT DECODE(null,'a',1,null,2)

devuelve 2

## CASE

##### SELECT CASE WHEN TO\_NUMBER(TO\_CHAR(SYSDATE,’MM’)) <= 6 THEN ‘PRIMER SEMESTRE’

##### ELSE ‘SEGUNDO SEMESTRE’ END SEMESTRE

##### FROM DUAL

Funciona similar a una serie de ordenes IF-THEN-ELSE anidadas o al DECODE, la diferencia con decode es que podemos utilizar cualquier operador lógico, por ejemplo mayor, menor, like, etc.

## NVL

NVL(exp1,exp2);

Esta función resulta útil para asegurarse que los valores de una consulta no posean valores NULL. Puede ser usada en ordenes SQL y procedimentales.

SELECT NVL('NO NULO',7)||' - '||NVL(null,'NULAZO') FROM dual;

Devuelve: NO NULO – NULAZO

## CEIL

La función CEIL toma como argumento un valor con decimales y redondea hacia el valor entero inmediato superior.

Ejemplo:

##### SELECT CEIL(119.2) VALOR FROM DUAL VALOR

120

## FLOOR

La función FLOOR toma como argumento un valor con decimales y redondea hacia el valor entero inmediato inferior.

Ejemplo:

##### SELECT FLOOR(119.2) VALOR FROM DUAL VALOR

119

## LPAD

La función LPAD nos permite agregar caracteres a la izquierda de una cadena, pudiendo especificar la longitud final de la cadena y el carácter de relleno, tiene tres argumentos, el primero es la cadena de caracteres a rellenar, el segundo es la longitud con la que debe quedar la cadena y la tercera es el carácter de relleno, toma como argumento una fecha y retorna una fecha con el último día del mes.

Ejemplo:

##### SELECT LPAD(‘987’,8,’0’) VALOR FROM DUAL VALOR

00000987

## RPAD

La función RPAD nos permite agregar caracteres a la derecha de una cadena, pudiendo especificar la longitud final de la cadena y el carácter de relleno, tiene tres argumentos, el primero es la cadena de caracteres a rellenar, el segundo es la longitud con la que debe quedar la cadena y la tercera es el carácter de relleno, toma como argumento una fecha y retorna una fecha con el último día del mes.

Ejemplo:

##### SELECT RPAD(‘987’,8,’0’) VALOR FROM DUAL VALOR

98700000

## LTRIM

La función LTRIM tiene como argumento una cadena de caracteres y nos devuelve la misma cadena quitando los espacios en blanco que tiene a la izquierda de la misma.

Ejemplo:

##### SELECT LTRIM(‘ PEREZ’) VALOR FROM DUAL VALOR

##### PEREZ

## RTRIM

La función RTRIM tiene como argumento una cadena de caracteres y nos devuelve la misma cadena quitando los espacios en blanco que tiene a la derecha de la misma.

Ejemplo:

##### SELECT RTRIM(‘PEREZ ’) VALOR FROM DUAL VALOR

##### PEREZ

## TRIM

La función LTRIM tiene como argumento una cadena de caracteres y nos devuelve la misma cadena quitando los espacios en blanco que tiene tanto a la izquierda como a la derecha de la misma.

Ejemplo:

##### SELECT TRIM(‘ PEREZ ’) VALOR FROM DUAL VALOR

##### PEREZ

## SUBSTR

La función SUBSTR sirve para tomar una porción de una cadena de caracteres, toma como argumento una cadena de caracteres, la posición inicial desde donde queremos obtener la cadena y la cantidad de caracteres que deseamos obtener,

Ejemplo:

##### SELECT SUBSTR('PEREZ JUAN',7,5) NOMBRE FROM DUAL NOMBRE

##### JUAN

## LENGTH

La función LENGTH toma como argumento una cadena de caracteres y devuelve un número que indica la cantidad de caracteres de la cadena.

Ejemplo:

SELECT LENGTH('perez juan') FROM DUAL LENGTH('PEREZJUAN')

9

## ASCII

La función ASCII toma como argumento un carácter y nos devuelve el valor ASCII, esta función es la inversa a la función CHR.

Ejemplo:

##### SELECT ASCII('Q') CHR FROM DUAL CHR

81

## CHR

La función CHR toma como argumento un valor numérico y nos retorna el carácter ASCII, esta función es la inversa a la función CHR.

Ejemplo:

##### SELECT CHR(81) ASCII FROM DUAL ASCII

##### Q

## ROWNUM

Devuelve un valor de tipo NUMBER y se usa principalmente para limitar el número de filas. SELECT \* FROM empleado WHERE ROWNUM < 5;

Devuelve las primeras 4 filas de la tabla empleado

El valor de ROWNUM se asigna a las filas antes de que se realice cualquier tipo de ordenamiento. Como consecuencia, no se lo puede utilizar para recuperar las n primeras filas (de acuerdo al ROWNUM) según el orden especificado.

Por ejemplo

SELECT emp\_nombre FROM empleado WHERE ROWNUM < 5

ORDER BY emp\_nombre;

Esta consulta nos devuelve las 4 primeras filas pero no tiene en cuenta el orden especificado por el número de fila. Para realizar esta consulta habría que utilizar un CURSOR.

El ROWNUM se puede utilizar para crear una tabla con la misma estructura de otra que ya tengamos. Por ejemplo

CREATE TABLE nueva\_tabla AS SELECT \* FROM empleado WHERE ROWNUM < 1; Crea la tabla nueva\_tabla con la misma estructura de la empleado.

# Ejercicios

* 1. Mostrar todos los datos de los empleados (tabla: employees) ordenados por apellido (last\_name), cuyo nro de empleado (employee\_id) > 10.
  2. Mostrar el apellido (last\_name), nombre (first\_name) y salario (salario) del empleado (tabla: employees) con apellido (last\_name) llamado ‘Whalen’.
  3. Mostrar el nro de empleado (employee\_id), apellido (last\_name) y nombre (first\_name) de todos los empleados (tabla: employees) utilizando el alias *Apellido* para la columna last\_name y *nombre* para first\_name (deben mostrarse de la misma manera, respetando mayúsculas y minúsculas) ordenando los datos por nro de empleado (employee\_id) en forma descendente).
  4. Mostrar el apellido (last\_name) y nombre (first\_name) en una misma columna (asignar como alias *Apellido y Nombre*, además de la fecha de ingreso (hire\_date) de los empleados (tabla: employees) ordenando los datos por salario (salary), que se encuentran en el departamento (department\_id) 100 0 120.
  5. Mostrar los empleados cuyo apellido comience con A.
  6. Mostrar los apellidos (last\_name) de los empleados (tabla: employees), en el caso de que haya 2 empleados con el mismo apellido (last\_name) mostrar sólo una vez el mismo.
  7. Mostrar los datos del departamento (tabla: departments) denominado (department\_name) IT
  8. Mostrar el nro. De empleado (employee\_id), apellido (last\_name) y nombre de los empleados cuyo salario (salary) no sea igual a $2500.
  9. Mostrar los nombres (department\_name) de los departamentos (tabla: departments) que poseen un nro de departamento (department\_id) comprendido entre 40 y 100.
  10. Mostrar los empleados (tabla: employees) que no poseen departamento (department\_id).
  11. Mostrar el nro. De empleado (employee\_id), apellido (last\_name) y nombre de los empleados cuyo nro de empleado sea 100 o 101.
  12. Mostrar el nro de empleado (employee\_id), apellido (last\_name), nombre (first\_name), y el nombre de departamento (department\_name) de los empleados (tabla: employees) que se encuentran en le departamento (department\_id) 50
  13. Mostrar la cantidad de empleados (tabla: employees).
  14. Mostrar el apellido y nombre del empleado, además el nombre del departamento cuyos empleados tengan una o como segunda letra de su apellido.
  15. Mostrar el salario máximo (salary) de los empleados (tabla: employees) del departamento 20.
  16. Mostrar la diferencia entre el salario mínimo y máximo.
  17. Mostrar la cantidad de departamentos (department\_id) diferentes que poseen los empleados (tabla: employees).
  18. Mostrar la cantidad de empleados por departamento (employee\_id), si la cantidad es mayor a 5 (tabla: employees).
  19. Mostrar los empleados que ganan el salario mínimo.
  20. Mostrar el salario (salary) promedio de cada uno de los departamentos (asignarle el alias Salario Promedio.), además del nro de departamento (department\_id) y nombre (department\_name), (tablas: employees/departments)
  21. . Buscar todos los departamentos que no tengan empleados
  22. Mostrar el salario (salary) mínimo por departamento (department\_id) y cargo (job\_id). (tabla: employees).
  23. Mostrar los empleados (tabla: employees) que ganan más (salary) que el empleado 101.
  24. Mostrar los empleados (tabla: employees) que se encuentren en el departamento (department\_id) 50 y que ganan (salary) más que el empleado (employee\_id) 120
  25. Crear la tabla denominada emple con los mismos datos y estructura de la tabla employees.
  26. Crear la tabla dep con los siguientes campos:

Id, de tipo number(5) y nombre de tipo varchar2(50)

* 1. Crear la columna cantidad\_empleados en la tabla dep.La columna debe ser del tipo number.
  2. Modificar la tabla dep para que el nombre tenga una longitud de 100.
  3. Agregar una clave primaria a la tabla de emple (employee\_id)
  4. Insertar en la tabla dep el siguiente registro: Id 10

Nombre: nuevo departamento Cantidad\_empleados: 25

* 1. Modificar el nombre del departamento 10 de la tabla dep por *Recursos Humanos*
  2. Eliminar de la tabla emp el empleado 110.
  3. Eliminar la tabla dep.
  4. Mostrar el nro. De empleado, la fecha de ingreso (hire\_date) de los empleados (tabla:employees) y la misma fecha más un año.
  5. Mostrar el apellido (last\_name) en mayúsculas, nombre (first\_name) en minúsculas y nro de departamento (department\_id) de los empleados (tabla: employees) qua poseen de salario (salary) 7000. En el caso de que el empleado no posea departamento (department\_id) mostrar el nro 99 en lugar del valor nulo.
  6. Mostrar el último día del mes actual
  7. Mostrar el apellido (last\_name) de los empleados (tabla: employees) y la cantidad de letras de los mismos.
  8. Mostrar las 5 primeras filas de la tabla de empleados (tabla: employees).
  9. Mostrar el apellido, la cantidad de letras que posee y las 5 primeras letras de los apellidos.

# Ejercicios adicionales

#### Consultas básicas

1. Muestre el apellido y el salario para todos los empleados cuyos salarios no están comprendidos entre

$5.000 y $12.000.

1. Muestre el apellido del empleado, el identificador de cargo y la fecha de inicio de los empleados contratados entre el 20 de febrero de 1998 y el 1 de mayo de 1998. Ordene la consulta en orden ascendente por fecha de inicio.
2. Muestre el apellido y el cargo de todos los empleados que no tienen director.
3. Muestre el apellido de todos los empleados que tengan una a y una e en el apellido.

#### Join de tablas

1. Cree un listado único de todos los cargos que haya en el departamento 80. Incluya la ubicación del departamento en el resultado.
2. Escriba una consulta para mostrar el apellido del empleado, el nombre de departamento, el identificador de ubicación y la ciudad de todos los empleados que perciben comisión.
3. Escriba una consulta para mostrar el apellido, el cargo, el número de departamento y el nombre de departamento para todos los empleados que trabajan en Toronto.
4. Muestre el apellido y el número de empleado, junto con id y nombre de departamento. Etiquete las columnas Employee, Emp#, Cód Dep, Descrip Dep, respectivamente. Traiga todos los datos de empleados, más allá que no pertenezca a ningún departamento.

#### Funciones agregadas

1. Determine el número de directores sin enumerarlos. Etiquete la columna Number of Managers. Indicación: Utilice la columna MANAGER\_ID para determinar el número de directores.
2. Escriba una consulta que muestre la diferencia entre el salario más alto y el más bajo. Etiquete la columna DIFFERENCE.
3. Muestre el número de director y el salario del empleado peor pagado para ese director. Excluya los empleados de los que no se conozca el director. Excluya los grupos en los que el salario mínimo sea

$6.000 o menos. Ordene el resultado por salario en orden descendente.

#### Operadores de conjunto

1. Enumere los identificadores de departamento para departamentos que no contienen el ID de cargo ST\_CLERK, utilizando operadores de conjunto.
2. Escriba una consulta compuesta que enumere lo siguiente:
   * Id de empleados e identificadores de departamento de todos los empleados de la tabla EMPLOYEES, independientemente de si pertenecen o no a algún departamento.
   * Identificador y nombre de departamento de todos los departamentos de la tabla DEPARTMENTS, independientemente de si tienen o no empleados trabajando en ellos.

#### Subconsultas

1. Escriba una consulta para mostrar el apellido y la fecha de contratación de cualquier empleado del mismo departamento que Zlotkey. Excluya a Zlotkey.
2. Cree una consulta para mostrar los números de empleado y los apellidos de todos los empleados que ganen más del salario medio. Ordene los resultados por salario en orden ascendente.
3. Escriba una consulta para mostrar el apellido, el número de departamento y el salario de cualquier empleado cuyo número de departamento y salario coinciden con el número de departamento y salario de cualquier empleado que gane comisión.
4. Cree una consulta para mostrar los empleados que ganen un salario más alto que el de todos los directores de ventas (JOB\_ID = 'SA\_MAN'). Ordene los resultados por salario de más alto a más bajo.
5. Escriba una consulta para encontrar todos los empleados que ganen más que el salario medio en sus departamentos. Muestre el apellido, el salario, el identificador de departamento y el salario medio para el departamento. Ordene por salario medio. Utilice alias para las columnas recuperadas por la consulta.

#### Comandos DDL

1. Cree una tabla EMP basándose en el siguiente cuadro. Confirme que se ha creado la tabla.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Column Name** | ID | LAST\_NAME | FIRST\_NAME | DEPT\_ID |
| **Key Type** |  |  |  |  |
| **Nulls/Unique** |  |  |  |  |
| **FK Table** |  |  |  |  |
| **FK Column** |  |  |  |  |
| **Data type** | Number | Varchar2 | Varchar2 | Number |
| **Length** | 7 | 25 | 25 | 7 |

1. Modifique la tabla EMP para permitir apellidos de empleado más largos. Confirme la modificación.
2. Cree la tabla EMPLOYEES2 basándose en la estructura de la tabla EMPLOYEES. Incluya sólo las columnas EMPLOYEE\_ID, FIRST\_NAME, LAST\_NAME, SALARY y DEPARTMENT\_ID. Llame a las columnas de la nueva tabla ID, FIRST\_NAME, LAST\_NAME, SALARY y DEPT\_ID, respectivamente.
3. Borre la tabla EMP.
4. Cambie el nombre de la tabla EMPLOYEES2 a EMP.
5. Borre la columna FIRST\_NAME de la tabla EMP. Confirme la modificación comprobando la descripción de la tabla.
6. Agregue una restricción de PRIMARY KEY de nivel de tabla a la tabla EMP en la columna ID. Se debe poner nombre a la restricción en el momento de su creación. Llame a la restricción my\_emp\_id\_pk.
7. Modifique la tabla EMP. Agregue una columna COMMISSION del tipo de dato NUMBER, precisión 2, escala 2. Agregue una restricción a la columna COMMISSION que asegure que un valor de comisión sea mayor que cero.

#### Manipulación de datos

1. Crear la tabla MY\_EMPLOYEE que se utilizará para la práctica.

#### CREATE TABLE my\_employee

#### (id NUMBER(4) CONSTRAINT my\_employee\_id\_nn NOT NULL, last\_name VARCHAR2(25),

#### first\_name VARCHAR2(25), userid VARCHAR2(8), salary NUMBER(9,2));

1. Agregue la primera fila de datos a la tabla MY\_EMPLOYEE desde los siguientes datos de ejemplo. No enumere las columnas en la cláusula INSERT.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **ID** | **LAST\_NAME** | **FIRST\_NAME** | **USERID** | **SALARY** |
| **1** | Patel | Ralph | Rpatel | 895 |
| **2** | Dancs | Betty | Bdancs | 860 |
| **3** | Biri | Ben | Bbiri | 1100 |
| **4** | Newman | Chad | Cnewman | 750 |
| **5** | Ropeburn | Audrey | Aropebur | 1550 |

1. Rellene la tabla MY\_EMPLOYEE con la segunda fila de los datos de ejemplo de la lista anterior. Esta vez, enumere las columnas explícitamente en la cláusula INSERT.
2. Haga que las adiciones de datos sean permanentes.
3. Cambie el apellido del empleado 3 por Drexler.
4. Cambie el salario a 1000 para todos los empleados con un salario menor que 900.
5. Suprima a Betty Dancs de la tabla MY\_EMPLOYEE.
6. Valide todos los cambios pendientes.

#### Funciones

1. Utilizando la función DECODE, escriba una consulta que muestre el grado de todos los empleados basándose en el valor de la columna JOB\_ID, según los siguientes datos:

*JOB GRADE*

##### AD\_PRES A

##### ST\_MAN B

##### IT\_PROG C

##### SA\_REP D

##### ST\_CLERK E

None of the above 0

1. Vuelva a escribir la sentencia de la pregunta anterior utilizando la sintaxis CASE.
2. Para cada empleado, muestre el número de empleado, el apellido, el salario y el salario con un aumento del 15 % y expresado como número entero. Etiquete la columna New Salary.
3. Cree una consulta que muestre el apellido y las comisiones de los empleados. Si un empleado no percibe comisión, ponga “No Commission”. Etiquete la columna COMM.
4. Muestre el salario más alto, el más bajo, el de suma y el medio para todos los empleados. Etiquete las columnas Maximum, Minimum, Sum y Average, respectivamente. Redondee los resultados hasta el número entero más cercano.
5. Modifique la consulta para mostrar los salarios mínimo, máximo, de suma y medio para cada tipo de cargo.
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