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1. Реализовать клиентскую и серверную часть приложения. Клиент отсылает серверу сообщение «Hello, server». Сообщение должно отразиться на стороне сервера. Сервер в ответ отсылает клиенту сообщение «Hello, client». Сообщение должно отобразиться у клиента.

Содержимое файла client.py:

import socket

conn = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

try:

conn.connect(("127.0.0.1", 14900))

conn.send(*b*"Hello, server\n")

data = conn.recv(16384)

udata = data.decode("utf-8")

*print*(udata)

except *ConnectionResetError* as e:

*print*('Сервер разорвал соединение, ваше сообщение не было получено')

finally:

conn.close()

По второй строке можно видеть, что клиент и сервер взаимодействуют по tcp - socket.SOCK\_STREAM. Обработка ConnectionResetError здесь только затем, чтобы сделать вывод файла более удобочитаемым. Ошибка появляется, потому что в данном случае разрывает соединение сервер: conn.close()

Содержимое файла server.py:

import socket

conn = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

conn.bind(("127.0.0.1", 14900))

conn.listen(10)

while *True*:

try:

clientsocket, address = conn.accept()

data = clientsocket.recv(16384)

udata = data.decode("utf-8")

*print*("Data:", udata)

clientsocket.send(*b*"Hello, client\n")

except *KeyboardInterrupt*:

conn.close()

break

conn.bind(("127.0.0.1", 14900)) привязывает сокет к хосту и порту. К ним же затем клиент и подключается.

1. Реализовать клиентскую и серверную часть приложения. Клиент запрашивает у сервера выполнение математической операции, параметры, которые вводятся с клавиатуры. Сервер обрабатывает полученные данные и возвращает результат клиенту.

Вариант (16):

d. Поиск площади параллелограмма.

Содержимое файла client.py:

import socket

import json

conn = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

conn.connect(("127.0.0.1", 14900))

*print*(conn.recv(16384).decode("utf-8"))

a = *float*(*input*('Сторона параллелограмма: '))

a\_h = *float*(*input*('Высота опущенная на эту сторону: '))

b = *float*(*input*('Другая сторона параллелограмма: '))

b\_h = *float*(*input*('Высота опущенная на эту сторону: '))

alpha = *float*(*input*('Угол между сторонами: '))

paral\_info = json.dumps(

{'a': a, 'b': b, 'a\_h': a\_h, 'b\_h': b\_h, 'alpha': alpha})

conn.send(paral\_info.encode("utf-8"))

*print*(conn.recv(16384).decode("utf-8"))

conn.close()

Кроме сокетов в данном задании используется json – для более удобной обработки переданных на сервер данных. После подключения к серверу клиент получает все необходимые данные для нахождения поиска площади параллелограмма, после чего отправляет их на сервер, упакованные в json формат. Затем выводит результат, который получает от сервера.

Содердимое файла server.py:

import socket

import json

from math import sin

conn = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

conn.bind(("127.0.0.1", 14900))

conn.listen(10)

clientsocket, address = conn.accept()

clientsocket.send(*b*"""Hello, client

\rPlease tell me everything you know about your parallelogram

\r0 for field you don't know""")

data = clientsocket.recv(16384).decode("utf-8")

paral\_info = json.loads(data)

result = [0,0,0]

result[0] = paral\_info['a']\*paral\_info['a\_h']

result[1] = paral\_info['b']\*paral\_info['b\_h']

result[2] = paral\_info['a']\*paral\_info['b']\*sin(paral\_info['alpha'])

for res in result:

if res != 0:

clientsocket.send(("Площадь параллелограмма = "+*str*(res)).encode("utf-8"))

conn.close()

try:

clientsocket.send("Данных недостаточно, чтобы посчитать площадь параллелограмма".encode("utf-8"))

except Error as e:

pass

finally:

conn.close()

Кроме пакетов, о которых было скзаано ранее, сервер импортирует функцию sin() из пакета math. Так как она нужна ему для вычисления. Логика вычислений очень проста – есть две формулы (высота на сторону и две стороны на синус) и три варианта поиска этого решения (два для первой формулы, так как спрашивается две стороны и две высоты). Если какие-то данные не известны, клиент отправляет вместо них 0. В том случае, если какой-то из формул данных достаточно, результат будет != 0. Он и будет отправлен клиенту. Иначе будет отправлено сообщение, говорящее о том, что данных недостотчно.

1. Реализовать серверную часть приложения. Клиент подключается к серверу. В ответ клиент получает http-сообщение, содержащее html-страницу, которую сервер подгружает из файла index.html.

Содержимое файла index.html:

<html>

<head>

<title>HTML PAGE!</title>

</head>

<body>

<h1>Hello</h1>

<p>Nice to see you on this page!</p>

</body>

</html>

Здесь заголовок и абзац.

Содержимое файла client.py:

import socket

with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as s:

s.connect(('localhost', 8080))

s.send(*b*"GET / HTTP/1.1\r\nHost: localhost:8080\r\nAccept: text/html\r\n\r\n")

while *True*:

data = s.recv(1024)

if not data:

break

*print*(data.decode())

Разница с предыдущими заданиями в основном в том, что здесь используется with. Так же, вместо указания 127.0.0.1, было записано ‘localhost’, что есть одно и то же. Сперва от клиента серверу отправляется запрос. Далее клиент получает всю информацию от сервера и завершает свою работу.

Содержимое файла server.py:

import socket

with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as conn:

conn.bind(('localhost', 8080))

conn.listen(10)

clientsocket, address = conn.accept()

data = clientsocket.recv(1024)

*print*(data.decode())

header = 'HTTP/1.1 200 OK\n'

header += 'Content-Type: '+'text/html' + '\n\n'

header = header.encode("utf-8")

with *open*('index.html', 'rb') as index:

response = index.read()

clientsocket.sendall(header+response)

Сервер принимает входящее соединение и отправляет страницу клиенту. Если запустить клиент в консоли вывод будет следующий:

$ python client.py

HTTP/1.1 200 OK

Content-Type: text/html

<html>

<head>

<title>HTML PAGE!</title>

</head>

<body>

<h1>Hello</h1>

<p>Nice to see you on this page!</p>

</body>

</html>

Если же после запуска сервера, открыть <http://localhost:8080/> в браузере, то можно будет увидеть страницу

![](data:image/png;base64,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)

1. Реализовать двухпользовательский или многопользовательский чат. Реализация многопользовательского часа позволяет получить максимальное количество баллов.

В данном случае реализован **многопользовательский** чат.

Запускается сервер. Подключается клиент. После чего клиент получает от сервера запрос на отправку имени (логина в чате). Затем клиент может участвовать в переписке вместе с другими клиентами. Их (участников чата) количество указывается в коде сервера.

Содержимое файла client.py:

import socket

import threading

*def* receive\_messages(socket):

try:

while *True*:

data = socket.recv(1024)

*print*(data.decode("utf-8"), end='')

except *ConnectionAbortedError* as e:

*print*('Вы покинули чат')

if \_\_name\_\_ == "\_\_main\_\_":

with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as s:

s.connect(('localhost', 8080))

data = s.recv(1024)

*print*(data.decode("utf-8"))

name = *input*().encode("utf-8")

s.send(name)

*print*('Print you messages...')

*print*('q for quit. "." for update')

x = threading.Thread(target=receive\_messages, args=(s,))

x.start()

while *True*:

message = *input*().encode("utf-8")

if message == *b*'.':

*print*("\r")

s.send(message)

if message == *b*'q':

break

Код клиента все еще очень прост. Здесь потоки не то чтобы очень нужны. Так меньше нагромождений кода и вложенных while True. Клиент может обновить чат – попросить сервер отправить ему все сообщения, которые пришли с момента его последнего обновления или отправки сообщения – для этого ему нужно написать “.”. Так же клиент может покинуть чат, отправив q.

В строке print(data.decode("utf-8"), end='') в функции receive\_messages можно видеть, что функции print передается аргумент end. Сервер после каждого сообщения от других пользователей добавляет символ \n. И отправляет несколько сообщений сразу, поэтому получаемые от сервера данные уже содержат все необходимые переносы строк.

Содержимое файла server.py:

import socket

import threading

*def* get\_connect(number):

*print*("I am thread number", number)

clientsocket, address = socket.accept()

clientsocket.send(*b*'Please enter your name: ')

name = clientsocket.recv(1024)

name = name.decode("utf-8")

messages[name] = []

*print*(name, 'is connected')

while *True*:

data = clientsocket.recv(1024)

if data == *b*'q':

*print*(name, 'left the chat')

break

else:

if data != *b*'.':

message = name + ':' + data.decode("utf-8")

*print*(message)

for key in messages:

if key != name:

messages[key].append(message.encode("utf-8"))

while *True*:

if *bool*(messages[name]):

clientsocket.send(messages[name].pop(0)+*b*'\n')

else:

break

if \_\_name\_\_ == "\_\_main\_\_":

with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as s:

s.bind(('localhost', 8080))

s.listen(10)

messages = {}

messages['all'] = []

threads = []

for i in *range*(3):

x = threading.Thread(target=get\_connect, args=(i+1,))

threads.append(x)

x.start()

for i in *range*(3):

threads[i].join()

#print(messages['all'])

Словарь messages содержит списки для сообщений для каждого участника сайта (те, сообщения, которые нужно отправлять клиенту, все, которые написал не он).

Сперва создается указанное количество потоков – столько пользователей сможет пользоваться чатом. Целевая функция потоков get\_connect принимает подключение, «знакомится» с клиентом. После чего в бесконечном цикле принимает от него сообщения и добавляет их в messages ко всем остальным клиентам, чтобы другие потоки занялись их отправкой. Так же, после приема сообщений от клиента эта функция в порядке очереди отправляет все сообщения клиенту, которые накопились в его списке messages[name]. Если полученное сообщение “.”, то оно не добавляется в списки сообщений других пользователей, но действует как кнопка «обновить» - сервер так же отправляет пользователю все накопившиеся у него сообщения от других клиентов.

Так выглядит вывод:

Server:

$ python server.py

I am thread number 1

I am thread number 2

I am thread number 3

Lena is connected

Fifa is connected

Fifa:Hello!!!

Lena:Hello, Fifa!

Lena:What's up?

Fifa:I am fine! The wheather is amazing!

Fifa:Let's go play tennis?

Lena:Yes, that's great idea!

Lena:I'll be near your home in 2 minutes

Fifa:fine! where we'll go?

Fifa:Ok!

Fifa left the chat

Lena left the chat

Kolya is connected

Kolya:Hello!

Kolya:anybody?..

Kolya left the chat

Client 1: Lena

$ python client.py

Please enter your name:

Lena

Print you messages...

q for quit. "." for update

.

Fifa:Hello!!!

Hello, Fifa!

What's up?

.

Fifa:I am fine! The wheather is amazing!

Fifa:Let's go play tennis?

Yes, that's great idea!

I'll be near your home in 2 minutes

.

Fifa:fine! where we'll go?

Fifa:Ok!

q

Вы покинули чат

Client 2: Fifa

$ python client.py

Please enter your name:

Fifa

Print you messages...

q for quit. "." for update

Hello!!!

.

Lena:Hello, Fifa!

Lena:What's up?

I am fine! The wheather is amazing!

Let's go play tennis?

.

Lena:Yes, that's great idea!

fine! where we'll go?

Lena:I'll be near your home in 2 minutes

Ok!

q

Вы покинули чат

Client 3: Kolya

$ python client.py

Please enter your name:

Kolya

Print you messages...

q for quit. "." for update

Hello!

.

.

anybody?..

q

Вы покинули чат

Коля не видит чужих сообщений, так как он подключился, когда все ушли. Однако легко можно изменить эту логику. При подключении клиента, можно в его список-очередь сообщений добавлять messages[‘all’].

После отключения всех подключенных пользователей сервер завершает свою работу.