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| 【实验目的】  学习插入排序和二分归并排序的思想，并使用matlab语言进行实现 | | | | | |
| 【实验原理（预习）】  插入排序算法的原理是将数组分为已排序部分和未排序部分。开始时,已排序部分只有一个元素(通常是数组的第一个元素)。取未排序部分的第一个元素,与已排序部分的元素从后向前比较。找到该元素应该插入的位置,将它插入该位置。这需要移动已排序部分的元素来腾出空间。重复步骤2和3,直到未排序部分为空。  插入排序的时间复杂度是O(n^2)。它适用于小规模数据的排序,因为它的原理简单,且在数据基本有序时表现很好。但对于大规模数据,它的性能就会显著下降。  二分归并排序算法的设计思想是，将被排序的数组分成相等的两个子数组，然后使用同样的算法对两个子数组分别排序，最后将两个排好序的子数组归并成一个数组。  归并排序的时间复杂度为O(n log n),它是一种非常高效的排序算法。但它需要额外的空间来存储临时结果,所以对于空间受限的场景可能不太适用。 | | | | | |
| 【实验内容与记录（题号、操作步骤、数据记录与处理、附图编号、代码等）】  matlab代码   |  | | --- | | InsertSort.m | | A =input('请输入一个数组：');  n = length(A);  for j=2:n      x=A(j);      i=j-1;      while i>0 && x<A(i)          A(i+1)=A(i);          i=i-1;          A(i+1)=x;      end  end |  |  | | --- | | Mergesort.m | | function A=Mergesort(A,p,r)      if p<r          q=floor((p+r)/2);          A=Mergesort(A,p,q);          A=Mergesort(A,q+1,r);          A=Merge(A,p,q,r);      end  end |      |  | | --- | | Merge.m | | function A=Merge(A,p,q,r)      x=q-p+1;      y=r-q;      B=zeros(1,x+1);      C=zeros(1,y+1);      for i=1:x          B(i)=A(p+i-1);      end      for j=1:y          C(j)=A(q+j);      end      B(x+1)=inf;      C(y+1)=inf;      i=1;      j=1;      for k=p:r          if B(i)<=C(j)              A(k)=B(i);              i=i+1;          else              A(k)=C(j);              j=j+1;          end      end  end |   在编写好排序算法的代码后，我们需要验证算法编写的是否正确，我重新编写一个m文件如下   |  | | --- | | input.m | | A = [5, 2, 4, 7, 1, 3, 2, 6];  A = Mergesort(A, 1, length(A)) |     得到了正确的结果 | | | | | |
| 【小结与讨论】  通过本次实验,我对插入排序和二分归并排序这两种经典的排序算法有了更深入的了解。  **插入排序**是一种简单直观的排序算法,它通过构建有序序列,对于未排序数据,在已排序序列中从后向前扫描,找到相应位置并插入。它的时间复杂度为,在数据量较小或基本有序的情况下效率较高。但是对于大规模无序数据,插入排序的效率会大大降低。  **二分归并排序**则是一种基于分治策略的高效排序算法。它通过将待排序序列递归地分为越来越小的子序列,直到每个子序列只有一个元素,然后再通过合并有序子序列的方式实现最终排序。这种算法的时间复杂度为,在大规模无序数据情况下效率更高。但它需要额外的空间来存储临时结果,空间复杂度较高。  通过对这两种算法的对比分析,我认为在实际应用中应该根据具体情况选择合适的排序算法。对于数据量较小或基本有序的情况,插入排序可能是更好的选择;而对于大规模无序数据,二分归并排序通常能提供更好的性能。此外,还可以考虑其他高效排序算法,如快速排序、堆排序等,根据不同应用场景选择最优的方案。  总的来说,本次实验加深了我对经典排序算法的理解,为今后的算法设计与分析工作打下了良好的基础。 | | | | | |