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**Задание №1**

Создайте и откомпилируйте класс **Int**. Перегрузите четыре бинарных целочисленных арифметических операции (+, -, \*, /) и унарные операции постфиксной и префиксной форм инкремента с помощью внутренней операторной функции так, чтобы их можно было использовать для операций с объектами класса **Int**.

Если результат какой-либо из них выходит за границы типа **int** (в 32-битной системе), имеющее значения от **2 147 483 648** до **-2 147 483 648**, то операция должна послать сообщение об ошибке и завершить программу. Для выявления ошибки арифметического переполнения используйте концепцию **исключения**.

Для облегчения проверки переполнения выполняйте вычисления с использованием типа **long** **double**. При описании унарных операций используйте указатель **this**.

**Код программы:**

#include <iostream>

using namespace std;

class Int {

private:

int value;

public:

Int(int val = 0) : value(val) {}

Int operator+(const Int& other) const {

return checkOverflow(value, other.value, '+');

}

Int operator-(const Int& other) const {

return checkOverflow(value, other.value, '-');

}

Int operator\*(const Int& other) const {

return checkOverflow(value, other.value, '\*');

}

Int operator/(const Int& other) const {

if (other.value == 0) {

cerr << "Ошибка деление на 0!!!\n";

exit(EXIT\_FAILURE);

}

return Int(value / other.value);

}

Int& operator++() {

return \*this = checkOverflow(value, 1, '+');

}

Int operator++(int) {

Int temp = \*this;

\*this = checkOverflow(value, 1, '+');

return temp;

}

Int checkOverflow(int a, int b, char op) const {

long double result;

switch (op) {

case '+':

result = static\_cast<long double>(a) + static\_cast<long double>(b);

break;

case '-':

result = static\_cast<long double>(a) - static\_cast<long double>(b);

break;

case '\*':

result = static\_cast<long double>(a) \* static\_cast<long double>(b);

break;

default:

cerr << "Ошибка не верный оператор!!!\n";

exit(EXIT\_FAILURE);

}

const int INT\_MAX\_VALUE = 2147483647;

const int INT\_MIN\_VALUE = -2147483648;

if ((result > INT\_MAX\_VALUE && b > 0) || (result < INT\_MIN\_VALUE && b < 0)) {

cerr << "Ошибка арифметическое переполнение!!!\n";

exit(EXIT\_FAILURE);

}

return Int(static\_cast<int>(result));

}

friend ostream& operator<<(ostream& os, const Int& integer);

};

ostream& operator<<(ostream& os, const Int& integer) {

os << integer.value;

return os;

}

int main() {

setlocale(LC\_ALL, "rus");

Int a = 5;

Int b = 0;

Int c = a + b;

cout << "a + b = " << c << endl;

/\*c = a - b;

cout << "a - b = " << c << endl;

c = a / b;

cout << "a / b = " << c << endl;

c = b / a;

cout << "b / a = " << c << endl;\*/

return 0;

}

**Результат:**
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**Задание №2**

Опишите класс **fraction**, у которого есть одно закрытое целочисленное поле **chislo** типа **double**. Перегрузите для этого класса арифметические операции **сложения**, **вычитания**, **умножения** и **деления** так, чтобы они могли оперировать как с объектами класса, так и с числами (то есть выполнять, например, не только действие 3/4 +2/5, но и 1/2 + 4 или 2\* 5/6). Также перегрузите унарную операцию инкремента в префиксной или постфиксной форме увеличения дроби. Продемонстрируйте работу класса. Используйте конструктор по умолчанию и конструктор с одни аргументом для инициализации поля класса.

**Код программы:**

#include <iostream>

using namespace std;

class Fraction {

private:

double chislo;

public:

Fraction(double value = 0.0) : chislo(value) {}

Fraction operator+(const Fraction& other) const {

return Fraction(chislo + other.chislo);

}

Fraction operator-(const Fraction& other) const {

return Fraction(chislo - other.chislo);

}

Fraction operator\*(const Fraction& other) const {

return Fraction(chislo \* other.chislo);

}

Fraction operator/(const Fraction& other) const {

if (other.chislo == 0) {

cerr << "Ошибка: деление на ноль!\n";

exit(EXIT\_FAILURE);

}

return Fraction(chislo / other.chislo);

}

Fraction& operator++() {

chislo++;

return \*this;

}

Fraction operator++(int) {

Fraction temp = \*this;

chislo++;

return temp;

}

void print() const {

cout << chislo;

}

};

int main() {

Fraction a(3.5);

Fraction b(2.5);

Fraction c = a + b/a;

cout << "a + b = ";

c.print();

cout << endl;

Fraction d = a \* 2;

cout << "a \* 2 = ";

d.print();

cout << endl;

Fraction e = ++a;

cout << "++a = ";

e.print();

return 0;

}

**Результат:**

![](data:image/png;base64,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)

**Задание №3**

Создать класс, в котором перегружается метод **rect\_area()**. Этот метод возвращает площадь прямоугольника. В этой программе метод **rect\_area()** перегружается двумя способами. В первом — методу передаются оба размера фигуры. Эта версия используется для прямоугольника. Однако, в случае квадрата необходимо задавать только один аргумент, поэтому вызывается вторая версия метода **rect\_area().**

**Код программы:**

#include <iostream>

using namespace std;

class Rectangle {

private:

double length;

double width;

public:

Rectangle(double l = 0.0, double w = 0.0) : length(l), width(w) {}

double rect\_area(double l, double w) const {

return l \* w;

}

double rect\_area(double side) const {

return side \* side;

}

};

int main() {

setlocale(LC\_ALL, "rus");

Rectangle rectangle;

cout << "Площадь прямоугольника: " << rectangle.rect\_area(4.0, 5.0) << endl;

cout << "Площадь квадрата: " << rectangle.rect\_area(3.0) << endl;

return 0;

}

**Результат:**

**![](data:image/png;base64,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)**

**Ответы на вопросы**

**Вопросы:**  
1)Полиморфизм: Полиморфизм в объектно-ориентированном программировании - это способность объекта использовать методы базового класса таким образом, чтобы они были адаптированы под конкретный производный класс. Это может быть достигнуто через виртуальные функции и интерфейсы.

2)Перегрузка операторов: Перегрузка операторов - это возможность определения собственного поведения для стандартных операторов языка программирования в контексте пользовательских типов данных. Это делает код более читаемым и удобным, поддерживая привычный синтаксис.

3)Переопределение операторов: Переопределение операторов - это предоставление новой реализации для существующего оператора. В отличие от перегрузки, где добавляется поддержка для пользовательских типов, переопределение меняет поведение оператора для существующих типов.

4) Синтаксис операторной функции: Синтаксис операторной функции в C++ выглядит следующим образом:

cppCopy code

тип\_возвращаемого\_значения operator оператор(параметры) { // реализация оператора }

5) Операторы, которые можно перегружать, и те, которые нельзя: Можно перегружать многие бинарные и унарные операторы, такие как +, -, \*, /, ==, != и др. Нельзя перегружать операторы, такие как ::, .\*, ., ?:.

6) Зависимость между количеством аргументов в операторной функции и количеством операндов: Количество аргументов в операторной функции зависит от количества операндов, с которыми оператор работает. Например, бинарные операторы требуют два аргумента (левый и правый операнд), унарные - один аргумент.

7) Как перегруженные операции делают код более читаемым: Перегруженные операции позволяют использовать привычный синтаксис для пользовательских типов данных, делая код более читаемым и естественным. Например, перегрузка оператора + для класса может позволить использовать выражение obj1 + obj2 вместо вызова функции add(obj1, obj2).