**1.Configurando o Ambiente**

**Criando a estrutura do projeto**

Crie a pasta src e dentro, crie arquivo **App.jsx**

*import React from 'react';*

*function App(){*

*return <h1>Helloo World</h1>*

*}*

crie o arquivo **index.jsx**

<!DOCTYPE html>

<html *lang*="en">

<head>

<meta *charset*="UTF-8">

<meta *http-equiv*="X-UA-Compatible" *content*="IE=edge">

<meta *name*="viewport" *content*="width=device-width, initial-scale=1.0">

<title>Projeto</title>

</head>

<body>

<div *id*="root"></div>

<script *src*="../dist/bundle.js"></script>

</body>

</html>

*// usamos esse i****d****="root" para mostrar todos os componentes na tela dentro dessa div, padrão do react*

**Criando o arquivo json**

As orientações abaixo devem ser feitas no terminal basta estar na pasta do projeto

Ex: C:\Users\ADMIN\Desktop\Projeto> **"comando no terminal é escrito aqui "**

para criar um arquivo json mostrando as dependências e versões use o comando

**yarn init -y**

adicione o react

**yarn add react**

adicionada a biblioteca react com os módulos e dependências react

**yarn react-dom**

A biblioteca *react-dom* permite que react se comunique com a árvore de elementos html para que ele saiba como criar elementos em tela e deletar etc "

**Configurando Babel**

adicionando e configurando babel:

**yarn add @babel/core @babel/cli @babel/preset-env -D**

babel ferramenta que recodifica código para que todo navegador entenda.

criar arquivo nomeado como **babel.config.js**

digite o código a seguir dentro:

***module*.*exports*={**

**presets:['@babel/preset-env',**

**['@babel/preset-react',{**

**runtime:'automatic'**

**}]**

**]**

**};**

comando de execução babel:

**yarn babel src/index.js --out-file dist/bundle.js**

esse comando acima escolhe o arquivo a ser recodificado e o diretório a ser criado para novo código

o babel não entende html ou jsx , então inserimos um novo recurso.

**yarn add @babel/preset-react -D**

agora o babel consegue recodificar jsx para diversos navegadores entenderem.

o babel está configurado.

**Configurando webpack**

webpack permite configurar e ensinar a aplicação tratar cada tipo de arquivo,convertendo a tipos o que navegador entenda.

instalar e configurar:

**yarn add webpack webpack-cli -D**

Crie o arquivo de configuração **webpack.config.js**

imagem com código:
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código:

const path = require ('path')

*module*.*exports*={

mode: 'development',

entry: path.resolve(\_\_dirname,'src', 'index.jsx'),

output: {

path: path.resolve(\_\_dirname, 'dist'),

},

resolve:{

extensions:['.js','.jsx'],

},

module:{

rules:[

{

test:/\.jsx$/,

exclude:/node\_modules/,

use:'babel-loader'

}]

}

};

terminal:

**yarn add babel-loader -D**

**yarn webpack**

**Servindo Html Estático**

Para injetar js em html automaticamente.

**yarn add html-webpack-plugin -D**

Permite injetar o bundle no arquivo html

acrescentar no **webpack.config.js**

**const HtmlWebpackPlugin = require('html-webpack-plugin')**

**plugins:[**

**new HtmlWebpackPlugin({**

**template: path.resolve(\_\_dirname,'public','index.html')**

**})**

**],**

O arquivo está atualmente assim.

**const path = require ('path')**

**const HtmlWebpackPlugin = require('html-webpack-plugin')**

**const path = require ('path')**

**const HtmlWebpackPlugin = require('html-webpack-plugin')**

***module*.*exports*={**

**mode: 'development',**

**entry: path.resolve(\_\_dirname,'src', 'index.jsx'),**

**output: {**

**path: path.resolve(\_\_dirname, 'dist'),**

**filename: 'bundle.js'**

**},**

**resolve : {**

**extensions:['.js','.jsx'],**

**},**

**plugins:[**

**new HtmlWebpackPlugin({**

**template: path.resolve(\_\_dirname,'public','index.html')**

**})**

**],**

**module:{**

**rules:[**

**{**

**test:/\.jsx$/,**

**exclude:/node\_modules/,**

**use:'babel-loader'**

**}]**

**}**

**};**

***module*.*exports*={**

**mode: 'development',**

**entry: path.resolve(\_\_dirname,'src', 'index.jsx'),**

**output: {**

**path: path.resolve(\_\_dirname, 'dist'),**

**filename: 'bundle.js'**

**},**

**resolve : {**

**extensions:['.js','.jsx'],**

**},**

**plugins:[**

**new HtmlWebpackPlugin({**

**template: path.resolve(\_\_dirname,'public','index.html')**

**})**

**],**

**module:{**

**rules:[**

**{**

**test:/\.jsx$/,**

**exclude:/node\_modules/,**

**use:'babel-loader'**

**}]**

**}**

**};**

**Webpack Dev Server**

**yarn add webpack-dev-server -D**

Permite que webpack execute as alterações e faça as modificações sem que precisemos usar o comando **yarn webpack**

Acrescentar a config no **webpackconfig**

Mais uma propriedade :

**devServer:{**

**contentBase: path.resolve(\_\_dirname,'public')**

**},**

basta executar o comando

**yarn webpack serve**

agora toda alteração está sendo atualizada automaticamente e fica disponível no endereço <http://localhost:8080/>

const path = require ('path')

const HtmlWebpackPlugin = require('html-webpack-plugin')

*module*.*exports*={

mode: 'development',

entry: path.resolve(\_\_dirname,'src', 'index.jsx'),

output: {

path: path.resolve(\_\_dirname, 'dist'),

filename: 'bundle.js'

},

resolve : {

extensions:['.js','.jsx'],

},

devServer:{

contentBase: path.resolve(\_\_dirname,'public')

},

plugins:[

**new** HtmlWebpackPlugin({

template: path.resolve(\_\_dirname,'public','index.html')

})

],

module:{

rules:[

{

test:/\.jsx$/,

exclude:/node\_modules/,

use:'babel-loader'

}]

}

};

**Utilizando source maps**

Agora será configurado source maps para ajudar a mostrar o erro de forma correta.

devtool é uma configuração podendo conter opção 'eval-source-map’

**Ambiente Dev e Produção**

Essas configurações a seguir são para definir ambiente de dev ou produção, um padrão adotado neste conteúdo.

**const isDevelopement = process.env.NODE\_ENV != 'production';**

***module*.*exports*={**

**mode: isDevelopement ? 'development': 'production',**

**devtool: isDevelopement ? 'eval-source-map' : 'source-map',**

O arquivo webpack.config.js deve estar do seguinte modo

**const path = require ('path')**

**const HtmlWebpackPlugin = require('html-webpack-plugin')**

**const isDevelopement = process.env.NODE\_ENV != 'production';**

***module*.*exports*={**

**mode: isDevelopement ? 'development': 'production',**

**devtool: isDevelopement ? 'eval-source-map' : 'source-map',**

**entry: path.resolve(\_\_dirname,'src', 'index.jsx'),**

**output: {**

**path: path.resolve(\_\_dirname, 'dist'),**

**filename: 'bundle.js'**

**},**

**resolve : {**

**extensions:['.js','.jsx'],**

**},**

**devServer:{**

**contentBase: path.resolve(\_\_dirname,'public')**

**},**

**plugins:[**

**new HtmlWebpackPlugin({**

**template: path.resolve(\_\_dirname,'public','index.html')**

**})**

**],**

**module:{**

**rules:[**

**{**

**test:/\.jsx$/,**

**exclude:/node\_modules/,**

**use:'babel-loader'**

**},]**

**}**

**};**

Configurando variáveis de ambiente.

**yarn add cross-env -D**

No **packagejson** vamos configurar os comandos scripts.

**"scripts" : {**

**"dev": "webpack serve",**

**"build" : "cross-env NODE\_ENV= production webpack"**

**},**

**Importando arquivos Css**

Agora temos que configurar o projeto para entender arquivos css,

então no **webpackconfig** criaremos uma nova regra em ***rules***.

**yarn add style-loader css-loader -D**

**rules:[**

**{**

**test:/\.jsx$/,**

**exclude:/node\_modules/,**

**use:'babel-loader'**

**},**

**{ //essa é a nova regra**

**test:/\.css$/,**

**exclude:/node\_modules/,**

**use:['style-loader' ,'css-loarder'],**

**}**

**]**

Assim podemos importar arquivos css que serão entendidos e recodificados.

**Utilizando SASS**

o Sass é um pré-processador de css permitindo funcionalidades adicionais no css.

**yarn add node-sass -D**

atualize o arquivo webpack.config.js

substitua essa configuração pela existente

{

test:/\.scss$/,

exclude:/node\_modules/,

use:['style-loader' ,'css-loader','sass-loader'],

}

imagens abaixo:

Webpack.Config.js ficar de acordo com imagem abaixo :
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imagem da estrutura do projeto:

**2.Conceitos importantes**

Trabalhando com React existem 3 conceitos muito importantes, que são: **componente, propriedade e estado,** a seguir veremos esses conceitos.

**2.1 Primeiro componente react**

Na pasta **src** crie uma pasta chamada **components** e dentro da mesma crie um arquivo chamado **RepositoyList.jsx**

Neste arquivo digite o código básico de um arquivo jsx ou js.

export function RepositoryList(){

return(

);

}

Agora adicionaremos uma ***section*** contendo uma classe para editarmos em css, dentro da *s****ecti****on* vamos ter um título <h1>, uma lista de repositórios.

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositórios</h1>

<ul>

<li>

<strong>unform</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

<li>

<strong>unform</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

<li>

<strong>unform</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

<li>

<strong>unform</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

</ul>

</section>

);

}

}

No arquivo App vamos colocar nosso componente **repositorylist** dentro do ***return***, e importar **repositorylist** no topo do arquivo , veja código a seguir:

import React from 'react';

import { RepositoryList } from './components/RepositoryList';

import './Styles/Global.scss';

export function App(){

return (

<RepositoryList></RepositoryList>

)

}

Se executarmos o comando **yarn dev**  no terminal vamos iniciar nossa aplicação disponível no endereço <http://localhost:8080/> :
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Na pasta de **Styles** no arquivo **Global.scss** vamos manter a seguinte configuração:

\*{

margin: 0;

padding: 0;

box-sizing: border-box;

}

body{

font:16px "Helvetica Neve", Arial, sans-serif;

color: #121214

}

Voltando para nosso arquivo **repositorylist.jsx** um detalhe interessante que podemos fazer em componentes é a transição de html para **javascripit** de uma maneira muito natural.  
  
Se criarmos uma variável chamada **repositoryName** recebendo um nome, podemos inserir no html através do javascript, ou seja, uma interpolação, veja exemplo abaixo:

const repositoryName= 'unform';

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositorios</h1>

<ul>

<li>

<strong>{repositoryName}</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

Pronto criamos um componente novo.

**2.2 Propriedades no react**

Para entendermos o conceito de propriedade vamos criar um novo componente chamado **repositoryItem.jsx**

**export function RepositoryItem(){**

**return(**

**<li>**

**<strong>unform</strong>**

**<p>Forms in ReactJs</p>**

**<a *href*="">Acessar repositório</a>**

**</li>**

**);**

**}**

Observe que pegamos o conteúdo <li> do arquivo **repositoryList** que estava dentro do <ul>

no arquivo **repositoryList** faremos mudanças também:

import { RepositoryItem } from "./RepositoryItem";

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositorios</h1>

<ul>

<*RepositoryItem*></*RepositoryItem*>

<*RepositoryItem*></*RepositoryItem*>

<*RepositoryItem*></*RepositoryItem*>

<*RepositoryItem*></*RepositoryItem*>

</ul>

</section>

);

}

Observe que transformamos o <li> em um componente, quando temos algo que se repete inúmeras vezes na nossa aplicação, na maioria das vezes, faz sentido transformar em componente.

O conceito de propriedade é quando o componente pai(**RepositoryList**) envia informações para componente filho(**RepositoryItem**).

import { RepositoryItem } from "./RepositoryItem";

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositorios</h1>

<ul>

<*RepositoryItem* *repository*="unform2"/>

<*RepositoryItem*/>

<*RepositoryItem*/>

<*RepositoryItem*/>

</ul>

</section>

);

}

Agora no **repositoryItem** podemos acessar a informação como exemplo abaixo:

export function RepositoryItem(*props*){

return(

<li>

<strong>{*props*.repository}</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

);

}

Props é padrão no react quando a função possui parâmetro herdado.  
Dentro de **props** possui as propriedades colocadas anteriormente no componente pai, **props.repository**

Quando tem muitas propriedades podemos criar um objeto:  
  
**repositoryList.jsx**

import { RepositoryItem } from "./RepositoryItem";

const repository={

name:'unform',

description:'Forms in React',

link:'https://www.google.com'

}

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositorios</h1>

<ul>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem*/>

<*RepositoryItem*/>

<*RepositoryItem*/>

</ul>

</section>

);

}

dessa forma nosso código fica mais organizado.

agora precisamos alterar o arquivo **repositoryItem.jsx**

**e**xport function RepositoryItem(*props*){

return(

<li>

<strong>{*props*.repository.name}</strong>

<p>Forms in ReactJs</p>

<a *href*="">Acessar repositório</a>

</li>

);

}

Perceba que agora conseguimos navegar nas propriedades e no objeto escolhendo a variável desejável.

Agora que sabemos usar a propriedade e o objeto, vamos atualizar nossos arquivos.

**repositoryList.jsx**

import { RepositoryItem } from "./RepositoryItem";

const repository={

name:'unform',

description:'Forms in React',

link:'https://www.google.com'

}

export function RepositoryList(){

return(

<section *className*="repository-list">

<h1>Lista de repositórios</h1>

<ul>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

</ul>

</section>

);

}

**repositoryItem.jsx**

export function RepositoryItem(*props*){

return(

<li>

<strong>{*props*.repository.name}</strong>

<p>{*props*.repository.description}</p>

<a *href*={*props*.repository.link}>Acessar Repositório</a>

</li>

);

}

**2.3 Estado do componente**

De forma simples para entender o que é estado vamos criar um componente chamado **Counter.jsx**

**![](data:image/png;base64,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)**

export function Counter(){

return(

<div>

<h2>0</h2>

<button *type*="button">Increment</button>

</div>

);

}

Agora vamos fazer alterações no nosso arquivo **App.jsx**

import React from 'react';

import { Counter } from './components/Counter';

import { RepositoryList } from './components/RepositoryList';

import './Styles/Global.scss';

export function App(){

return (

<>

<*RepositoryList*/>

<*Counter*/>

</>

);

}

Estamos usando fragmento <></> ele é necessário e não aparece no código do navegador.

PARA MELHOR ENTENDIMENTO:

![](data:image/png;base64,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)

Essa pequena ilustração simples ajuda a entender a forma que os componentes estão, sua hierarquia de forma visual.

Agora vamos criar a função que faz o incremento no botão, a função a princípio só irá exibir no console uma mensagem.

export function Counter(){

function increment(){

console.log('Incrementing');

}

return(

<div>

<h2>0</h2>

<button *type*="button" *onClick*={increment}>

Increment

</button>

</div>

);

}

export function Counter(){

let counter = 0 ;

function increment(){

counter += 1 ;

}

return(

<div>

<h2>0</h2>

<button *type*="button" *onClick*={increment}>

Increment

</button>

</div>

);

}

esse código seria comum funcionar em programação orientada objeto, porém na web precisamos usar um recurso que salva um valor e altera esse valor quando necessário, chamamos de estado, veremos código abaixo:

O nome desse recurso é useState() é uma função que retorna um array contendo dois valores diferentes o valor atual, e valor a ser inserido, usamos um recurso chamado desestruturação podendo separar esses dois valores em suas respectivas variáveis.

import {useState} from 'react';

export function Counter(){

const [counter, setCounter] = useState(0);

function increment(){

setCounter(counter + 1) ;

}

return(

<div>

<h2>{counter}</h2>

<button *type*="button" *onClick*={increment}>

Increment

</button>

</div>

);

}

Pronto aprendemos nosso primeiro estado.

**2.4 A imutabilidade no react**

Conceito de imutabilidade na prática é você manter a informação original criar uma cópia e depois acrescentar uma informação desejada, ou seja,

no caso de um vetor :

usuarios= [‘vinicius’ , ‘Yan’ , ‘André’ , ‘Alex’]

novousuario=[...usuarios, ‘Pedro’]

O próprio useState aplica esse conceito de imutabilidade e ao longo do conteúdo isso vai ficando mais claro.

**2.5 Fast Refresh no webpack**

Essa ferramenta permite que alteremos nossa aplicação e ao atualizar mantém os valores de estado, ou seja, em fase de desenvolvimento podemos testar e alterar a aplicação sem perder dados e valores que usamos para teste , EX: um e-commerce usamos informações como produtos valores e etc , essa informações são mantidas até mesmo os resultados dos cálculos.

Congifurando:

<https://github.com/pmmmwh/react-refresh-webpack-plugin>

# if you prefer yarn

**yarn add -D @pmmmwh/react-refresh-webpack-plugin react-refresh**

Abra o terminal vscode e coloque comando e execute .

Abra nosso arquivo webpack.config.js

Criaremos a constante do refresh na mesma linha.

const ReactRefreshWebpackPlugin require('@pmmmwh/react-refresh-webpack-plugin')

Agora como é um plugin inserimos a configuração no plugin:

plugins:[

isDevelopement && **new** ReactRefreshWebpackPlugin(),

**new** HtmlWebpackPlugin({

template: path.resolve(\_\_dirname,'public','index.html')

})

].filter(*Boolean*),

Se estivermos em ambiente de desenvolvimento ele vai executar o :

&& **new** ReactRefreshWebpackPlugin(),

se não, ele retorna false e não executa, e false não é um retorno de plugin válido , vai dar erro e para resolver esse problema usamos um recurso .Filter(Boolean)

plugins:[

isDevelopement && **new** ReactRefreshWebpackPlugin(),

**new** HtmlWebpackPlugin({

template: path.resolve(\_\_dirname,'public','index.html')

})

].filter(*Boolean*),

Dessa forma remove o retorno false de dentro do plugin permitindo seu funcionamento e uso de condicional no plugin webpack.

Agora acrescentaremos a configuração hot:true em devserver :

devServer:{

contentBase: path.resolve(\_\_dirname,'public'),

hot:true,

},

E a última configuração:

module:{

rules:[

{

test:/\.jsx$/,

exclude:/node\_modules/,

use:{

loader:'babel-loader}',

options:{

plugins:[

isDevelopement && require.resolve('react-refresh/babel')

].filter(*Boolean*)

}

},

},

ampliamos nossa configuração adicionando regra usando babel e plugin refresh juntamente com babel.

Nesta parte deu erro no meu projeto , algum bug relacionado a usuarios do windows ou regras de pastas.

Para sanar fiz seguintes passos:

Roda o seu repositório dentro do disco local C

Não em usuários.

Só cola a pasta no disco local C

E dá um **yarn**

Depois **yarn dev**

**Webpack.config.js**

**const path = require ('path');**

**const HtmlWebpackPlugin = require('html-webpack-plugin');**

**const ReactRefreshWebpackPlugin = require('@pmmmwh/react-refresh-webpack-plugin');**

**const isDevelopement = process.env.NODE\_ENV !== 'production';**

***module*.*exports*={**

**mode: isDevelopement ? 'development': 'production',**

**devtool: isDevelopement ? 'eval-source-map' : 'source-map',**

**entry: path.resolve(\_\_dirname,'src', 'index.jsx'),**

**output: {**

**path: path.resolve(\_\_dirname, 'dist'),**

**filename: 'bundle.js'**

**},**

**resolve : {**

**extensions:['.js','.jsx'],**

**},**

**devServer:{**

**contentBase: path.resolve(\_\_dirname,'public'),**

**hot: true,**

**},**

**plugins:[**

**isDevelopement && new ReactRefreshWebpackPlugin(),**

**new HtmlWebpackPlugin({**

**template: path.resolve(\_\_dirname,'public','index.html')**

**})**

**].filter(*Boolean*),**

**module:{**

**rules:[**

**{**

**test:/\.jsx$/,**

**exclude:/node\_modules/,**

**use:{**

**loader:'babel-loader',**

**options:{**

**plugins:[**

**isDevelopement && require.resolve('react-refresh/babel'),**

**].filter(*Boolean*)**

**},**

**},**

**},**

**{**

**test:/\.scss$/,**

**exclude:/node\_modules/,**

**use:['style-loader' ,'css-loader','sass-loader'],**

**},**

**],**

**},**

**};**

3.Chamadas HTTP

3.1 Estilização da listagem

Agora que sabemos o que é estado e propriedades, podemos excluir o arquivo **counter.jsx,** e apagar o conteúdo dentro do return do arquivo **App.jsx**.

import React from 'react';

import { RepositoryList } from './components/RepositoryList';

import './styles/global.scss';

export function App(){

return (

<*RepositoryList*/>

);

}

Agora vamos estilizar nosso projeto, crie na pasta **styles** um arquivo chamado **repositories.scss**

Escreva esse código no arquivo **repositorylist.jsx** para importar o estilo que vamos configurar.

**import '../styles/repositories.scss';**

No arquivo **repositories.scss** vamos estilizar com esse código a seguir:

section*.repository-list*{

margin:40px;

h1{

margin-bottom:16px;

}

ul{

list-style:none;

li{

& + li{

margin-top:20px;

}

p{

font-size:14px;

color:#444;

margin-top:8px;

}

a{

display: inline-block;

margin-top:16px;

text-decoration:none;

color:#8257e6

}

}

}

}

3.2 Utilizando useEffect

o Github possui uma API <https://api.github.com/users/viniciuspollogomes>, essa API fornece informações de usuários e repositórios.

vamos usar um repositório da Rocketseat, <https://api.github.com/orgs/rocketseat/repos>

Nós criaremos um estado para armazenar as informações desse repositório , faremos isso no arquivo **RepositoryList.jsx** usando **useState().**

**export function RepositoryList(){**

**const[repositories, setRepositories] = useState([]);**

**return(**

Não esqueça de importar o **useState.**

**import {useState,UseEffect} from 'react';**

importamos o **useEffect** pois usaremos também.

**useEffect(()=>{} , []);**

Essa função ela recebe dois parâmetros dentro dos parênteses,

O primeiro parâmetro recebe uma função. () =>{}

O segundo parâmetro ele espera uma variável.  
  
O useEffect ele vai executar uma ação sempre que a variável colocada no segundo parâmetro sofrer alteração.

useEffect(()=>{

} , []);

Essa é a indentação correta, dentro dessa função no espaço que não contém informação colocaremos a ação que nossa função realizará sempre que o segundo parâmetro sofrer alteração.

useEffect(()=>{

fetch('https://api.github.com/orgs/rocketseat/repos')

.then(*response* => *response*.json())

.then(*data*=> console.log(*data*))

} , []);

**fetch** busca os dados com a api, quando o fetch me devolver essa resposta em **. then** vou converter essa resposta para **json**

.then(*response* => *response*.json())

Quando a resposta para **json** terminar de ser convertida, você vai ter no segundo **.then** os dados sendo mostrados no console para testar.

.then(*data*=> console.log(*data*))

para próximo tópico mantenha o seu effect salvando a variável **data** por meio da função **setRepositories**

**useEffect(()=>{**

**fetch('https://api.github.com/orgs/rocketseat/repos')**

**.then(*response* => *response*.json())**

**.then(*data*=> setRepositories(*data*))**

**} , []);**

De forma resumida nós usamos o **useState** para salvar estado da nossa variável e atualiza na tela conforme seja alterada, e combinamos com **useEffect** que executa uma função uma única vez ou toda vez que a variável no segundo parâmetro for alterada.

3.3 Listando Repositórios

No arquivo **RepositoryList** vamos começar apagando a variável

**const repository={**

**name:'unform',**

**description:'Forms in React',**

**link:'https://www.google.com'**

**}**

Apague esse código também :

<ul>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

<*RepositoryItem* *repository*={repository}/>

</ul>

coloque este código no lugar:

<ul>

{repositories.map(

*repository*=>{

return<*RepositoryItem* *key*={*repository*.name}*repository*={*repository*}/>

})

}

</ul>

Esse código acima ele está usando a função map que percorre repositórios e consegue retornar.

injetamos nosso repositório da api github no nosso componente , as informações são propriedades e serão usadas.

Atualize o **RepositoryItem.jsx**

export function RepositoryItem(*props*){

return(

<li>

<strong>{props.repository.name}</strong>

<p>{props.repository.description}</p>

<a *href*={props.repository.html\_url}>Acessar Repositório</a>

</li>

);

}

4. Typescript

4.1 Configurando o typescript

Instalando **typescript:**

**yarn add typescript -D**

**yarn tsc --init**

Agora o typescript será inicializado em nosso projeto, ou seja, será gerado um arquivo **tsconfig.json** em nossa aplicação.

Esse arquivo possui inúmeras configurações, algumas habilitadas outras estão em comentário.

deixarei as configurações que iremos usar ou criar.

**"lib": ["dom", "dom.iterable","esnext"],**

geralmente as configurações já estão escritas como comentário basta reutilizar o texto.

**"allowJs": true,**

**"allowSyntheticDefaultImports": true,**

**"skipLibCheck": true,**

**"esModuleInterop": true,**

**"forceConsistentCasingInFileNames": true**

**"moduleResolution": "node",**

**"resolveJsonModule":true,**

**"isolatedModules":true,**

**"noEmit": true,**

**"jsx": "react-jsx",**

as configurações a seguir você deve remover por enquanto:

**"target": "es5",**

**"module": "commonjs",**

Agora acrescente no final do objeto :

{

"compilerOptions": {

//AQUI É ONDE FICA NOSSAS CONFIGURAÇÕES

},

"include": ["src"] ← adicione apenas essa linha

}

Agora temos que configurar babel.config.js e acrescentar as configurações do typescropt.  
  
Digite no terminal:

**yarn add @babel/preset-typescript -D**

O arquivo **babel.config.js**:

*module*.*exports*={

presets:['@babel/preset-env',

'@babel/preset-typescript',

['@babel/preset-react',{

runtime:'automatic'

}]

]

};

Agora vamos editar o **webpack.config.js:**

**rules:[**

**{**

**test:/\.(j|t)sx$/, //Nessa parte ele vai entender jsx e tsx**

**exclude:/node\_modules/,**

**use:{**

**loader:'babel-loader',**

**options:{**

**plugins:[**

**isDevelopement && require.resolve('react-refresh/babel'),**

**].filter(*Boolean*)**

**},**

**},**

Altere também essa parte :

resolve : {

extensions:['.js','.jsx','.ts','.tsx'],

},

Mudança Final:

entry: path.resolve(\_\_dirname,'src', 'index.tsx'),

Não esqueça de mudar formato do arquivo index.jsx para .tsx,

Execute no terminal:  
  
**yarn add @types/react-dom -D**

pronto.

4.2 Componentes com typescript

Mude o formato do arquivo **App.jsx** para **.tsx**

Mude o formato do arquivo **RepositoryItem.jsx** para **.tsx**

Vai dar erro e corrigiremos aplicando o **typescript** pois a **props** é **any** ,

interface *RepositoryItemProps*{

repository:{

name: *string*;

description: *string*;

html\_url: *string*;

}

}

export function RepositoryItem(*props*: *RepositoryItemProps*){

return(

<li>

<strong>{*props*.repository.name}</strong>

<p>{*props*.repository.description}</p>

<a *href*={*props*.repository.html\_url}>Acessar Repositório</a>

</li>

);

}

Em **RepositoryList.jsx** mude o formato para **.tsx** e use esse código :

import { RepositoryItem } from "./RepositoryItem";

import {useState, useEffect} from 'react';

import '../styles/repositories.scss';

interface *Repository*{ //Tipagem

name: *string*;

description: *string*;

html\_url: *string*;

}

export function RepositoryList(){

//Estado é do tipo Repository

const[repositories, setRepositories] = useState<*Repository*[]>([]);

useEffect(()=>{

fetch('https://api.github.com/orgs/rocketseat/repos')

.then(*response* => *response*.json())

.then(*data*=> setRepositories(*data*))

} , []);

return(

<section *className*="repository-list">

<h1>Lista de repositorios</h1>

<ul>

{repositories.map(

*repository*=>{

return<*RepositoryItem* *key*={*repository*.name} *repository*={*repository*}/>

})

}

</ul>

</section>

);

}

Eu tive dificuldades de explicar textualmente sobre **typescript**, porém buscando recursos como vídeos sobre **typescript** em **React** você tenha um entendimento maior sobre as vantagens e recursos feitos na prática.

A dica que dou para o autodidata é pesquisar cada recurso desconhecido, entendê-lo mais a fundo pela curiosidade e tornar isso um hábito.