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**Теоретическая часть:**

### Поиск расстояний – довольно распространенная задача анализа графов.

Для поиска расстояний можно использовать процедуры обхода графа. Для этого при каждом переходе в новую вершину необходимо запоминать, сколько шагов до нее мы сделали. При этом вектор, который хранил информацию о посещении вершин становится вектором расстояний. Довольно просто модернизировать для поиска расстояний в графе алгоритм обхода в ширину, т.к. этот алгоритм проходит вершины по уровням удаленности, то для не ориентированного графа для вершин каждого следующего уровня глубины расстояние от исходной вершины увеличивается на 1. Удалённость в данном случае понимается как количество ребер, по которым необходимо прейти до достижения вершины.

Таким образом, можно предложить следующую реализацию алгоритма обхода в ширину.

**Вход**: G – матрица смежности графа, v – исходная вершина.

**Выход**: DIST – вектор расстояний до всех вершин от исходной.

**Алгоритм ПОШ**

1.1. для всех i положим DIST [i] = -1 пометим как "не посещенную";

1.2. **ВЫПОЛНЯТЬ** BFSD (v).

1.3 для всех i вывести DIST [i] на экран;

**Алгоритм** BFSD(v):

2.1. Создать пустую очередь Q = {};

2.2. Поместить v в очередь Q.push(v);

2.3. Обновить вектор расстояний DIST [ x ] = 0;

2.4. **ПОКА**  Q != ∅ очередь не пуста **ВЫПОЛНЯТЬ**

2.5. v = Q.front() установить текущую вершину;

2.6. Удалить первый элемент из очереди Q.pop();

2.7. вывести на экран v;

2.8. **ДЛЯ** i = 1 **ДО** size\_G **ВЫПОЛНЯТЬ**

2.9. **ЕСЛИ** G(v,i) = = 1**И** DIST = = -1

2.10. **ТО**

2.11. Поместить i в очередь Q.push(i);

2.12. Обновить вектор расстояний DIST [ i ] = DIST [ v ] + 1;

Реализация состоит из подготовительной части, в которой все вершины помечаются как не поcещенные (п.1.1). В отличие от алгоритма BFS не посещенные вершины помечаем -1, т.к. значение 0 и 1 могут быть расстояниями. Расстояние 0 – от исходной вершины до самой себя.

В самой процедуре как и в алгоритме BFS сначала создается пустая очередь (п. 2.1), в которую помещается исходная вершина, из которой начат обход (п.2.2). Расстояние до этой вершины (п.2.3) устанавливается равным 0 (расстояние до самой себя).

Далее итерационно, пока очередь не опустеет, из нее извлекается первый элемент, который становится текущей вершиной (п. 2.5, 2.6). Затем в цикле просматривается **v**-я строка матрицы смежности графа G(v,i). Как только алгоритм встречает смежную с **v** не посещенную вершину (п.2.9), эта вершина помещается в очередь (п.2.11) и для нее обновляется вектор расстояния (п.2.12). Расстояние до новой **i**-й вершины вычисляется как расстояние до текущей **v**-й вершины плюс 1 (так как ребра нашего графа не взвешенные).

После просмотра строки матрицы смежности алгоритм делает следующую итерацию цикла 2.4 или заканчивает работу, если очередь пуста.

Таким образом, если вершина помещается в очередь при просмотре сроки матрицы смежности на 1-й итерации, то они находятся на 1 уровне удаленности и расстояние до этих вершин будет равным 1.

DIST [ i ] = DIST [ v ] + 1, где DIST [ v ] = 0 – расстояние от исходной вершины до самой себя.

Далее, начинают просматриваться вершины первого уровня и соответствующие им строки матрицы смежности. При добавлении смежных с вершинами первого уровня вершин, расстояния до них будут равны 2.

DIST [ i ] = DIST [ v ] + 1, где DIST [ v ] = 1 – расстояние от исходной вершины до вершин 1 уровня.

После того, как все вершины первого уровня будут просмотрены и извлечены из очереди, начнется просмотр вершин 2 уровня и соответствующих им строк матрицы смежности. При добавлении смежных с вершинами второго уровня вершин, расстояния до них будут равны 3.

DIST [ i ] = DIST [ v ] + 1, где DIST [ v ] = 2 – расстояние от исходной вершины до вершин 2 уровня.

И так далее, алгоритм проходит вершины по уровням, пока очередь не опустеет.

**Лабораторное задание:**

### Задание 1:

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.

**Практическая часть:**

**Листинг:**

#include "stdafx.h"

#include <conio.h>

#include <stdlib.h>

#include <queue>

int G[6][6], Z[6]={-1,-1,-1,-1,-1,-1};

using namespace std;

queue <int> Q;

void Wit(int k)

{

for (int l=0;l<6;l++)

if (G[k][l]==1 && Z[l]==-1)

{

Q.push(l);

Z[l]=Z[k]+1;

}

if (Q.empty())

{}

else{

k=Q.front();

printf("\n%d %d",k, Z[k]);

Q.pop();

Wit (k);

}

}

int main()

{

int i,j;

for (i=0;i<6;i++)

{

for (j=i;j<6;j++)

{

G[i][j]=rand()%2;

G[j][i]=G[i][j];

}

G[i][i]=0;

}

for (i=0;i<6;i++)

{

for (j=0;j<6;j++)

printf("%2d",G[i][j]);

printf("\n");

}

printf("\n");

scanf("%d", &i);

Z[i]=0;

printf("\n");

printf("%d ",i);

Wit(i);

getch();

return 0;

}

**Задание:**

![C:\Users\toshiba\Desktop\4.PNG](data:image/png;base64,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)

**Вывод:** Я благополучно написал и использовал программу производящую поиск расстояния от выбранной вершины.