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## Цель работы

1. Изучение основных функций оптимизирующего компилятора, и

некоторых примеров оптимизирующих преобразований и уровней

оптимизации.

2. Получение базовых навыков работы с компилятором GCC.

3. Исследование влияния оптимизационных настроек компилятора GCC

на время исполнения программы.

## Задание

Написать алгоритм сортировки методом пузырька и измерить его скорость работы при нескольких N с разными уровнями оптимизации.

## Описание работы

Был написан алгоритм сортировки метдом пузырька на языке С и проверен на корректность.

Был написан bash скрипт для тестирования алгоритма с разными флагами компиляции и разными N, были проведены тесты.

Далее приведены данные из терминала и графики зависимости времени выполнения с разными флагами компиляции от количества элементов в массиве.

## (*флаг компиляции, N, время работы, относительная погрешность* )

## 

## 4. Приложения

Код:

#include <stdlib.h>

#include <stdio.h>

#include <time.h>

void swap(int\* a, int\* b) {

int tmp = \*a;

\*a = \*b;

\*b = tmp;

}

void bubbleSort(int\* arr, size\_t len) {

for(size\_t i = 0; i < len - 1; ++i) {

for(int j = 0; j < len - i - 1; ++j) {

if(arr[j] > arr[j + 1]) swap(&arr[j], &arr[j + 1]);

}

}

}

int main(int argc, char\* argv[]) {

if(argc != 2) {

printf("Не один аргумент\n");

return 1;

}

int number = atoi(argv[1]);

if(number <= 0) {

printf("Аргумент должен быть натуральным числом\n");

return 1;

}

int\* array = (int\*)malloc(number \* sizeof(int));

if(array == NULL) {

printf("Не удалось выделить память\n");

return 1;

}

for(int i = 0; i < number; ++i) {

array[i] = rand();

}

struct timespec start, end;

clock\_gettime(CLOCK\_MONOTONIC\_RAW, &start);

bubbleSort(array, (size\_t)number);

clock\_gettime(CLOCK\_MONOTONIC\_RAW, &end);

double delta = (end.tv\_sec - start.tv\_sec + 0.000000001 \* (end.tv\_nsec - start.tv\_nsec));

printf("%9lfsec, %.15lf%%\n",delta,(1 / (delta \* 1000000000)));

free(array);

return 0;

}

Bash-скрипт:

#!/bin/bash

for var in "-O0" "-O1" "-O2" "-O3" "-Os" "-Ofast" "-Og"

do

echo "$var:"

gcc $var main.c -o BubbleSort -lrt

for n in 100000 150000 200000

do

echo -n " N=$n: "

./BubbleSort $n

done

echo ""

done

echo "готово"

Репозиторий: https://github.com/TrusovTimofey/24205-Trusov-ECM

5. Вывод

Ознакомились с флагами оптимизации утилиты gcc.

Оптимальным под мою реализацию пузырьковой сортировки оказался флаг -O1, поскольку показал лучшие результаты времени выполнения программы.