import numpy as np

from sklearn.preprocessing import StandardScaler

import numpy as np

#data

X = np.array([150, 180, 164, 162, 181, 182, 173, 190, 171, 170, 181, 182, 189, 184, 209, 210])

y = np.array([51, 52, 54, 53, 55, 59, 61, 59, 63, 76, 64, 66, 69, 72, 70, 80])

# Initialize theta parameters and learning rate

theta0 = 0

theta1 = 0

learning\_rate = 1e-8

iterations = 30000

# Chuẩn hóa dữ liệu

scaler = StandardScaler()

data = X.reshape(-1, 1)

X = scaler.fit\_transform(data)

def predict(X, theta0, theta1):

return theta0 + theta1 \* X

def cost\_function(X, y, theta0, theta1):

m = len(X)

return (1 / (2 \* m)) \* np.sum((predict(X, theta0, theta1) - y) \*\* 2)

def gradient\_descent(X, y, theta0, theta1, learning\_rate):

m = len(X)

gradient0 = (1 / m) \* np.sum(predict(X, theta0, theta1)-y)

gradient1 = (1 / m) \* np.sum((predict(X, theta0, theta1) - y) \* X)

new\_theta0 = theta0 - learning\_rate \* gradient0

new\_theta1 = theta1 - learning\_rate \* gradient1

return new\_theta0, new\_theta1

for i in range(iterations):

theta0, theta1 = gradient\_descent(X, y, theta0, theta1, learning\_rate)

print("theta0: ", theta0, "theta1: ", theta1)

![](data:image/png;base64,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)