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Целью настоящего исследования является сравнение алгоритмов ранжирования объектов с точки зрения их эффективности.

Сравниваются три алгоритма. Два из них были ранее описаны в статье Тушавин В. А. Ранжирование показателей качества с использованием методов Кемени-Янга и Шульце //Экономика и менеджмент систем управления. 2005. № 4.4.

Третий - быстрый алгоритм нахождения медианы Кемени из пакета ConsRank.

### Определение библиотек и функций

library(ggplot2)  
library(scales)  
library(gtools)  
library(ConsRank)

## Warning: package 'ConsRank' was built under R version 3.2.3

## Loading required package: MASS  
## Loading required package: proxy

## Warning: package 'proxy' was built under R version 3.2.3

##   
## Attaching package: 'proxy'  
##   
## The following objects are masked from 'package:stats':  
##   
## as.dist, dist  
##   
## The following object is masked from 'package:base':  
##   
## as.matrix  
##   
## Loading required package: rgl  
##   
## Attaching package: 'ConsRank'  
##   
## The following object is masked from 'package:base':  
##   
## labels

library(lpSolve)  
library(irr)  
library(reshape2)  
library(VennDiagram)

## Loading required package: grid

library(rpart)  
library(rpart.plot)  
library(caret)

## Loading required package: lattice

library(ROCR)

## Warning: package 'ROCR' was built under R version 3.2.3

## Loading required package: gplots  
##   
## Attaching package: 'gplots'  
##   
## The following object is masked from 'package:stats':  
##   
## lowess

# Функции для нахождения медианы Кемени  
# Нахождение расстояния между оценками  
kendall\_tau<-function(rank.a,rank.b) {  
 tau<-0  
 n<-length(rank.a)  
 for(k in 1:ncol(z<-combn(n,2))) {  
 i=z[1,k]  
 j=z[2,k]  
 tau<-tau+(sign(rank.a[i]-rank.a[j]) == -sign(rank.b[i]-rank.b[j]))  
 }   
 return(tau)  
}  
  
  
# Построение графа  
build\_graph<-function(ranks) {  
 n\_voters<-nrow(ranks)  
 n\_candidates<-ncol(ranks)  
 edge\_weights<-matrix(0,nrow=n\_candidates,ncol=n\_candidates)  
 for(k in 1:ncol(z<-combn(n\_candidates,2))) {  
 i=z[1,k]  
 j=z[2,k]  
 preference<-ranks[, i] - ranks[, j]  
 h.ij <- sum(preference < 0)   
 h.ji <- sum(preference > 0)  
 if(h.ij > h.ji) edge\_weights[i, j] <- h.ij - h.ji else if(h.ij < h.ji) edge\_weights[j, i] <- h.ji - h.ij  
 }  
 return(edge\_weights)  
}  
  
# Нахождение медианы Кемени посредством решения задачи ЛП  
rank\_solve<-function(ranks,Wk=NULL) {  
 tic = proc.time()[3]  
 n\_voters<-nrow(ranks)  
 n\_candidates<-ncol(ranks)  
 # Строим граф  
 edge\_weights<-build\_graph(ranks)  
 # Задаем параметры.   
 # Коээфициенты при целевой функции  
 objective.in<- as.vector(t(edge\_weights))  
 # Коэффициенты для каждой пары  
 pairwise\_constraints <- matrix(0,  
 n\_candidates \* (n\_candidates - 1) / 2, n\_candidates ^ 2)  
 for(k in 1:nrow(z<-combinations(n\_candidates,2))) {  
 i=z[k,1]  
 j=z[k,2]   
 pairwise\_constraints[k,c((i-1)\*n\_candidates+j,(j-1)\*n\_candidates+i)]<-1  
 }  
 # Коэффициенты для каждой тройки  
 triangle\_constraints <-matrix(0,n\_candidates \*  
 (n\_candidates - 1) \*  
 (n\_candidates - 2), n\_candidates ^ 2)  
   
 for(m in 1:nrow(z<-permutations(n\_candidates,3))) {  
 i=z[m,1]  
 j=z[m,2]  
 k=z[m,3]  
 triangle\_constraints[m,c((i-1)\*n\_candidates+j,(j-1)\*n\_candidates+k,(k-1)\*n\_candidates+i)]<-1  
 }  
 constraints<-rbind(pairwise\_constraints,triangle\_constraints)  
 constraint\_rhs<-rep(1,nrow(pairwise\_constraints)+nrow(triangle\_constraints))  
 constraint\_signs<-c(rep("==",nrow(pairwise\_constraints)),rep(">=",nrow(triangle\_constraints)))  
 z<-lp("min",objective.in, constraints, constraint\_signs, constraint\_rhs,all.int=T)   
 x<-matrix(z$solution,nrow=n\_candidates,ncol=n\_candidates,byrow=T)  
 best\_rank<-apply(x,1,sum)  
 tau<-sum(apply(ranks,1,function(x){kendall\_tau(x,best\_rank)}))  
 toc = proc.time()[3]  
 eltime = toc - tic  
 consensus<-matrix(best\_rank+1,nrow=1,ncol=n\_candidates)  
 colnames(consensus)<-colnames(ranks)  
 return(list(min\_dist=tau,best\_rank=best\_rank,Consensus=consensus,Eltime=eltime))  
}

Поскольку предыдущая версия функции ранжирования методом Шульце требовала полное ранжирование заданное в виде последовательности номеров элементов, то необходимо её немного преобразовать для работы с таблицей рангов.

# Модифицированния функция нахождения итогового  
# ранжирования методом Шульце  
Schulze.m<-function(ranks,Wk=NULL) {  
 tic = proc.time()[3]  
 if (class(ranks) == "data.frame") {  
 ranks = as.matrix(ranks)  
 }   
 n\_voters<-nrow(ranks)  
 n\_candidates<-ncol(ranks)  
 ranks[is.na(ranks)]<-Inf  
 if (n\_voters == 1) {  
 consensus = ranks  
 } else {  
 mtx<-matrix(data=0,nrow=n\_candidates,ncol=n\_candidates)  
 rownames(mtx)<-colnames(ranks)  
 colnames(mtx)<-colnames(ranks)  
 index<-combinations(n\_candidates,2)  
 for(i in 1:n\_voters){  
 temp<-matrix(data=0,nrow=n\_candidates,ncol=n\_candidates)  
 for(idx in 1:nrow(index)) {  
 x1=index[idx,1]  
 x2=index[idx,2]  
 if(ranks[i,x1]<ranks[i,x2]) temp[x1,x2]<-temp[x1,x2]+1  
 if(ranks[i,x1]>ranks[i,x2]) temp[x2,x1]<-temp[x2,x1]+1  
 }  
 if(!is.null(Wk)) temp<-temp\*Wk[i]  
 mtx<-mtx+temp  
 }  
 result<-matrix(data=0,nrow=n\_candidates,ncol=n\_candidates)  
 for(i in 1:n\_candidates)  
 for(j in 1:n\_candidates)  
 if(i!=j) result[i,j]<-ifelse(mtx[i,j] > mtx[j,i],mtx[i,j],0)  
 for(i in 1:n\_candidates)  
 for(j in 1:n\_candidates)  
 if(i!=j) for(k in 1:n\_candidates)  
 if(i!=k & j !=k) result[j,k]<-max(result[j,k],  
 min(result[j,i],result[i,k]))  
 vec<-rep(0,n\_candidates)  
 for(k in 1:nrow(z<-combinations(n\_candidates,2))) {  
 i=z[k,1]  
 j=z[k,2]  
 if(result[i,j]>result[j,i])   
 vec[j]<-vec[j]+1  
 else if(result[i,j]<result[j,i])  
 vec[i]<-vec[i]+1  
 }  
 }   
 consensus<-matrix(vec,nrow=1,ncol=n\_candidates)  
 colnames(consensus)<-colnames(ranks)  
toc = proc.time()[3]  
eltime = toc - tic  
return(list(Consensus=consensus+1,Eltime=eltime))  
}

Проведем тестирование на [примере из Википедии](https://en.wikipedia.org/wiki/Schulze_method)

|  |  |
| --- | --- |
| number of voters | order of preference |
| 5 | ACBED |
| 5 | ADECB |
| 8 | BEDAC |
| 3 | CABED |
| 7 | CAEBD |
| 2 | CBADE |
| 7 | DCEBA |
| 8 | EBADC |

Schulze ranking is E > A > C > B > D, and E wins.

test<-data.frame(order=c("ACBED","ADECB",  
 "BEDAC",  
 "CABED",  
 "CAEBD",  
 "CBADE",  
 "DCEBA",  
 "EBADC"),  
 wk=c(5,5,8,3,7,2,7,8))   
ranks<-matrix(0,nrow=nrow(test),ncol=5)  
colnames(ranks)<-LETTERS[1:5]  
for(i in 1:nrow(test))   
 ranks[i,t(asc(as.character(test$order[i]))-64)]<-1:5  
Wk<-test$wk  
Schulze.m(ranks,Wk)

## $Consensus  
## A B C D E  
## [1,] 2 4 3 5 1  
##   
## $Eltime  
## elapsed   
## 0

Результаты совпали полностью. Функция работает. Проверим результат с помощью пакета ConsRank

FASTcons(ranks,Wk)

## $Consensus  
## A B C D E  
## [1,] 3 2 5 4 1  
##   
## $Tau  
## [,1]  
## [1,] 0.1555556  
##   
## $Eltime  
## elapsed   
## 0.84

QuickCons(ranks,Wk)

## $Consensus  
## A B C D E  
## [1,] 3 2 5 4 1  
##   
## $Tau  
## [1] 0.1555556  
##   
## $Eltime  
## elapsed   
## 0.04

EMCons(ranks,Wk)

## [1] "round 1"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 3 branches"  
## [1] "evaluating 13 branches"  
## [1] "evaluating 33 branches"  
## [1] "round 2"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 3 branches"  
## [1] "evaluating 13 branches"  
## [1] "evaluating 18 branches"

## $Consensus  
## A B C D E  
## [1,] 3 2 5 4 1  
##   
## $Tau  
## [1] 0.1555556  
##   
## $Eltime  
## elapsed   
## 0.09

Имеется расхождение, поскольку пример является несбалансированным по рангам.

Сравним результаты тестового примера из пакета ConsRank. Данные представляют собой ранжирование 130 студентами семи видов спорта в соответствии с их предпочтениями. (Marden, J. I. (1996). Analyzing and modeling rank data. CRC Press.)

data(sports)  
colnames(sports)

## [1] "Baseball" "Football" "Basketball" "Tennis" "Cycling"   
## [6] "Swimming" "Jogging"

colnames(sports)<-c("Бейсбол", "Футбол", "Баскетбол", "Теннис", "Велоспорт", "Плавание", "Бег трусцой")  
dim(sports)

## [1] 130 7

FASTcons(sports,maxiter=10)

## $Consensus  
## Бейсбол Футбол Баскетбол Теннис Велоспорт Плавание Бег трусцой  
## [1,] 4 6 3 5 1 2 7  
##   
## $Tau  
## [,1]  
## [1,] 0.1443223  
##   
## $Eltime  
## elapsed   
## 0.3

QuickCons(sports)

## $Consensus  
## Бейсбол Футбол Баскетбол Теннис Велоспорт Плавание Бег трусцой  
## [1,] 4 6 3 5 1 2 7  
##   
## $Tau  
## [,1]  
## [1,] 0.1443223  
##   
## $Eltime  
## elapsed   
## 0.08

EMCons(sports)

## [1] "round 1"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 1 branches"  
## [1] "evaluating 1 branches"

## $Consensus  
## Бейсбол Футбол Баскетбол Теннис Велоспорт Плавание Бег трусцой  
## [1,] 4 6 3 5 1 2 7  
##   
## $Tau  
## [1] 0.1443223  
##   
## $Eltime  
## elapsed   
## 0.06

Schulze.m(sports)

## $Consensus  
## Бейсбол Футбол Баскетбол Теннис Велоспорт Плавание Бег трусцой  
## [1,] 4 6 3 5 1 2 7  
##   
## $Eltime  
## elapsed   
## 0.03

rank\_solve(sports)

## $min\_dist  
## [1] 1168  
##   
## $best\_rank  
## [1] 3 5 2 4 0 1 6  
##   
## $Consensus  
## Бейсбол Футбол Баскетбол Теннис Велоспорт Плавание Бег трусцой  
## [1,] 4 6 3 5 1 2 7  
##   
## $Eltime  
## elapsed   
## 0.03

Результаты совпадают.

### Сравнение времени выполнения алгоритмов

# Тест по времени  
set.seed(1968)  
d.len<-c()  
d.n<-c()  
d.mth<-c()  
d.time<-c()  
  
pb <- txtProgressBar(min = 0, max = 24, style = 3,file = stderr())  
zzz<-0  
for(rank\_len in 3:8)  
 for(n\_ranks in c(5,10,15,20)) {  
 ranks<-c()  
 for(i in 1:n\_ranks) ranks<-c(ranks,sample(1:rank\_len,rank\_len))  
 ranks<-matrix(ranks,ncol=rank\_len,byrow=T)  
   
 start.time <- Sys.time()  
 z<-FASTcons(ranks)  
 end.time <- Sys.time()  
 time.taken <-end.time - start.time  
 d.len<-c(d.len,rank\_len)  
 d.n<-c(d.n,n\_ranks)  
 d.mth<-c(d.mth,"FASTcons")  
 d.time<-c(d.time,as.numeric(time.taken))  
   
 start.time <- Sys.time()  
 z<-QuickCons(ranks)  
 end.time <- Sys.time()  
 time.taken <- end.time - start.time  
 d.len<-c(d.len,rank\_len)  
 d.n<-c(d.n,n\_ranks)  
 d.mth<-c(d.mth,"QuickCons")  
 d.time<-c(d.time,as.numeric(time.taken))  
   
 start.time <- Sys.time()  
 z<-EMCons(ranks,PS=F)  
 end.time <- Sys.time()  
 time.taken <- end.time - start.time  
 d.len<-c(d.len,rank\_len)  
 d.n<-c(d.n,n\_ranks)  
 d.mth<-c(d.mth,"EMCons")  
 d.time<-c(d.time,as.numeric(time.taken))  
   
 start.time <- Sys.time()  
 z<-Schulze.m(ranks)  
 end.time <- Sys.time()  
 time.taken <- end.time - start.time  
 d.len<-c(d.len,rank\_len)  
 d.n<-c(d.n,n\_ranks)  
 d.mth<-c(d.mth,"Schulze")  
 d.time<-c(d.time,as.numeric(time.taken))  
   
 start.time <- Sys.time()  
 z<-rank\_solve(ranks)  
 end.time <- Sys.time()  
 time.taken <- end.time - start.time  
 d.len<-c(d.len,rank\_len)  
 d.n<-c(d.n,n\_ranks)  
 d.mth<-c(d.mth,"LP")  
 d.time<-c(d.time,as.numeric(time.taken))  
 zzz<-zzz+1  
 setTxtProgressBar(pb, zzz)  
 }  
close(pb)  
  
mydata<-data.frame(Показателей=d.len,Экспертов=d.n,Время=d.time,Метод=d.mth)  
mydata$Экспертов<-as.factor(mydata$Экспертов)  
mydata$Метод<-as.factor(mydata$Метод)  
g<-ggplot(aggregate(Время~Показателей+Метод,data=mydata,mean),aes(x=Показателей,y=Время,linetype=Метод,col=Метод))+  
 geom\_point()+  
 geom\_line(size=1)+  
 scale\_y\_log10(breaks=trans\_breaks("log10",function(x) 10^x),  
 labels=trans\_format("log10",math\_format(10^.x)),  
 minor\_breaks=log10(5)+-4:1)+  
 xlab("Количество оцениваемых показателей")+ylab("Время расчета, сек.")  
g<-g+theme\_bw(base\_size = 16)  
g #+theme(legend.position=c(1,1),legend.justification=c(1,1))

![](data:image/png;base64,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)

### Задание функций тестирования

Пусть имеется матрица рангов n x m, где n - эксперты, а m - ранжируемые показатели и имеется случайный вектор рангов длиной m. Пусть имеется полный конценсус и все эксперты поставили одинаковую оценку равную этому случайному вектору. Внесем искажения в матрицу, поменяв в каждой строке, кроме первой, два случайно выбранных рядом стоящих ранга местами. Попробуем отыскать исходное ранжирование с помощью метода Шульце, медианы Кемени методом ЛП и методом ветвей и границ.

change<-function(vec,cnt=1) {  
 idx<-1:(length(vec)-1)  
 for(i in 1:cnt) {  
 k<-sample(idx,1)  
 x1<-which(vec==k)  
 x2<-which(vec==(k+1))  
 x<-vec[x1]  
 vec[x1]<-vec[x2]  
 vec[x2]<-x  
 }   
 return(vec)  
}  
  
dotest<-function(val=5,experts=10,tests=1,correct=0) {  
 result<-list()  
 # Start  
 for(i in 1:tests) {  
 x0<-sample(1:val,val)  
 names(x0)<-LETTERS[1:val]  
 z<-matrix(rep(x0,experts),byrow=T,ncol=val)  
 colnames(z)<-LETTERS[1:val]  
 z1<-t(apply(z,1,change,cnt=1))  
 if(correct>0) for(j in 1:correct) z1[j,]<-x0  
 result[[i]]<-list(kendall=kendall(t(z1)),  
 TrueValue=x0,  
 Shulze=Schulze.m(z1),  
 FASTcons=QuickCons(z1),  
 LP=rank\_solve(z1-1))  
 }  
return(result)  
}

### Тестирование

if(!file.exists("doe.RDs")) {   
 set.seed(2015)  
 doe<-expand.grid(testn=1:100,val=3:8,experts=c(4,8,16,32,64,128,256,512))  
 doe$W<-NA  
 doe$Shulze.time<-NA  
 doe$FASTcons.time<-NA  
 doe$LP.time<-NA  
 doe$TS<-""  
 doe$Sch<-""  
 doe$Ken<-""  
 doe$LP<-""  
 doe$TrueS<-FALSE  
 doe$TrueF<-FALSE  
 doe$TrueLP<-FALSE  
 doe$SF<-FALSE  
 doe$SLP<-FALSE  
 doe$FLP<-FALSE  
   
 pb <- txtProgressBar(min = 0, max = nrow(doe), style = 3,file = stderr())  
 for(i in 1:nrow(doe)) {   
 r1<-dotest(val=doe$val[i],experts=doe$experts[i],tests=1,correct=1)  
 doe$W[i]<-r1[[1]]$kendall$value  
 doe$Shulze.time[i]<-r1[[1]]$Shulze$Eltime  
 doe$FASTcons.time[i]<-r1[[1]]$FASTcons$Eltime  
 doe$LP.time[i]<-r1[[1]]$LP$Eltime  
   
 doe$TS[i]<-paste0(names(r1[[1]]$TrueValue)[order(r1[[1]]$TrueValue)],collapse="")  
 doe$Sch[i]<-paste0(names(r1[[1]]$Shulze$Consensus[1,])[order(r1[[1]]$Shulze$Consensus[1,])],collapse="")  
 doe$Ken[i]<-paste0(names(r1[[1]]$FASTcons$Consensus[1,])[order(r1[[1]]$FASTcons$Consensus[1,])],collapse="")  
 doe$LP[i]<-paste0(names(r1[[1]]$LP$Consensus[1,])[order(r1[[1]]$LP$Consensus[1,])],collapse="")  
   
 doe$TrueS[i]<-(doe$TS[i] == doe$Sch[i])  
 doe$TrueF[i]<-(doe$TS[i] == doe$Ken[i])  
 doe$TrueLP[i]<-(doe$TS[i] == doe$LP[i])  
 doe$SF[i]<-(doe$Sch[i] == doe$Ken[i])  
 doe$SLP[i]<-(doe$Sch[i] == doe$LP[i])  
 doe$FLP[i]<-(doe$Ken[i] == doe$LP[i])  
 setTxtProgressBar(pb, i)  
 }  
 close(pb)  
 ### Сохранение данных  
 saveRDS(doe,"doe.RDs")  
 library(xlsx)  
 write.xlsx(doe, "mydata.xlsx", sheetName="Results",row.names=FALSE)  
} else doe<-readRDS("doe.RDs")  
   
knitr::kable(agg.doe<-aggregate(cbind(TrueS,TrueF,TrueLP,SF,SLP,FLP,Shulze.time,FASTcons.time,LP.time)~val+experts,data=doe,sum))

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| val | experts | TrueS | TrueF | TrueLP | SF | SLP | FLP | Shulze.time | FASTcons.time | LP.time |
| 3 | 4 | 37 | 36 | 0 | 67 | 63 | 64 | 0.12 | 0.61 | 0.23 |
| 4 | 4 | 52 | 60 | 37 | 80 | 53 | 45 | 0.13 | 0.79 | 0.30 |
| 5 | 4 | 67 | 64 | 52 | 87 | 57 | 64 | 0.11 | 1.35 | 0.36 |
| 6 | 4 | 72 | 73 | 63 | 93 | 67 | 68 | 0.21 | 1.80 | 0.55 |
| 7 | 4 | 76 | 77 | 68 | 95 | 62 | 65 | 0.18 | 2.77 | 0.66 |
| 8 | 4 | 89 | 86 | 79 | 95 | 72 | 75 | 0.31 | 3.90 | 0.81 |
| 3 | 8 | 26 | 25 | 0 | 69 | 74 | 75 | 0.10 | 0.63 | 0.26 |
| 4 | 8 | 58 | 61 | 40 | 85 | 80 | 77 | 0.21 | 0.95 | 0.27 |
| 5 | 8 | 85 | 85 | 79 | 92 | 86 | 86 | 0.21 | 1.48 | 0.32 |
| 6 | 8 | 93 | 91 | 87 | 98 | 94 | 96 | 0.29 | 2.01 | 0.58 |
| 7 | 8 | 93 | 93 | 92 | 98 | 97 | 97 | 0.35 | 2.68 | 0.83 |
| 8 | 8 | 98 | 97 | 95 | 99 | 97 | 98 | 0.49 | 4.05 | 0.96 |
| 3 | 16 | 15 | 12 | 0 | 83 | 85 | 88 | 0.11 | 0.71 | 0.18 |
| 4 | 16 | 81 | 80 | 74 | 95 | 93 | 94 | 0.24 | 1.12 | 0.34 |
| 5 | 16 | 99 | 99 | 98 | 100 | 99 | 99 | 0.21 | 1.58 | 0.58 |
| 6 | 16 | 99 | 100 | 99 | 99 | 100 | 99 | 0.34 | 2.42 | 0.68 |
| 7 | 16 | 100 | 100 | 99 | 100 | 99 | 99 | 0.58 | 3.21 | 0.80 |
| 8 | 16 | 99 | 100 | 99 | 99 | 100 | 99 | 0.66 | 4.56 | 1.25 |
| 3 | 32 | 10 | 15 | 0 | 79 | 90 | 85 | 0.20 | 1.06 | 0.45 |
| 4 | 32 | 92 | 94 | 91 | 98 | 99 | 97 | 0.29 | 1.55 | 0.51 |
| 5 | 32 | 100 | 100 | 100 | 100 | 100 | 100 | 0.41 | 2.23 | 0.56 |
| 6 | 32 | 100 | 100 | 100 | 100 | 100 | 100 | 0.57 | 2.87 | 0.80 |
| 7 | 32 | 100 | 100 | 100 | 100 | 100 | 100 | 0.98 | 3.75 | 1.00 |
| 8 | 32 | 100 | 100 | 100 | 100 | 100 | 100 | 1.15 | 5.42 | 1.41 |
| 3 | 64 | 8 | 15 | 0 | 89 | 92 | 85 | 0.20 | 1.66 | 0.81 |
| 4 | 64 | 99 | 99 | 99 | 100 | 100 | 100 | 0.39 | 2.22 | 0.88 |
| 5 | 64 | 100 | 100 | 100 | 100 | 100 | 100 | 0.72 | 3.01 | 1.14 |
| 6 | 64 | 100 | 100 | 100 | 100 | 100 | 100 | 0.92 | 3.91 | 1.42 |
| 7 | 64 | 100 | 100 | 100 | 100 | 100 | 100 | 1.34 | 5.59 | 1.69 |
| 8 | 64 | 100 | 100 | 100 | 100 | 100 | 100 | 2.02 | 6.90 | 2.15 |
| 3 | 128 | 7 | 11 | 0 | 92 | 93 | 89 | 0.57 | 2.85 | 0.97 |
| 4 | 128 | 100 | 100 | 100 | 100 | 100 | 100 | 0.81 | 3.72 | 1.32 |
| 5 | 128 | 100 | 100 | 100 | 100 | 100 | 100 | 1.34 | 4.79 | 1.75 |
| 6 | 128 | 100 | 100 | 100 | 100 | 100 | 100 | 1.99 | 6.14 | 2.23 |
| 7 | 128 | 100 | 100 | 100 | 100 | 100 | 100 | 2.79 | 7.92 | 2.78 |
| 8 | 128 | 100 | 100 | 100 | 100 | 100 | 100 | 3.64 | 9.94 | 3.61 |
| 3 | 256 | 4 | 3 | 0 | 95 | 96 | 97 | 0.96 | 5.27 | 1.85 |
| 4 | 256 | 100 | 100 | 100 | 100 | 100 | 100 | 1.71 | 6.57 | 2.39 |
| 5 | 256 | 100 | 100 | 100 | 100 | 100 | 100 | 2.84 | 8.16 | 3.20 |
| 6 | 256 | 100 | 100 | 100 | 100 | 100 | 100 | 3.91 | 10.53 | 4.09 |
| 7 | 256 | 100 | 100 | 100 | 100 | 100 | 100 | 5.32 | 13.15 | 5.25 |
| 8 | 256 | 100 | 100 | 100 | 100 | 100 | 100 | 6.86 | 16.32 | 6.63 |
| 3 | 512 | 1 | 2 | 0 | 99 | 99 | 98 | 1.95 | 9.91 | 3.48 |
| 4 | 512 | 100 | 100 | 100 | 100 | 100 | 100 | 3.38 | 12.48 | 4.52 |
| 5 | 512 | 100 | 100 | 100 | 100 | 100 | 100 | 5.55 | 16.16 | 6.29 |
| 6 | 512 | 100 | 100 | 100 | 100 | 100 | 100 | 7.78 | 20.34 | 8.17 |
| 7 | 512 | 100 | 100 | 100 | 100 | 100 | 100 | 10.71 | 24.74 | 10.19 |
| 8 | 512 | 100 | 100 | 100 | 100 | 100 | 100 | 13.65 | 29.16 | 12.42 |

### Время выполнения скрипта в зависимости от алгоритма

agg.doe<-agg.doe[,c(1,2,9:11)]  
names(agg.doe)[3:5]<-c("Шульце","Кемени","ЛП")  
md<-melt(agg.doe,id=c("val","experts"))  
ggplot(md,aes(x=val,y=value,fill=variable))+  
 geom\_bar(stat="identity",colour="black")+  
 scale\_fill\_discrete(name = "Алгоритм")+  
 labs(x="Число параметров",y="Время, сек.")+  
 theme\_bw()+theme(text=element\_text(size=14))
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ggsave("Pic03\_00.png",width=6,height=4,dpi=300)

### Построение диаграммы Венна

plot.venn<-function(doe) {  
 grid.newpage()  
 draw.quad.venn(area1 = nrow(doe),   
 area2 = nrow(doe),  
 area3 = nrow(doe),  
 area4=nrow(doe),  
 n12 = sum(doe$SF),  
 n13 = sum(doe$TrueS),  
 n14 = sum(doe$SLP),  
 n23 = sum(doe$TrueF),  
 n24 = sum(doe$FLP),  
 n34 = sum(doe$TrueLP),  
 n123 = sum(doe$Sch == doe$Ken & doe$Ken==doe$TS),  
 n124 = sum(doe$Sch == doe$Ken & doe$Ken==doe$LP),  
 n134 = sum(doe$Sch == doe$TS & doe$TS==doe$LP),  
 n234 = sum(doe$Ken == doe$TS & doe$TS==doe$LP),  
 n1234 = sum(doe$Ken == doe$TS & doe$TS==doe$LP & doe$Ken==doe$Sch),   
 category = c("Шульце", "Кемени", "Исходные данные", "ЛП"),   
 fill = c("skyblue", "pink1", "mediumorchid","white"))  
}  
plot.venn(doe)
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## (polygon[GRID.polygon.149], polygon[GRID.polygon.150], polygon[GRID.polygon.151], polygon[GRID.polygon.152], polygon[GRID.polygon.153], polygon[GRID.polygon.154], polygon[GRID.polygon.155], polygon[GRID.polygon.156], text[GRID.text.157], text[GRID.text.158], text[GRID.text.159], text[GRID.text.160], text[GRID.text.161], text[GRID.text.162], text[GRID.text.163], text[GRID.text.164], text[GRID.text.165], text[GRID.text.166], text[GRID.text.167], text[GRID.text.168], text[GRID.text.169], text[GRID.text.170], text[GRID.text.171], text[GRID.text.172], text[GRID.text.173], text[GRID.text.174], text[GRID.text.175])

# Анализ зависимости

set.seed(2015)  
idx<-sample(1:nrow(doe),3800)  
test<-doe[idx,]  
verify<-doe[-idx,]  
  
(mylogit <- glm(TrueS ~ val + experts + W, data = test, family=binomial(link='logit')))

##   
## Call: glm(formula = TrueS ~ val + experts + W, family = binomial(link = "logit"),   
## data = test)  
##   
## Coefficients:  
## (Intercept) val experts W   
## -5.077245 0.707930 0.003041 4.254768   
##   
## Degrees of Freedom: 3799 Total (i.e. Null); 3796 Residual  
## Null Deviance: 3710   
## Residual Deviance: 2097 AIC: 2105

summary(mylogit)

##   
## Call:  
## glm(formula = TrueS ~ val + experts + W, family = binomial(link = "logit"),   
## data = test)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.10587 0.09522 0.19664 0.46476 1.94230   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -5.0772454 0.2269911 -22.368 < 2e-16 \*\*\*  
## val 0.7079303 0.0910490 7.775 7.53e-15 \*\*\*  
## experts 0.0030411 0.0004047 7.515 5.71e-14 \*\*\*  
## W 4.2547684 0.4587072 9.276 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 3709.8 on 3799 degrees of freedom  
## Residual deviance: 2097.3 on 3796 degrees of freedom  
## AIC: 2105.3  
##   
## Number of Fisher Scoring iterations: 6

confint(mylogit)

## Waiting for profiling to be done...

## 2.5 % 97.5 %  
## (Intercept) -5.532272880 -4.641835510  
## val 0.533344617 0.890616275  
## experts 0.002261516 0.003848818  
## W 3.360742352 5.160190314

fitted.results<-predict(mylogit,newdata=verify,type='response')  
fitted.results <- (fitted.results > 0.5)  
confusionMatrix(fitted.results,verify$TrueS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction FALSE TRUE  
## FALSE 158 21  
## TRUE 55 766  
##   
## Accuracy : 0.924   
## 95% CI : (0.9058, 0.9397)  
## No Information Rate : 0.787   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.7593   
## Mcnemar's Test P-Value : 0.0001535   
##   
## Sensitivity : 0.7418   
## Specificity : 0.9733   
## Pos Pred Value : 0.8827   
## Neg Pred Value : 0.9330   
## Prevalence : 0.2130   
## Detection Rate : 0.1580   
## Detection Prevalence : 0.1790   
## Balanced Accuracy : 0.8576   
##   
## 'Positive' Class : FALSE   
##

fitted.results<-predict(mylogit,newdata=verify,type='response')  
pr <- prediction(fitted.results, verify$TrueS)  
prf <- performance(pr, measure = "tpr", x.measure = "fpr")  
plot(prf,colorize=T)
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auc <- performance(pr, measure = "auc")  
auc <- auc@y.values[[1]]  
auc

## [1] 0.9147771

(mytree <- rpart(as.factor(TrueS) ~ val + experts + W, data = test))

## n= 3800   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 3800 727 TRUE (0.19131579 0.80868421)   
## 2) val< 3.5 615 87 FALSE (0.85853659 0.14146341) \*  
## 3) val>=3.5 3185 199 TRUE (0.06248038 0.93751962)   
## 6) experts< 12 813 173 TRUE (0.21279213 0.78720787)   
## 12) val< 4.5 162 71 TRUE (0.43827160 0.56172840)   
## 24) W>=0.7375 84 27 FALSE (0.67857143 0.32142857) \*  
## 25) W< 0.7375 78 14 TRUE (0.17948718 0.82051282) \*  
## 13) val>=4.5 651 102 TRUE (0.15668203 0.84331797) \*  
## 7) experts>=12 2372 26 TRUE (0.01096121 0.98903879) \*

prp(mytree,type = 2,extra = 104,fallen.leaves=TRUE)
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fitted.results<-predict(mytree,newdata=verify,type = "class")  
misClasificError <- mean(fitted.results != verify$TrueS)  
print(paste('Accuracy',1-misClasificError))

## [1] "Accuracy 0.936"

confusionMatrix(fitted.results,verify$TrueS)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction FALSE TRUE  
## FALSE 178 29  
## TRUE 35 758  
##   
## Accuracy : 0.936   
## 95% CI : (0.919, 0.9504)  
## No Information Rate : 0.787   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.8071   
## Mcnemar's Test P-Value : 0.532   
##   
## Sensitivity : 0.8357   
## Specificity : 0.9632   
## Pos Pred Value : 0.8599   
## Neg Pred Value : 0.9559   
## Prevalence : 0.2130   
## Detection Rate : 0.1780   
## Detection Prevalence : 0.2070   
## Balanced Accuracy : 0.8994   
##   
## 'Positive' Class : FALSE   
##

pr <- prediction(predict(mytree,newdata=verify,type = "vector"), verify$TrueS)  
prf <- performance(pr, measure = "tpr", x.measure = "fpr")  
plot(prf,colorize=T)
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auc <- performance(pr, measure = "auc")  
auc <- auc@y.values[[1]]  
auc

## [1] 0.899416

Построим такую же диаграмму для числа оцениваемых параметров больше 3.5 и число экспертов больше 11

plot.venn(subset(doe,val>3.5 & experts>11))
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## (polygon[GRID.polygon.176], polygon[GRID.polygon.177], polygon[GRID.polygon.178], polygon[GRID.polygon.179], polygon[GRID.polygon.180], polygon[GRID.polygon.181], polygon[GRID.polygon.182], polygon[GRID.polygon.183], text[GRID.text.184], text[GRID.text.185], text[GRID.text.186], text[GRID.text.187], text[GRID.text.188], text[GRID.text.189], text[GRID.text.190], text[GRID.text.191], text[GRID.text.192], text[GRID.text.193], text[GRID.text.194], text[GRID.text.195], text[GRID.text.196], text[GRID.text.197], text[GRID.text.198], text[GRID.text.199], text[GRID.text.200], text[GRID.text.201], text[GRID.text.202])

### Информация о параметрах R

sessionInfo()

## R version 3.2.2 (2015-08-14)  
## Platform: x86\_64-w64-mingw32/x64 (64-bit)  
## Running under: Windows 8 x64 (build 9200)  
##   
## locale:  
## [1] LC\_COLLATE=Russian\_Russia.1251 LC\_CTYPE=Russian\_Russia.1251   
## [3] LC\_MONETARY=Russian\_Russia.1251 LC\_NUMERIC=C   
## [5] LC\_TIME=Russian\_Russia.1251   
##   
## attached base packages:  
## [1] grid stats graphics grDevices utils datasets methods   
## [8] base   
##   
## other attached packages:  
## [1] ROCR\_1.0-7 gplots\_2.17.0 caret\_6.0-62   
## [4] lattice\_0.20-33 rpart.plot\_1.5.3 rpart\_4.1-10   
## [7] VennDiagram\_1.6.9 reshape2\_1.4.1 irr\_0.84   
## [10] lpSolve\_5.6.13 ConsRank\_1.0.2 rgl\_0.95.1367   
## [13] proxy\_0.4-15 MASS\_7.3-45 gtools\_3.5.0   
## [16] scales\_0.3.0 ggplot2\_1.0.1   
##   
## loaded via a namespace (and not attached):  
## [1] Rcpp\_0.12.2 highr\_0.5.1 nloptr\_1.0.4   
## [4] formatR\_1.2.1 plyr\_1.8.3 class\_7.3-14   
## [7] bitops\_1.0-6 iterators\_1.0.8 tools\_3.2.2   
## [10] digest\_0.6.8 lme4\_1.1-10 evaluate\_0.8   
## [13] gtable\_0.1.2 nlme\_3.1-122 mgcv\_1.8-9   
## [16] Matrix\_1.2-3 foreach\_1.4.3 parallel\_3.2.2   
## [19] yaml\_2.1.13 SparseM\_1.7 proto\_0.3-10   
## [22] e1071\_1.6-7 stringr\_1.0.0 knitr\_1.11   
## [25] caTools\_1.17.1 MatrixModels\_0.4-1 stats4\_3.2.2   
## [28] nnet\_7.3-11 rmarkdown\_0.8.1 gdata\_2.17.0   
## [31] minqa\_1.2.4 car\_2.1-0 magrittr\_1.5   
## [34] codetools\_0.2-14 htmltools\_0.2.6 splines\_3.2.2   
## [37] pbkrtest\_0.4-2 colorspace\_1.2-6 labeling\_0.3   
## [40] quantreg\_5.19 KernSmooth\_2.23-15 stringi\_1.0-1   
## [43] munsell\_0.4.2