# 四，填充光栅化的三角形并使用深度缓冲

译者前言：

本文译自[MSDN](http://blogs.msdn.com/b/davrous/archive/2013/06/13/tutorial-series-learning-how-to-write-a-3d-soft-engine-from-scratch-in-c-typescript-or-javascript.aspx" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)，原作者为[David Rousset](https://social.msdn.microsoft.com/profile/david rousset/" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)，文章中如果有我的额外说明，我会加上【译者注：】。

正文开始：

在前面的教程中，我们学习了如何在C#、TypeScript或JavaScript中编写3D软件渲染引擎中的从Blender加载导出网格这一章节。

我们已经能够在引擎中加载从Blender导出的Json文件了。那么到现在为止，我们的渲染效果依然只是简单的线框渲染。但是，在本章我们将讲解如何使用三角形光栅化算法来填充三角形。然后，我们将使用深度缓冲，以避免在后面的面跑到前面来的问题。

本章教程是以下系列的一部分：

[1 – 编写相机、网格和设备对象的核心逻辑](http://blog.csdn.net/teajs/article/details/49989681" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[2 – 绘制线段和三角形来获得线框渲染效果](http://blog.csdn.net/teajs/article/details/49998675" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[3 – 加载通过Blender扩展导出JSON格式的网格](http://blog.csdn.net/teajs/article/details/50001659" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)
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[4b – 额外章节：使用技巧和并行处理来提高性能](http://blog.csdn.net/teajs/article/details/50054509" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[5 – 使用平面着色和高氏着色处理光](http://blogs.msdn.com/b/davrous/archive/2013/07/03/tutorial-part-5-learning-how-to-write-a-3d-software-engine-in-c-ts-or-js-flat-amp-gouraud-shading.aspx" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[6 – 应用纹理、背面剔除以及一些WebGL相关](http://blogs.msdn.com/b/davrous/archive/2013/07/18/tutorial-part-6-learning-how-to-write-a-3d-software-engine-in-c-ts-or-js-texture-mapping-back-face-culling-amp-webgl.aspx" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

通过本章节，你将能够看到这样的效果：

[点击运行](http://david.blob.core.windows.net/softengine3d/part4/index.html" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

****光栅化****

【译者注：感谢四川-平生小哥为我们翻译此段】

有很多不同类型的光栅化算法。我甚至知道在我的团队中有人向知名的GPU厂商提出了自己的光栅化算法。也多亏了他，我现在知道了什么是[折行书](https://en.wikipedia.org/wiki/Boustrophedon" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)并一直使用至今。 :-)

为了更正规，我们将在本教程中实现一个简单而有效的光栅化算法。正如我们在CPU中运行3D软件渲染引擎一般，它会耗费我们的大量CPU运算。当然，现今这个功能已经直接用GPU来帮我们完成。

先让我们做一个练习。请拿出一张纸，然后画一个三角形，嗯……任意你所能画出来的三角形。我们要找出一个通用的方法可以得出任意类型的三角形。

如果我们按Y轴对每个三角形的三个点进行排序，保证 P1 后面是 P2， 然后是 P3 的话，最终将出现两种可能的情况：

![三角形的两种情况](data:image/png;base64,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)

你将会看到这两种情况：

P2 在 P1 和 P3 的右侧 或 P2在 P1 和 P3 的左侧。在本教程中，由于我们始终是从左到右(sx 到 se)的顺序画线，所以就按照这个假设来处理这两种情况。

此外，我们要顺着左图中的红线自上而下 (从 P1.Y 到  P3.Y) 从左向右绘制。但是当到达P2.Y时我们需要稍微改变一下逻辑，因为这时两种情况的斜率都会发生改变。这就是为什么我们将扫描线处理分为两个步骤：从 P1.Y 向下移动到 P2.Y，然后从P2.Y 最终移动到 P3.Y。

要了解我们使用算法的全部逻辑，可以在维基百科中找到词条：[http://en.wikipedia.org/wiki/Slope](http://en.wikipedia.org/wiki/Slope" \o "http://en.wikipedia.org/wiki/Slope" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)。它只是一些基本的数学运算。

为了能够适应这两种情况，你只需要进行简单的运算：

dP1P2 = P2.X - P1.X / P2.Y - P1.Y

dP1P3 = P3.X - P1.X / P3.Y - P1.Y

那我们如何得知是属于哪种情况呢？

P2 在右的第一种情况：dP1P2 > dP1P3

P2 在左的第二种情况：dP1P3 > dP1P2

现在已经有了算法的基本逻辑，我们需要知道如何计算上图中每条线上的 sx(起始的 x 坐标) 和 ex(结束的 x 坐标) 之间的 x。因此要首先计算出 sx 和 ex。由于我们知道当前所扫描到的 y 值、P1P3 和 P1P3 的斜率，因此我们不难得出 sx 和 ex 值。

以情况1为例。首先利用当前的 y 值来计算梯度。它将告诉我们在 P1.Y 和 P2.Y之间进行处理时，我们当前所处的阶段。

梯度 = 当前的y值 - P1.Y / P2.Y - P1.Y

因为 x 和 y 是线性连接，所以我们可以基于该梯度，利用 P1.X 和 P3.X 来计算 sx 插值，并利用 P1.X 和 P2.X来计算 ex 插值。

如果您能够理解插值这个概念，那么你就能够理解剩下所有关于光纤和材质。而且你能够很好的阅读相关代码，也能够从头开始自己重写代码，而无须复制、粘贴下面的代码。

如果还不是很清楚的话，这里有一些关于光栅化的文章以供阅读：

[- 3D软件渲染引擎 - 第一部分](http://www.codeproject.com/Articles/170296/3D-Software-Rendering-Engine-Part-I" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[- 三角形光栅化](https://lva.cg.tuwien.ac.at/ecg/wiki/doku.php?id=students:fill_rasterization" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

[- 填充三角形的软件光栅化算法](http://www.sunshine2k.de/coding/java/TriangleRasterization/TriangleRasterization.html" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

现在，基于我们现有的算法描述说明让我们开始编写代码。首先，从设备对象删除 drawLine 和 drawBline 函数，并用下面的代码进行替换：

【译者注：C#代码】

// 将三维坐标和变换矩阵转换成二维坐标

public Vector3 Project(Vector3 coord, Matrix transMat){

// 进行坐标变换

var point = Vector3.TransformCoordinate(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.X \* bmp.PixelWidth + bmp.PixelWidth / 2.0f;

var y = -point.Y \* bmp.PixelHeight + bmp.PixelHeight / 2.0f;

return (new Vector3(x, y, point.Z));}

// 如果二维坐标在可视范围内则绘制

public void DrawPoint(Vector2 point, Color4 color){

// 判断是否在屏幕内

if (point.X >= 0 && point.Y >= 0 && point.X < bmp.PixelWidth && point.Y < bmp.PixelHeight)

{

// 绘制一个点

PutPixel((int)point.X, (int)point.Y, color);

}}

【译者注：TypeScript代码】

// 将三维坐标和变换矩阵转换成二维坐标

public project(coord: BABYLON.Vector3, transMat: BABYLON.Matrix): BABYLON.Vector3 {

// 进行坐标变换

var point = BABYLON.Vector3.TransformCoordinates(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.x \* this.workingWidth + this.workingWidth / 2.0;

var y = -point.y \* this.workingHeight + this.workingHeight / 2.0;

return (new BABYLON.Vector3(x, y, point.z));}

// 如果二维坐标在可视范围内则绘制

public drawPoint(point: BABYLON.Vector2, color: BABYLON.Color4): void {

// 判断是否在屏幕内

if(point.x >= 0 && point.y >= 0 && point.x < this.workingWidth && point.y < this.workingHeight) {

// 绘制一个点

this.putPixel(point.x, point.y, color);

}}

【译者注：JavaScript代码】

// 将三维坐标和变换矩阵转换成二维坐标

Device.prototype.project = function (coord, transMat) {

var point = BABYLON.Vector3.TransformCoordinates(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.x \* this.workingWidth + this.workingWidth / 2.0 >> 0;

var y = -point.y \* this.workingHeight + this.workingHeight / 2.0 >> 0;

return (new BABYLON.Vector3(x, y, point.z));};

// 如果二维坐标在可视范围内则绘制

Device.prototype.drawPoint = function (point, color) {

// 判断是否在屏幕内

if (point.x >= 0 && point.y >= 0 && point.x < this.workingWidth

&& point.y < this.workingHeight) {

// 绘制一个点

this.putPixel(point.x, point.y, color);

}};

我们仅仅做了一些准备，下面则是最重要的部分，基于先前解释过的三角形的逻辑进行绘制。

【译者注：C#代码】

// 限制数值范围在0和1之间

float Clamp(float value, float min = 0, float max = 1){

return Math.Max(min, Math.Min(value, max));}

// 过渡插值

float Interpolate(float min, float max, float gradient){

return min + (max - min) \* Clamp(gradient);}

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

void ProcessScanLine(int y, Vector3 pa, Vector3 pb, Vector3 pc, Vector3 pd, Color4 color){

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.Y != pb.Y ? (y - pa.Y) / (pb.Y - pa.Y) : 1;

var gradient2 = pc.Y != pd.Y ? (y - pc.Y) / (pd.Y - pc.Y) : 1;

int sx = (int)Interpolate(pa.X, pb.X, gradient1);

int ex = (int)Interpolate(pc.X, pd.X, gradient2);

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++)

{

DrawPoint(new Vector2(x, y), color);

}}

public void DrawTriangle(Vector3 p1, Vector3 p2, Vector3 p3, Color4 color){

// 进行排序，p1总在最上面，p2总在最中间，p3总在最下面

if (p1.Y > p2.Y)

{

var temp = p2;

p2 = p1;

p1 = temp;

}

if (p2.Y > p3.Y)

{

var temp = p2;

p2 = p3;

p3 = temp;

}

if (p1.Y > p2.Y)

{

var temp = p2;

p2 = p1;

p1 = temp;

}

// 反向斜率

float dP1P2, dP1P3;

// http://en.wikipedia.org/wiki/Slope

// 计算反向斜率

if (p2.Y - p1.Y > 0)

dP1P2 = (p2.X - p1.X) / (p2.Y - p1.Y);

else

dP1P2 = 0;

if (p3.Y - p1.Y > 0)

dP1P3 = (p3.X - p1.X) / (p3.Y - p1.Y);

else

dP1P3 = 0;

// 对于第一种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// - - P2

// - -

// - -

// -

// P3

if (dP1P2 > dP1P3)

{

for (var y = (int)p1.Y; y <= (int)p3.Y; y++)

{

if (y < p2.Y)

{

ProcessScanLine(y, p1, p3, p1, p2, color);

}

else

{

ProcessScanLine(y, p1, p3, p2, p3, color);

}

}

}

// 对于第二种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// P2 - -

// - -

// - -

// -

// P3

else

{

for (var y = (int)p1.Y; y <= (int)p3.Y; y++)

{

if (y < p2.Y)

{

ProcessScanLine(y, p1, p2, p1, p3, color);

}

else

{

ProcessScanLine(y, p2, p3, p1, p3, color);

}

}

}}

【译者注：TypeScript代码】

// 限制数值范围在0和1之间

public clamp(value: number, min: number = 0, max: number = 1): number {

return Math.max(min, Math.min(value, max));}

// 过渡插值

public interpolate(min: number, max: number, gradient: number) {

return min + (max - min) \* this.clamp(gradient);}

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

public processScanLine(y: number, pa: BABYLON.Vector3, pb: BABYLON.Vector3,

pc: BABYLON.Vector3, pd: BABYLON.Vector3, color: BABYLON.Color4): void {

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.y != pb.y ? (y - pa.y) / (pb.y - pa.y) : 1;

var gradient2 = pc.y != pd.y ? (y - pc.y) / (pd.y - pc.y) : 1;

var sx = this.interpolate(pa.x, pb.x, gradient1) >> 0;

var ex = this.interpolate(pc.x, pd.x, gradient2) >> 0;

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++) {

this.drawPoint(new BABYLON.Vector2(x, y), color);

}}

public drawTriangle(p1: BABYLON.Vector3, p2: BABYLON.Vector3,

p3: BABYLON.Vector3, color: BABYLON.Color4): void {

// 进行排序，p1总在最上面，p2总在最中间，p3总在最下面

if (p1.y > p2.y) {

var temp = p2;

p2 = p1;

p1 = temp;

}

if (p2.y > p3.y) {

var temp = p2;

p2 = p3;

p3 = temp;

}

if (p1.y > p2.y) {

var temp = p2;

p2 = p1;

p1 = temp;

}

// 反向斜率

var dP1P2: number; var dP1P3: number;

// http://en.wikipedia.org/wiki/Slope

// 计算反向斜率

if (p2.y - p1.y > 0)

dP1P2 = (p2.x - p1.x) / (p2.y - p1.y);

else

dP1P2 = 0;

if (p3.y - p1.y > 0)

dP1P3 = (p3.x - p1.x) / (p3.y - p1.y);

else

dP1P3 = 0;

// 对于第一种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// - - P2

// - -

// - -

// -

// P3

if (dP1P2 > dP1P3) {

for (var y = p1.y >> 0; y <= p3.y >> 0; y++)

{

if (y < p2.y) {

this.processScanLine(y, p1, p3, p1, p2, color);

}

else {

this.processScanLine(y, p1, p3, p2, p3, color);

}

}

}

// 对于第二种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// P2 - -

// - -

// - -

// -

// P3

else {

for (var y = p1.y >> 0; y <= p3.y >> 0; y++)

{

if (y < p2.y) {

this.processScanLine(y, p1, p2, p1, p3, color);

}

else {

this.processScanLine(y, p2, p3, p1, p3, color);

}

}

}}

【译者注：JavaScript代码】

// 限制数值范围在0和1之间

Device.prototype.clamp = function (value, min, max) {

if (typeof min === "undefined") { min = 0; }

if (typeof max === "undefined") { max = 1; }

return Math.max(min, Math.min(value, max));};

// 过渡插值

Device.prototype.interpolate = function (min, max, gradient) {

return min + (max - min) \* this.clamp(gradient);};

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

Device.prototype.processScanLine = function (y, pa, pb, pc, pd, color) {

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.y != pb.y ? (y - pa.y) / (pb.y - pa.y) : 1;

var gradient2 = pc.y != pd.y ? (y - pc.y) / (pd.y - pc.y) : 1;

var sx = this.interpolate(pa.x, pb.x, gradient1) >> 0;

var ex = this.interpolate(pc.x, pd.x, gradient2) >> 0;

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++) {

this.drawPoint(new BABYLON.Vector2(x, y), color);

}};

Device.prototype.drawTriangle = function (p1, p2, p3, color) {

// 进行排序，p1总在最上面，p2总在最中间，p3总在最下面

if (p1.y > p2.y) {

var temp = p2;

p2 = p1;

p1 = temp;

}

if (p2.y > p3.y) {

var temp = p2;

p2 = p3;

p3 = temp;

}

if (p1.y > p2.y) {

var temp = p2;

p2 = p1;

p1 = temp;

}

// 反向斜率

var dP1P2; var dP1P3;

// http://en.wikipedia.org/wiki/Slope

// 计算反向斜率

if (p2.y - p1.y > 0) {

dP1P2 = (p2.x - p1.x) / (p2.y - p1.y);

} else {

dP1P2 = 0;

}

if (p3.y - p1.y > 0) {

dP1P3 = (p3.x - p1.x) / (p3.y - p1.y);

} else {

dP1P3 = 0;

}

// 对于第一种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// - - P2

// - -

// - -

// -

// P3

if (dP1P2 > dP1P3) {

for (var y = p1.y >> 0; y <= p3.y >> 0; y++) {

if (y < p2.y) {

this.processScanLine(y, p1, p3, p1, p2, color);

} else {

this.processScanLine(y, p1, p3, p2, p3, color);

}

}

}

// 对于第二种情况来说，三角形是这样的：

// P1

// -

// --

// - -

// - -

// P2 - -

// - -

// - -

// -

// P3

else {

for (var y = p1.y >> 0; y <= p3.y >> 0; y++) {

if (y < p2.y) {

this.processScanLine(y, p1, p2, p1, p3, color);

} else {

this.processScanLine(y, p2, p3, p1, p3, color);

}

}

}};

你已经了解了如何处理两种三角形的填写以及扫描线中所做的操作了。

最后，你需要更新渲染函数，用drawTriangle来替代drawLine和drawBline。我们还用了不同的灰色填充每个三角形。不然的话，整个画面一片灰你根本就看不出效果来。我们将在接下来的教程中学习到如何恰当的处理光照。

【译者注：C#代码】

var faceIndex = 0;

foreach (var face in mesh.Faces){

var vertexA = mesh.Vertices[face.A];

var vertexB = mesh.Vertices[face.B];

var vertexC = mesh.Vertices[face.C];

var pixelA = Project(vertexA, transformMatrix);

var pixelB = Project(vertexB, transformMatrix);

var pixelC = Project(vertexC, transformMatrix);

var color = 0.25f + (faceIndex % mesh.Faces.Length) \* 0.75f / mesh.Faces.Length;

DrawTriangle(pixelA, pixelB, pixelC, new Color4(color, color, color, 1));

faceIndex++;}

【译者注：TypeScript代码】

for (var indexFaces = 0; indexFaces < cMesh.Faces.length; indexFaces++) {

var currentFace = cMesh.Faces[indexFaces];

var vertexA = cMesh.Vertices[currentFace.A];

var vertexB = cMesh.Vertices[currentFace.B];

var vertexC = cMesh.Vertices[currentFace.C];

var pixelA = this.project(vertexA, transformMatrix);

var pixelB = this.project(vertexB, transformMatrix);

var pixelC = this.project(vertexC, transformMatrix);

var color: number = 0.25 + ((indexFaces % cMesh.Faces.length) / cMesh.Faces.length) \* 0.75;

this.drawTriangle(pixelA, pixelB, pixelC, new BABYLON.Color4(color, color, color, 1));}

【译者注：JavaScript代码】

for (var indexFaces = 0; indexFaces < cMesh.Faces.length; indexFaces++) {

var currentFace = cMesh.Faces[indexFaces];

var vertexA = cMesh.Vertices[currentFace.A];

var vertexB = cMesh.Vertices[currentFace.B];

var vertexC = cMesh.Vertices[currentFace.C];

var pixelA = this.project(vertexA, transformMatrix);

var pixelB = this.project(vertexB, transformMatrix);

var pixelC = this.project(vertexC, transformMatrix);

var color = 0.25 + ((indexFaces % cMesh.Faces.length) / cMesh.Faces.length) \* 0.75;

this.drawTriangle(pixelA, pixelB, pixelC, new BABYLON.Color4(color, color, color, 1));}

结果应该是这样的：

[运行代码](http://david.blob.core.windows.net/softengine3d/part4sample1/index.html" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

这是怎么回事？为什么感觉这么奇怪？！嗯~这是因为我们没有正确的把正面的三角形画在正面。【译者注：我是这么翻译的，你就这么一看~】

如何使用深度缓冲

我们需要对当前的Z值在缓冲区中进行比较。

如果当前要绘制的像素Z值是最前面的（最靠近屏幕），则可以绘制。

然而，如果当前Z值大于前面的像素，则可以被丢弃。

我们需要一个东西用来保存深度缓冲区。因此，我们声明一个新的数组，并将其命名为深度缓冲区(depthBuffer)。该数组的大小等于 屏幕(width \* height)。

每次调用 clear() 函数时深度缓冲区内的每一个元素都需要一个非常高的默认Z值。

在putPixel(函数/方法)中，我们需要测试已存储在缓冲区中某个指定的像素Z值。此外，我们以前的逻辑接收Vector2用于绘制在屏幕上。现在我们将其改为Vector3用于增加Z值。因为现在我们将需要这部分新信息用于正确绘制面片。

最后，在我们的三角形内，同样需要一个类似 x 值插值的方式对 z 值进行插值。

总之，这里是你所需要对设备对象更新的代码：

【译者注：C#代码】

private byte[] backBuffer;

private readonly float[] depthBuffer;

private WriteableBitmap bmp;

private readonly int renderWidth;

private readonly int renderHeight;

public Device(WriteableBitmap bmp){

this.bmp = bmp;

renderWidth = bmp.PixelWidth;

renderHeight = bmp.PixelHeight;

// 后台缓冲区大小值是要绘制的像素

// 屏幕(width\*height) \* 4 (R,G,B & Alpha值)

backBuffer = new byte[bmp.PixelWidth \* bmp.PixelHeight \* 4];

depthBuffer = new float[bmp.PixelWidth \* bmp.PixelHeight];}

// 清除后台缓冲区为指定颜色

public void Clear(byte r, byte g, byte b, byte a){

// 清除后台缓冲区

for (var index = 0; index < backBuffer.Length; index += 4)

{

// Windows使用BGRA，而不是Html5中使用的RGBA

backBuffer[index] = b;

backBuffer[index + 1] = g;

backBuffer[index + 2] = r;

backBuffer[index + 3] = a;

}

// 清除深度缓冲区

for (var index = 0; index < depthBuffer.Length; index++)

{

depthBuffer[index] = float.MaxValue;

}}

// 调用此方法把一个像素绘制到指定的X, Y坐标上

public void PutPixel(int x, int y, float z, Color4 color){

// 我们的后台缓冲区是一维数组

// 这里我们简单计算，将X和Y对应到此一维数组中

var index = (x + y \* renderWidth);

var index4 = index \* 4;

if (depthBuffer[index] < z)

{

return; // 深度测试不通过

}

depthBuffer[index] = z;

backBuffer[index4] = (byte)(color.Blue \* 255);

backBuffer[index4 + 1] = (byte)(color.Green \* 255);

backBuffer[index4 + 2] = (byte)(color.Red \* 255);

backBuffer[index4 + 3] = (byte)(color.Alpha \* 255);}

// 将三维坐标和变换矩阵转换成二维坐标

public Vector3 Project(Vector3 coord, Matrix transMat){

// 进行坐标变换

var point = Vector3.TransformCoordinate(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.X \* bmp.PixelWidth + bmp.PixelWidth / 2.0f;

var y = -point.Y \* bmp.PixelHeight + bmp.PixelHeight / 2.0f;

return (new Vector3(x, y, point.Z));}

// 如果二维坐标在可视范围内则绘制

public void DrawPoint(Vector3 point, Color4 color){

// 判断是否在屏幕内

if (point.X >= 0 && point.Y >= 0 && point.X < bmp.PixelWidth && point.Y < bmp.PixelHeight)

{

// 绘制一个点

PutPixel((int)point.X, (int)point.Y, point.Z, color);

}}

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

void ProcessScanLine(int y, Vector3 pa, Vector3 pb, Vector3 pc, Vector3 pd, Color4 color){

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.Y != pb.Y ? (y - pa.Y) / (pb.Y - pa.Y) : 1;

var gradient2 = pc.Y != pd.Y ? (y - pc.Y) / (pd.Y - pc.Y) : 1;

int sx = (int)Interpolate(pa.X, pb.X, gradient1);

int ex = (int)Interpolate(pc.X, pd.X, gradient2);

// 计算 开始Z值 和 结束Z值

float z1 = Interpolate(pa.Z, pb.Z, gradient1);

float z2 = Interpolate(pc.Z, pd.Z, gradient2);

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++)

{

float gradient = (x - sx) / (float)(ex - sx);

var z = Interpolate(z1, z2, gradient);

DrawPoint(new Vector3(x, y, z), color);

}}

【译者注：TypeScript代码】

// 后台缓冲区大小值是要绘制的像素 // 屏幕(width\*height) \* 4 (R,G,B & Alpha值)

private backbuffer: ImageData;

private workingCanvas: HTMLCanvasElement;

private workingContext: CanvasRenderingContext2D;

private workingWidth: number;

private workingHeight: number;// 等同于backbuffer.data

private backbufferdata;

private depthbuffer: number[];

constructor(canvas: HTMLCanvasElement) {

this.workingCanvas = canvas;

this.workingWidth = canvas.width;

this.workingHeight = canvas.height;

this.workingContext = this.workingCanvas.getContext("2d");

this.depthbuffer = new Array(this.workingWidth \* this.workingHeight);}

// 用指定颜色清除后台缓冲区

public clear(): void {

// 使用默认颜色清除后台缓冲区

this.workingContext.clearRect(0, 0, this.workingWidth, this.workingHeight);

// 缓存后台缓冲区

this.backbuffer = this.workingContext.getImageData(0, 0, this.workingWidth, this.workingHeight);

// 清除深度缓冲区

for (var i = 0; i < this.depthbuffer.length; i++) {

// 使用最大值填充

this.depthbuffer[i] = 10000000;

}}

// 调用此方法把一个像素绘制到指定的X, Y坐标上

public putPixel(x: number, y: number, z: number, color: BABYLON.Color4): void {

this.backbufferdata = this.backbuffer.data;

// 我们的后台缓冲区是一维数组

// 这里我们简单计算，将X和Y对应到此一维数组中

var index: number = ((x >> 0) + (y >> 0) \* this.workingWidth);

var index4: number = index \* 4;

if (this.depthbuffer[index] < z) {

return; // 深度测试不通过

}

this.depthbuffer[index] = z;

// 在Html5 canvas中使用RGBA颜色空间

this.backbufferdata[index4] = color.r \* 255;

this.backbufferdata[index4 + 1] = color.g \* 255;

this.backbufferdata[index4 + 2] = color.b \* 255;

this.backbufferdata[index4 + 3] = color.a \* 255;}

// 将三维坐标和变换矩阵转换成二维坐标

public project(coord: BABYLON.Vector3, transMat: BABYLON.Matrix): BABYLON.Vector3 {

// 进行坐标变换

var point = BABYLON.Vector3.TransformCoordinates(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.x \* this.workingWidth + this.workingWidth / 2.0;

var y = -point.y \* this.workingHeight + this.workingHeight / 2.0;

return (new BABYLON.Vector3(x, y, point.z));}

// 如果二维坐标在可视范围内则绘制

public drawPoint(point: BABYLON.Vector3, color: BABYLON.Color4): void {

// 判断是否在屏幕内

if (point.x >= 0 && point.y >= 0 && point.x < this.workingWidth && point.y < this.workingHeight) {

// 绘制一个点

this.putPixel(point.x, point.y, point.z, color);

}}

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

public processScanLine(y: number, pa: BABYLON.Vector3, pb: BABYLON.Vector3, pc: BABYLON.Vector3, pd: BABYLON.Vector3, color: BABYLON.Color4): void {

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.y != pb.y ? (y - pa.y) / (pb.y - pa.y) : 1;

var gradient2 = pc.y != pd.y ? (y - pc.y) / (pd.y - pc.y) : 1;

var sx = this.interpolate(pa.x, pb.x, gradient1) >> 0;

var ex = this.interpolate(pc.x, pd.x, gradient2) >> 0;

// 计算 开始Z值 和 结束Z值

var z1: number = this.interpolate(pa.z, pb.z, gradient1);

var z2: number = this.interpolate(pc.z, pd.z, gradient2);

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++) {

var gradient: number = (x - sx) / (ex - sx); // 规范从左往右绘制

var z = this.interpolate(z1, z2, gradient);

this.drawPoint(new BABYLON.Vector3(x, y, z), color);

}}

【译者注：JavaScript代码】

function Device(canvas) {

this.workingCanvas = canvas;

this.workingWidth = canvas.width;

this.workingHeight = canvas.height;

this.workingContext = this.workingCanvas.getContext("2d");

this.depthbuffer = new Array(this.workingWidth \* this.workingHeight);}

// 用指定颜色清除后台缓冲区

Device.prototype.clear = function () {

// 使用默认颜色清除后台缓冲区

this.workingContext.clearRect(0, 0, this.workingWidth, this.workingHeight);

// 缓存后台缓冲区

this.backbuffer = this.workingContext.getImageData(0, 0, this.workingWidth, this.workingHeight);

// 清除深度缓冲区

for (var i = 0; i < this.depthbuffer.length; i++) {

// 使用最大值填充

this.depthbuffer[i] = 10000000;

}};

// 调用此方法把一个像素绘制到指定的X, Y坐标上

Device.prototype.putPixel = function (x, y, z, color) {

this.backbufferdata = this.backbuffer.data;

// 我们的后台缓冲区是一维数组

// 这里我们简单计算，将X和Y对应到此一维数组中

var index = ((x >> 0) + (y >> 0) \* this.workingWidth);

var index4 = index \* 4;

if (this.depthbuffer[index] < z) {

return; // 深度测试不通过

}

this.depthbuffer[index] = z;

// 在Html5 canvas中使用RGBA颜色空间

this.backbufferdata[index4] = color.r \* 255;

this.backbufferdata[index4 + 1] = color.g \* 255;

this.backbufferdata[index4 + 2] = color.b \* 255;

this.backbufferdata[index4 + 3] = color.a \* 255;};

// 将三维坐标和变换矩阵转换成二维坐标

Device.prototype.project = function (coord, transMat) {

// 进行坐标变换

var point = BABYLON.Vector3.TransformCoordinates(coord, transMat);

// 变换后的坐标起始点是坐标系的中心点

// 但是，在屏幕上，我们以左上角为起始点

// 我们需要重新计算使他们的起始点变成左上角

var x = point.x \* this.workingWidth + this.workingWidth / 2.0;

var y = -point.y \* this.workingHeight + this.workingHeight / 2.0;

return (new BABYLON.Vector3(x, y, point.z));};

// 如果二维坐标在可视范围内则绘制

Device.prototype.drawPoint = function (point, color) {

// 判断是否在屏幕内

if (point.x >= 0 && point.y >= 0 && point.x < this.workingWidth && point.y < this.workingHeight) {

// 绘制一个点

this.putPixel(point.x, point.y, point.z, color);

}};

// 在两点之间从左到右绘制一条线段// papb -> pcpd// pa, pb, pc, pd在之前必须已经排好序

Device.prototype.processScanLine = function (y, pa, pb, pc, pd, color) {

// 由当前的y值，我们可以计算出梯度

// 以此再计算出 起始X(sx) 和 结束X(ex)

// 如果pa.Y == pb.Y 或者 pc.Y== pd.y的话，梯度强制为1

var gradient1 = pa.y != pb.y ? (y - pa.y) / (pb.y - pa.y) : 1;

var gradient2 = pc.y != pd.y ? (y - pc.y) / (pd.y - pc.y) : 1;

var sx = this.interpolate(pa.x, pb.x, gradient1) >> 0;

var ex = this.interpolate(pc.x, pd.x, gradient2) >> 0;

// 计算 开始Z值 和 结束Z值

var z1 = this.interpolate(pa.z, pb.z, gradient1);

var z2 = this.interpolate(pc.z, pd.z, gradient2);

// 从左(sx)向右(ex)绘制一条线

for (var x = sx; x < ex; x++) {

var gradient = (x - sx) / (ex - sx);

var z = this.interpolate(z1, z2, gradient);

this.drawPoint(new BABYLON.Vector3(x, y, z), color);

}};

使用这些新代码，你将获得的效果：

[运行代码](http://david.blob.core.windows.net/softengine3d/part4/index.html" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

同样的，你可以下载源代码：

C#：[SoftEngineCSharpPart4.zip](http://david.blob.core.windows.net/softengine3d/SoftEngineCSharpPart4.zip" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

TypeScript：[SoftEngineTSPart4.zip](http://david.blob.core.windows.net/softengine3d/SoftEngineTSPart4.zip" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank)

JavaScript：[SoftEngineJSPart4.zip](http://david.blob.core.windows.net/softengine3d/SoftEngineJSPart4.zip" \t "https://www.kancloud.cn/digest/soft-3d-engine/_blank) 或只需右键点击 -> 查看框架的源代码

在下一章节，第五个教程中，我们将看到如何模拟光照着色效果，我们将得到这样的画面：

![高氏着色](data:image/png;base64,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)