1、左两行右一行的布局（仅限三个div）

<div class=”d1”></div>

<div class=”d2”></div>

<div class=”d3”></div>

.div{background:#ccc;}

.d1, .d2{width:100px; height:100px; float: left; }

.d2{clear:both; margin-top:10px;}

![](data:image/png;base64,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).d3{width:200px;height:210px; margin-left: 110px;}

2、js的2种继承方式详解

*//对象冒充包括三种  
//通过对象冒充的方式，无法继承通过prototype方式定义的变量和方法***function** *Person*(name) {  
 **this**.**name** = name;  
 **this**.say = **function**(){  
 **console**.log(**"My name is "**+**this**.**name**);  
 }

}

**function** *F2E*(name, id) {  
 *//1.临时属性方式  
 //this.temp = Person;  
 //this.temp(name);  
 //delete this.temp;  
 //2 call()、3apply()方式  
 Person*.call(**this**,name);*//apply()方式 -> Person.call(name,new Array(name));* **this**.**id** = id;  
 **this**.showId = **function**(){  
 **console**.log(**'Good morning, Sir, My work number is '**+**this**.**id**)  
 }

}

**var *simon*** = **new** *F2E*(**'Simon'**,998);  
***simon***.say();  
***simon***.showId();

在OO概念中，new实例化后，对象就在堆内存中形成了自己的空间，值得注意的是，这个代码段。而成员方法就是存在这个代码段的，并且方法是共用的。问题就在这里，通过对象冒充方式继承时，所有的成员方法都是指向this的，也就是说new之后，每个实例将都会拥有这个成员方法，并不是共用的，这就造成了大量的内存浪费。并且通过对象冒充的方式，无法继承通过prototype方式定义的变量和方法。

*//原型链方式：***function** *Person2*(){  
 **this**.**name** = **'Simon'**;  
}  
*Person2*.**prototype**.say = **function** () {  
 **console**.log(**"My name is "**+**this**.**name**)  
}  
**function** *F2E2*(id) {  
 **this**.**id** = id;  
 **this**.showId = **function** () {  
 **console**.log(**'Good morning,Sir,My work number is '**+**this**.**id**);  
 }

}

*F2E2*.**prototype** = **new** *Person2*();  
**var *simon2*** = **new** *F2E2*(998);  
***simon2***.say();  
***simon2***.showId();  
**console**.log(***simon2***.hasOwnProperty(**'id'**));  
  
*//自认为较好的继承实现方式，成员变量采用对象冒充方式，成员方法采用原型链方式，代码如下：***function** *Person3*(name){  
 **this**.**name** = name;  
}  
*Person3*.**prototype**.say = **function** () {  
 **console**.log(**"My name is "**+**this**.**name**);  
}  
**function** *F2E3*(name,id) {  
 *Person3*.call(**this**,name);  
 **this**.**id** = id;  
}

3、FF浏览器下文本无法撑开容器的高度解决实例与CSS代码

标准浏览器中固定高度值的容器是不会象IE6里那样被撑开的,那我又想固定高度，又想能被撑开需要怎样设置呢？办法就是去掉height设置min-height:200px; 这里为了照顾不认识min-height的IE6 可以这样定义：

4、浏览器内核：

IE Trident ,chrome-safria – webkit , FF gecko, opera presto;

此外，由于IE浏览器在国内的普及率非常高，所以造成了很多网上银行和支付系统只支持IE的Trident内核，其他浏览器访问根本无法进行正常支付和转账等业务。这就造成了经常在网上购物的人离不开Trident内核的IE浏览器。但是Trident内核的速度和兼容性上又是在比不上Chrome浏览器的WebKit内核和Firefox浏览器的Gecko内核。于是双核浏览器应运而生，比如傲游、枫树浏览器（ChromePlus）、搜狗高速浏览器

5、<!DOCTYPE html >

1作用：声明文档的解析类型(document.compatMode)，避免浏览器的怪异模式。

浏览器按照自己的方式解析渲染页面，那么，在不同的浏览器就会显示不同的样式。

如果你的页面添加了<!DOCTYPE html>那么，那么就等同于开启了标准模式，那么浏览器就得老老实实的按照W3C的

标准解析渲染页面，这样一来，你的页面在所有的浏览器里显示的就都是一个样子了。

这就是<!DOCTYPE html>的作用。

2 使用：<!DOCTYPE html>

2.1 使用也很简单，就是在你的html页面的第一行添加"<!DOCTYPE html>"一行代码就可以了

2.2 jsp的话，添加在<%@ page %>的下一行。

3 <!DOCTYPE html>是

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN"

"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">

<html xmlns="http://www.w3.org/1999/xhtml">的简写

六、

1. css

1.1 简要手绘盒子模型，并对边框和边距进行标注

1.2 界面div三平分除了flex布局外，简写其它两种布局代码?—relative -absolute

2. javascrpt

2.1 es6中let const var的区别是什么?

let是修复了var的作用域的一些bug，变的更加好用。let是更好的var。var的作用于是函数作用于，而let是块级别（大括号括起来的内容）  
const声明的变量只可以在声明时赋值，不可随意修改，这是最大的特点。

2.2 对数组[5,6,6,7,8,8]进行去重，es5或者es6方法

**var *aa*** = [5,6,6,7,8,8];

**function** *fun*(arr){

**var** bb = [];

**for**(**var** i = 0;i<arr.**length**;i++){

**if**(bb.indexOf(arr[i]) <0){

bb.push(arr[i]);  
 }  
 }  
 **return** bb;  
}  
**console**.log(*fun*(***aa***))

**console**.log(*new Set(****aa****)*)

2.3 es6的新特性:

ES6是即将到来的新版本JavaScript语言的标准，使得语言更容易理解和更具有可读性，，如箭头函数（=>）、class等等。用一句话来说就是：

ES6给我们提供了许多的新语法和代码特性来提高javascript的体验

不过遗憾的是，现在还没有浏览器能够很好的支持es6语法，点这里查看浏览器支持情况，所以我们在开发中还需要用babel进行转换为CommonJS这种模块化标准的语法。

因为下面我会讲到一些es6新特性的例子，如果想要运行试试效果的话，可以点这里去测试es6的代码。

常用es6特性

然后我下面简单的介绍一些很常用的语法特性，如果想完整的了解ES6，我推荐大家点这里

**定义函数**

我们先来看一个基本的新特性，在javascript中，定义函数需要关键字function，但是在es6中，还有更先进的写法，我们来看：

es6写法：

var human = {

breathe(name) { //不需要function也能定义breathe函数。

console.log(name + ' is breathing...');

}

}

human.breathe('jarson'); //输出 ‘jarson is breathing...’

转成js代码：

var human = {

breathe: function(name) {

console.log(name + 'is breathing...');

}

};

human.breathe('jarson');

很神奇对不对？这样一对比，就可以看出es6的写法让人简单易懂。别着急，下面还有更神奇的。

**创建类**

我们知道，javascript不像java是面向对象编程的语言，而只可以说是基于对象编程的语言。所以在js中，我们通常都是用function和prototype来模拟 类 这个概念。

但是现在有了es6，我们可以像java那样‘明目张胆’的创建一个类了：

class Human {

constructor(name) {

this.name = name;

}

breathe() {

console.log(this.name + " is breathing");

}

}

var man = new Human("jarson");

man.breathe(); //jarson is breathing

上面代码转为js格式：

function Human(name) {

this.name = name;

this.breathe = function() {

console.log(this.name + ' is breathing');

}

}

var man = new Human('jarson');

man.breathe(); //jarson is breathing

所以我们看到，我们可以像java那样语义化的去创建一个类。另外，js中的继承父类，需要用prototype来实现。那么在es6中，又有什么新的方法来实现类的继承呢？继续看：

假如我们要创建一个Man类继承上面的Human类，es6代码：

class Man extends Human {

constructor(name, sex) {

super(name);

this.sex = sex;

}

info(){

console.log(this.name + 'is ' + this.sex);

}

}

var xx = new Man('jarson', 'boy');

xx.breathe(); //jarson is breathing

xx.info(); //arsonis boy

代码很简单，不作赘述，可以使用文章里提到的在线工具去试试效果就能明白了。需要注意的是： super() 是父类的构造函数。

**模块**

在ES6标准中，javascript原生支持module了。将不同功能的代码分别写在不同文件中，各模块只需 导出(export) 公共接口部分，然后在需要使用的地方通过模块的 导入(import) 就可以了。下面继续看例子：

内联导出

ES6模块里的对象可在创建它们的声明中直接导出，一个模块中可无数次使用export。

先看模块文件 app.js ：

export class Human{

constructor(name) {

this.name = name;

}

breathe() {

console.log(this.name + " is breathing");

}

}

export function run(){

console.log('i am runing');

}

function eat() {

console.log('i am eating');

}

例子中的模块导出了两个对象：Human类和run函数，eat函数没有导出，则仍为此模块私有，不能被其他文件使用。

导出一组对象

另外，其实如果需要导出的对象很多的时候，我们可以在最后统一导出一组对象。

更改 app.js 文件：

class Human{

constructor(name) {

this.name = name;

}

breathe() {

console.log(this.name + " is breathing");

}

}

function run(){

console.log('i am runing');

}

function eat() {

console.log('i am eating');

}

export {Human, run};

这样的写法功能和上面一样，而且也很明显，在最后可以清晰的看到导出了哪些对象。

Default导出

导出时使用关键字default，可将对象标注为default对象导出。default关键字在每一个模块中只能使用一次。它既可以用于内联导出，也可以用于一组对象导出声明中。

查看导出default对象的语法：

... //创建类、函数等等

export default { //把Human类和run函数标注为default对象导出。

Human,

run

};

无对象导入

如果模块包含一些逻辑要执行，且不会导出任何对象，此类对象也可以被导入到另一模块中，导入之后只执行逻辑。如：

import './module1.js';

导入默认对象

使用Default导出方式导出对象，该对象在import声明中将直接被分配给某个引用，如下例中的“app”。

import app from './module1.js';

上面例子中，默认 ./module1.js 文件只导出了一个对象；若导出了一组对象，则应该在导入声明中一一列出这些对象，如：

import {Human, run} from './app.js'

let与const

在我看来，在es6新特性中，在定义变量的时候统统使用 let 来代替 var 就好了， const 则很直观，用来定义常量，即无法被更改值的变量。

for (let i=0;i<2;i++) {

console.log(i); //输出: 0,1

}

箭头函数

ES6中新增的箭头操作符 => 简化了函数的书写。操作符左边为输入的参数，而右边则是进行的操作以及返回的值，这样的写法可以为我们减少大量的代码，看下面的实例：

let arr = [6, 8, 10, 20, 15, 9];

arr.forEach((item, i) => console.log(item, i));

let newArr = arr.filter((item) => (item<10));

console.log(newArr); //[6, 8, 9];

上面的 (item, i) 就是参数，后面的 console.log(item, i) 就是回到函数要执行的操作逻辑。

上面代码转为js格式：

var arr = [6, 8, 10, 20, 15, 9];

arr.forEach(function(item, i) {

return console.log(item, i);

});

var newArr = arr.filter(function(item) {

return (item < 10);

});

console.log(newArr);

**字符串模版**

ES6中允许使用反引号 ` 来创建字符串，此种方法创建的字符串里面可以包含由美元符号加花括号包裹的变量${vraible}。看一下实例就会明白了：

//产生一个随机数

let num = Math.random();

//将这个数字输出到console

console.log(`your num is ${num}`);

解构

若一个函数要返回多个值，常规的做法是返回一个对象，将每个值做为这个对象的属性返回。在ES6中，利用解构这一特性，可以直接返回一个数组，然后数组中的值会自动被解析到对应接收该值的变量中。我们来看例子：

function getVal() {

return [1, 2];

}

var [x,y] = getVal(); //函数返回值的解构

console.log('x:'+x+', y:'+y); //输出：x:1, y:2

默认参数

现在可以在定义函数的时候指定参数的默认值了，而不用像以前那样通过逻辑或操作符来达到目的了。

function sayHello(name){

var name=name||'tom'; //传统的指定默认参数的方式

console.log('Hello '+name);

}

//运用ES6的默认参数

function sayHello2(name='tom'){ //如果没有传这个参数，才会有默认值，

console.log(`Hello ${name}`);

}

sayHello();//输出：Hello tom

sayHello('jarson');//输出：Hello jarson

sayHello2();//输出：Hello tom

sayHello2('jarson');//输出：Hello jarson

注意： sayHello2(name='tom') 这里的等号，意思是没有传这个参数，则设置默认值，而不是给参数赋值的意思。

Proxy

Proxy可以监听对象身上发生了什么事情，并在这些事情发生后执行一些相应的操作。一下子让我们对一个对象有了很强的追踪能力，同时在数据绑定方面也很有用处。

//定义被监听的目标对象

let engineer = { name: 'Joe Sixpack', salary: 50 };

//定义处理程序

let interceptor = {

set(receiver, property, value) {

console.log(property, 'is changed to', value);

receiver[property] = value;

}

};

//创建代理以进行侦听

engineer = new Proxy(engineer, interceptor);

//做一些改动来触发代理

engineer.salary = 70;//控制台输出：salary is changed to 70

对于处理程序，是在被监听的对象身上发生了相应事件之后，处理程序里面的方法就会被调用。

结语

总的来说，虽然支持es6的情况到目前还不是很乐观，但es6的新语法特性让前端和后端的差异越来越小了，这是一个新时代的开始，我们必须要了解这些新的前沿知识，才能跟上时代的步伐。

3. html5&css3

3.1 **html5和css3新增了哪些标签和属性**?

Video表示一段视频并提供播放的用户界面

audio表示音频

canvas表示位图区域

source为video和audio提供数据源

track为video和audio指定字母

code 代码段

footer、header、nav

css3选择器、框模型、文本效果、文本效果（常用）text-shadow：设置文字阴影 、word-wrap：强制换行word-break、背景和边框border-radius、2/3D转换、transform：向元素应用2/3D转换、transition：过渡

3.2 用css3写一个开关按钮，按下时置灰变色，并改变按钮文字(如按下之前是on,按下之后是off)

4. http；

post请求和get请求的区别是什么?

1、GET请求，请求的数据会附加在URL之后，以?分割URL和传输数据，多个参数用&连接。URL的编码格式采用的是ASCII编码，而不是uniclde，即是说所有的非ASCII字符都要编码之后再传输。

2、POST请求：POST请求会把请求的数据放置在HTTP请求包的包体中。上面的item=bandsaw就是实际的传输数据。

因此，GET请求的数据会暴露在地址栏中，而POST请求则不会

5. 前端框架和模板

5.1 使用过的前端框架有哪些?juery

5.5 如何理解、前端MVC架构，简要画出流程图

**bind方法的原理**

bind()最简单的用法就是创建一个函数，是这个函数不论怎么调用都有同样的this值。常见的错误就是将方法从对象中拿出来，然后调用，并且希望this指向原来的对象，。如果不做特殊处理，一般会丢失原来的对象。使用bind()方法能够解决这个问题。

bind()方法会创建一个新函数，称为绑定函数，当调用这个绑定函数时，绑定函数会以创建它时传入 bind()方法的第一个参数作为 this，传入 bind() 方法的第二个以及以后的参数加上绑定函数运行时本身的参数按照顺序作为原函数的参数来调用原函数。

var foo = {

    bar : 1,

    eventBind: function(){

        var \_this = this;

        $('.someClass').on('click',function(event) {

            /\* Act on the event \*/

            console.log(\_this.bar);     //1

        });

    }

}

var foo = {

    bar : 1,

    eventBind: function(){

        $('.someClass').on('click',function(event) {

            /\* Act on the event \*/

            console.log(this.bar);      //1

        }.bind(this));

    }

在Javascript中，多次 bind() 是无效的

**实现forEach；**

首先，虽然叫Foreach语法但关键字还是用for哦，这个语法只是对平时用开的for语法的一个简化而已。

这个语法平时最多还是用来遍历数组，这时候每一个循环得到的是数组的索引(一个整形数字),然后通过数组名[整形索引]获得数组中的对象。

但是这个语法还可以用来遍历对象，拿到的是对象的属性名称(一个字符串).然后通过对象名[属性名称]就可以拿到对象。

所以理解该语法的关键是理解每次循环得到的到底是什么。

其实，这一功能的实现得益于javascript的数组索引可以是字符串，如果不能（想想java）就没有这出戏唱了。

<!DOCTYPE html>  
<**html** lang=**"en"**>  
<**heap**>  
 <**script** type=**"text/javascript"**>  
 **var *mycolors*** = **new** Array(**'blue'**,**'red'**,**'yellow'**);  
 **function** *f1*(){  
 **var** content=**""**;  
 **for**(**var** key **in *mycolors***){  
 **console**.log(key)

content += key+**": "**+***mycolors***[key]+**"<br/>"**;  
 }  
 **document**.getElementById(**"content"**).**innerHTML** = content;  
 }  
 **function** *User*(){}  
 **function** *f2*(){  
 **var** u1=**new** *User*();  
 u1.**uname**=**"张三"**;  
 u1.**age**=**"18"**;  
 **var** content=**""**;  
 **for**(**var** key **in** u1){  
 **console**.log(key)  
 content += key+**": "**+u1[key]+**"<br/>"**;  
 }  
 **document**.getElementById(**"content"**).**innerHTML** = content;  
 }  
 </**script**>  
</**heap**>  
<**body**>  
<**input** type=**"button"** id=**"c1"** name=**"c1"** onclick=**"***f1*();**"** value=**"click one"**/>  
<**input** type=**"button"** id=**"c2"** name=**"c2"** onclick=**"***f2*();**"** value=**"click two"**/>  
<**div** id=**"content"**></**div**>  
</**body**>  
</**html**>

**移动端/PC端的区别**

1. PC端在开发过程中考虑的是浏览器的兼容性，移动端考虑的是手机兼容性问题，做移动端开发，更多的是手机分辨率的自适应和不同手机操作系统的略微差异化；
2. 在部分时间的处理上，移动端自然偏向于触屏的，意外包括移动端弹出的手机键盘应该如何处理，这样的问题在PC上肯定不会遇到，但在移动端，如果没有经验，处理起来相当麻烦；
3. 在布局上，移动端开发室要做到页面布局自适应的，而PC端页面布局的比例会相对固定；
4. 在动画处理上，PC端开考虑的是IE的兼容性，通常JS做动画会通用性好一些，但相比CSS3，缺牺牲了较大的性能，而在手机端，如果要做一些动画，特效，第一选择肯定是CSS3，既简单又高效。

Bootstrap

响应式设计

**Webpack**

webpack介绍：在开发过程中，我们可以利用模块化开发（CMD模式），将一个大型的功能按不同的小功能，拆分成不同的模块（文件），这样在以后的维护中，我们可以针对不同的功能进行维护，不至于在一个上万行的文件中，找来找去，而且当一个文件很大的时候，电脑不好的在查看，修改的时候会很卡，也不利于工作效率，因此产生了模块化开发这个概念；而webpack正是将模块化进行打包发布处理的一个工具

常见模块化开发规范：CMD（seaJS）  AMD（requireJS...）

npm install webpack -g

webpack打包：

**app/runoob1.js 文件**

内容：document.write("It works.");

打包：webpack runoob1.js bundle.js 编译 runoob1.js 文件并生成bundle.js 文件

**app/index.html 文件**

<html> <head> <meta charset="utf-8"> </head> <body> <script type="text/javascript" src="bundle.js" charset="utf-8"></script> </body> </html>

**创建第二个 JS 文件**

接下来我们创建另外一个 js 文件 runoob2.js，代码如下所示：

**app/runoob2.js 文件**

module.exports = "It works from runoob2.js.";

更新 runoob1.js 文件，代码如下：

**app/runoob1.js 文件**

document.write(require("./runoob2.js"));

**webpack 根据模块的依赖关系进行静态分析，这些文件(模块)会被包含到 bundle.js 文件中。Webpack 会给每个模块分配一个唯一的 id 并通过这个 id 索引和访问模块。 在页面启动时，会先执行 runoob1.js 中的代码，其它模块会在运行 require 的时候再执行。**

**LOADER**

Webpack 本身只能处理 JavaScript 模块，如果要处理其他类型的文件，就需要使用 loader 进行转换。

所以如果我们需要在应用中添加 css 文件，就需要使用到 css-loader 和 style-loader，他们做两件不同的事情，css-loader 会遍历 CSS 文件，然后找到 url() 表达式然后处理他们，style-loader 会把原来的 CSS 代码插入页面中的一个 style 标签中。

接下来我们使用以下命令来安装 css-loader 和 style-loader(全局安装需要参数 -g)。

cnpm install css-loader style-loader

执行以上命令后，会再当前目录生成 node\_modules 目录，它就是 css-loader 和 style-loader 的安装目录。

接下来创建一个 style.css 文件，代码如下：

**app/style.css 文件**

body { background: yellow; }

修改 runoob1.js 文件，代码如下：

**app/runoob1.js 文件**

require("!style-loader!css-loader!./style.css");

document.write(require("./runoob2.js"));

接下来我们使用 webpack 命令来打包：

webpack runoob1.js bundle.js

**配置文件**

我们可以将一些编译选项放在配置文件中，以便于统一管理：

创建 webpack.config.js 文件，代码如下所示：

**app/webpack.config.js 文件**

module.exports = {

entry: "./runoob1.js",

output: { path: \_\_dirname, filename: "bundle.js" },

module: {

loaders: [ { test: /\.css$/, loader: "style-loader!css-loader" }]

}

};

接下来我们只需要执行 webpack 命令即可生成 bundle.js 文件：

**插件**

插件在 webpack 的配置信息 plugins 选项中指定，用于完成一些 loader 不能完成的工。

webpack 自带一些插件，你可以通过 cnpm 安装一些插件。

使用内置插件需要通过以下命令来安装：

cnpm install webpack --save-dev

比如我们可以安装内置的 BannerPlugin 插件，用于在文件头部输出一些注释信息。

修改 webpack.config.js，代码如下：

**app/webpack.config.js 文件**

var webpack=require('webpack');

module.exports = {

entry: "./runoob1.js",

output: { path: \_\_dirname, filename: "bundle.js" },

module: { loaders: [ { test: /\.css$/, loader: "style-loader!css-loader" } ] },

plugins:[ new webpack.BannerPlugin('菜鸟教程 webpack 实例') ]

};

然后运行: webpack

打开 bundle.js，可以看到文件头部出现了我们指定的注释信息。

**开发环境**

当项目逐渐变大，webpack 的编译时间会变长，可以通过参数让编译的输出内容带有进度和颜色。

webpack --progress --colors

如果不想每次修改模块后都重新编译，那么可以启动监听模式。开启监听模式后，没有变化的模块会在编译后缓存到内存中，而不会每次都被重新编译，所以监听模式的整体速度是很快的。

webpack --progress --colors --watch

当然，我们可以使用 webpack-dev-server 开发服务，这样我们就能通过 localhost:8080 启动一个 express 静态资源 web 服务器，并且会以监听模式自动运行 webpack，在浏览器打开 http://localhost:8080/ 或 http://localhost:8080/webpack-dev-server/ 可以浏览项目中的页面和编译后的资源输出，并且通过一个 socket.io 服务实时监听它们的变化并自动刷新页面。

# 安装 cnpm install webpack-dev-server -g # 运行 webpack-dev-server --progress --colors