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# Введение

Данная лабораторная работа посвящена вычислению арифметических выражений с полиномами. С различными вычислениями человек сталкивается ежедневно. И сложно представить нашу жизнь без каких-либо подсчетов, потому что они встречаются на каждом шагу. Все арифметические выражения являются неотъемлемой частью всех вычислительных программ, поэтому в составе языковых процессоров необходимо иметь алгоритмы, распознающие арифметические выражения с полиномами и вычисляющие их как можно быстрее.

Односвязный циклический список – это структура данных, представляющая собой последовательность элементов, последний элемент которого содержит указатель на первый элемент списка. Основная особенность такой организации состоит в том, что в этом списке нет элементов, содержащих пустые указатели, и, следовательно, нельзя выделить крайние элементы. Эту структуру данных я использую в данной лабораторной работе.

# Постановка задачи

В лабораторной работе нужно реализовать подсчет арифметических выражений с полиномами с помощью циклического списка и нескольких классов, описанных ниже. Для полиномов нужно перегрузить операции сложения, умножения и умножения на константу. Также нужно написать тесты для проверки правильности написанных функций и конструкторов.

# Руководство пользователя

1. При запуске программы пользователь может выбрать, какое действие произвести над полиномами:
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1. Варианты действия с полиномами
2. Выбрав одно из них, нажав при этом 1, 2 или 3, он может ввести два полинома (если нажмет 1 или 2) или полином и константу (если нажмет 3):
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1. Сложение полиномов

![рис 2.png](data:image/png;base64,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)

1. Умножение на константу
2. Получив результат, он может либо выйти из программы, нажав 2, либо продолжить работу, нажав 1.

# Руководство программиста

## Структура программы

Программа разделена на несколько файлов: node.h, list.h, monom.h, polinom.h, polinom.cpp, sample\_list.cpp, test\_list.cpp, test\_polinom.cpp.

В файле node.h осуществляется описание и реализация шаблоны класса Node. Он является звеном односвязного циклического списка. Этот файл подключен к файлу list.h, в котором описан и реализован шаблонный класс TRinglist. Он представляет собой односвязный циклический список. Файл list.h подключен к файлам monom.h и test\_list.cpp.

В файле monom.h осуществляется описание класса TMonom, а его реализация в файле polinom.cpp, куда подключен файл monom.h. Этот класс представляет собой слагаемое в полиноме, то есть одночлен.

В файле polinom.h осуществляется описание класса TPolinom. Он является многочленом. Реализация этого класса осуществляется в файле polinom.cpp, куда подключен файл polinom.h. Также этот файл подключен к файлу test\_polinom.cpp.

В файлах test\_list.cpp и test\_polinom.cpp находятся тесты, которые проверяют правильность написанных функций, конструкторов и перегрузок в классах.

В файле sample\_list.cpp находится «руководство для пользователя».

## Структуры данных

### Описание класса Node

Поля:

T data; данные в одном звене списка;

Node<T>\* next; указатель на следующее звено;

Методы:

Node() – конструктор по умолчанию;

Node(const Node<T> &n) – конструктор копирования;

Node(const T &d) – конструктор создания звена списка с данными;

~Node()- деструктор;

const Node<T>&operator=(const Node<T> &n) – перегрузка операции равно;

bool operator==(const Node<T> &n) const – перегрузка сравнения;

### **Описание класса TRinglist**

Поля:

Node<T>\* head – указатель на голову списка;

Node<T>\* curr – «ходилка» по списку;

Node<T>\* tail – указатель на хвост списка;

Методы:

TRinglist()- конструктор по умолчанию;

TRinglist(const TRinglist<T> &l) – конструктор копирования;

~TRinglist()- деструткор;

void Clean()- очистить список;

void Reset()- curr станет head;

void Getnext() – curr перейдет на следующий;

bool Isended() const – проверка на конец списка;

void del(Node<T> \*l) – удаление звена из списка;

T & Getdata() const – возвращает данные у curr;

Node<T>\* search(const T &d) – поиск звена с заданными данными;

void Insert\_to\_tail(const T &d) – вставка в конец;

void Insert\_Up(const T &d) – вставка в упорядоченный список;

bool operator==(const TRinglist<T> &l) const – перегрузка сравнения;

const TRinglist<T> & operator=(const TRinglist<T> &l) – перегрузка оператора равно;

### **Описание класса TMonom**

Поля:

double coeff – коэффициент перед одночленом;

unsigned int abc – степень монома;

Методы:

TMonom(const double cf = 0.0, const unsigned int abc2 = 0) – конструктор по умолчанию;

TMonom(const TMonom &n) – конструктор копирования;

TMonom(const string &s) – конструктор, который введенную строку преобразует в одночлен;

~TMonom()- деструктор;

const TMonom& operator=(const TMonom &m) – перегрузка оператора равно;

bool operator==(const TMonom &m) const – перегрузка сравнения;

bool operator!=(const TMonom &m) const – перегрузка сравнения;

bool operator<(const TMonom &m) const – перегрузка сравнения;

bool operator>(const TMonom &m) const – перегрузка сравнения;

TMonom operator\*(const double d) const – перегрузка умножения монома на константу справа;

TMonom operator\*(const TMonom &m) const – перегрузка умножения мономов;

friend TMonom operator\*(const double d, const TMonom &m) – перегрузка умножения монома на константу слева;

### **Описание класса TPolinоm**

Поля:

TRinglist<TMonom> pol – список из мономов;

Методы:

TPolinom()- конструктор по умолчанию;

TPolinom(const TPolinom &p) – конструктор копирования;

TPolinom(const string &s) – конструктор, который введенную строку преобразует в полином;

~TPolinom()- деструктор;

const TPolinom& operator=(const TPolinom &p) – перегрузка оператора равно;

TPolinom operator+(const TPolinom &p) const – перегрузка сложения полиномов;

TPolinom operator\*(const TPolinom &p) const – перегрузка умножения полиномов;

TPolinom operator\*(const double d) const – перегрузка умножения полинома на константу справа;

bool operator==(const TPolinom &p) const – перегрузка сравнения;

bool operator!=(const TPolinom &p) const – перегрузка сравнения;

friend TPolinom operator\*(const double d, const TPolinom &p) – перегрузка умножения полинома на константу слева;

## Описание алгоритмов

### Алгоритмы класса TPolinom

1. Сложение полиномов:

а) пока какой-либо из двух полиномов не закончился, мы создаем два монома. Один – слагаемое из первого полинома, второй – слагаемое из второго полинома.

б) Сравниваем эти мономы. Тот, который больше, вставляем в конец созданного полинома, который и будет результатом сложения двух полиномов. Переходим на следующее слагаемое в том полиноме, моном которого оказался больше.

в) Если мономы равны, то есть оказалось, что слагаемые из двух полиномов подобны, то складываем коэффициенты этих мономов и вставляем получившийся моном в конец результирующего полинома. Переходим на следующие слагаемые в каждом из двух полиномов.

г) если какой-либо из двух полиномов закончился, то вставляем в результирующий моном все слагаемые, которые остались в полиноме, который не закончился.

2. Умножение полиномов:

а) Берем моном из первого полинома и умножаем его на все мономы из второго, пока второй полином не закончился. Создаем моном с коэффициентом, который получается в результате умножения двух мономов из двух полиномов, и со степенью, которая получается в результате сложения степени одного монома и другого.

б) Если коэффициент в этом мономе не равен 0, то делаем проверку на подобные в результирующем полиноме. И если такие есть, то складываем у них коэффициенты.

в) Когда второй полином закончился, переходим на следующий моном в первом полиноме и возвращаемся в пункт (а), пока первый полином не закончится.

3. Умножение полинома на константу:

Пока полином не закончился, умножаем коэффициенты в каждом мономе полинома на эту константу.

# Заключение

В данной лабораторной работе мне удалось реализовать метод вычисления арифметических выражений с полиномами. Могу сделать вывод, что он работает правильно, на основе верно выполненных тестов.
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# Приложение

## Приложение 1. Программная реализация звена списка и самого списка

**Node.h**

#pragma once

#include <iostream>

#include <string>

#include <stdlib.h>

using namespace std;

template <class T>

class Node

{

public:

T data; //данные

Node<T>\* next; //указатель на звено

Node()

{

next = NULL;

}

Node(const Node<T> &n);

Node(const T & d);

~Node()

{

}

const Node<T>&operator=(const Node<T> &n);

bool operator==(const Node<T> &n) const;

friend ostream & operator<<(ostream &os, const Node<T> &n)

{

os << n.data;

return os;

}

};

template<class T>

inline Node<T>::Node(const Node<T> &n)

{

data = n.data;

next = n.next;

}

template<class T>

inline Node<T>::Node(const T &d)

{

data = d;

next = NULL;

}

template<class T>

inline const Node<T>& Node<T>::operator=(const Node<T> &n)

{

data = n.data;

next = n.next;

return \*this;

}

template<class T>

inline bool Node<T>::operator==(const Node<T>& n) const

{

if ((data == n.data) && (next == n.next))

return true;

else

return false;

}

**List.h**

#pragma once

#include "node.h"

template <class T>

class TRinglist

{

private:

Node<T>\* head;

Node<T>\* curr; //ходилка

Node<T>\* tail; //указатель на последний эл-т спика

public:

TRinglist();

TRinglist(const TRinglist<T> &l);

~TRinglist();

void Clean(); //очистить список

void Reset(); //curr станет head

void Getnext(); //curr перейдет на следующий

bool Isended() const; //дошли ли до конца?

void del(Node<T> \*l); ////////////////////////

T & Getdata() const; //вернет данные у curr

Node<T>\* search(const T &d);

void Insert\_to\_tail(const T &d); //вставка в конец

void Insert\_Up(const T &d); //вставка в упорядоченный список

bool operator==(const TRinglist<T> &l) const; //сравнение списков

const TRinglist<T> & operator=(const TRinglist<T> &l);/////////

friend ostream& operator<<(ostream &out, const TRinglist<T> &n)

{

Node<T>\* t = n.head->next;

if (t == n.head)

out << "0";

while (t != n.head)

{

out << t->data << " ";

t = t->next;

}

return out;

}

};

template<class T>

inline TRinglist<T>::TRinglist()

{

head = new Node<T>();

tail = head;

head->next = head;

}

template<class T>

inline TRinglist<T>::TRinglist(const TRinglist<T>& l)

{

head = new Node<T>();

Node<T>\* t = head;

Node<T>\* tt = l.head->next;

while (tt != l.head)

{

t->next = new Node<T>(tt->data);

tail = t->next; /////////

t = t->next;

tt = tt->next;

}

tail->next = head;

}

template<class T>

inline TRinglist<T>::~TRinglist()

{

Clean();

delete head; //////////

}

template<class T>

inline void TRinglist<T>::Clean()

{

Node<T>\* t = head->next;

while (t != head)

{

Node<T>\* tt = t->next;

delete t;

t = tt;

}

head->next = head; //////

tail = head; ///////

}

template<class T> ////////////////////////////

inline void TRinglist<T>::del(Node<T> \*l)

{

Node<T> \*t = head;

while(t->next != l)

t = t->next;

t->next = l->next;

delete l;

}

template<class T>

inline void TRinglist<T>::Reset()

{

curr = head;

}

template<class T>

inline void TRinglist<T>::Getnext()

{

curr = curr->next;

}

template<class T>

inline bool TRinglist<T>::Isended() const

{

return (curr == head);

}

template<class T>

inline T & TRinglist<T>::Getdata() const

{

return curr->data;

}

template<class T>

inline Node<T>\* TRinglist<T>::search(const T &d)

{

Node<T>\* t = head->next;

while ((t != head) && (t->data != d))

{

t = t->next;

}

if (t == head)

return NULL;

else

return t;

}

template<class T>

inline void TRinglist<T>::Insert\_to\_tail(const T & d)

{

Node<T>\* t = new Node<T>(d);

tail->next = t;

tail = t;

tail->next = head;

}

template<class T>

inline void TRinglist<T>::Insert\_Up(const T & d)

{

Node<T>\* t = new Node<T>(d);

Node<T>\* tt = head->next;

Node<T>\* pred = head;

while ((tt != head) && (tt->data > d))

{

pred = tt;

tt = tt->next;

}

t->next = tt;

pred->next = t;

if (tt == head)

{

tail = t;

}

}

template<class T>

inline bool TRinglist<T>::operator==(const TRinglist<T> &l) const

{

bool flag = true;

if (this != &l)

{

Node<T>\* t = head->next;

Node<T>\* tt = l.head->next;

while (t->data == tt->data && t != head && tt != l.head)

{

t = t->next;

tt = tt->next;

}

if (t != head || tt != l.head)

flag = false;

}

return flag;

}

template<class T>

const TRinglist<T> & TRinglist<T>::operator=(const TRinglist<T> &l)

{

Clean();

head = new Node<T>();

Node<T>\* t = head;

Node<T>\* tt = l.head->next;

tail = head;

while(tt != l.head)

{

t->next = new Node<T>(tt->data);

tail = t->next;

t = t->next;

tt = tt->next;

}

tail->next = head;

return \*this;

}

## Приложение 2. Программная реализация монома и полинома

**Monom.h**

#pragma once

#include "list.h"

class TMonom

{

public:

double coeff;

unsigned int abc;

TMonom(const double cf = 0.0, const unsigned int abc2 = 0);

TMonom(const TMonom &n);

TMonom(const string &s);

~TMonom() {}

const TMonom& operator=(const TMonom &m);

bool operator==(const TMonom &m) const;

bool operator!=(const TMonom &m) const;

bool operator<(const TMonom &m) const;

bool operator>(const TMonom &m) const;

TMonom operator\*(const double d) const;

TMonom operator\*(const TMonom &m) const;

friend TMonom operator\*(const double d, const TMonom &m)

{

return (m\*d);

}

friend ostream & operator<<(ostream &os, const TMonom &n);

};

**Polinom.h**

#pragma once

#include "monom.h"

class TPolinom

{

TRinglist<TMonom> pol;

public:

TPolinom() {}

TPolinom(const TPolinom &p);

TPolinom(const string &s);

~TPolinom() {}

const TPolinom& operator=(const TPolinom &p);

TPolinom operator+(const TPolinom &p) const;

TPolinom operator\*(const TPolinom &p) const;

TPolinom operator\*(const double d) const;

bool operator==(const TPolinom &p) const;

bool operator!=(const TPolinom &p) const;

friend TPolinom operator\*(const double d, const TPolinom &p)

{

return (p\*d);

}

friend ostream& operator<<(ostream& out, const TPolinom &p);

};

double rank\_number(const double a, const int i);

double converter\_in\_number(const string &s);

**Polinom.cpp**

#include "monom.h"

#include "polinom.h"

TMonom::TMonom(const double cf, const unsigned int abc2)

{

coeff = cf;

abc = abc2;

}

TMonom::TMonom(const TMonom &n)

{

coeff = n.coeff;

abc = n.abc;

}

TMonom::TMonom(const string &s)

{

string c = s + ' ';

bool f = true;

int min = 1, i;

abc = 0;

string cof;

if (c[0] == '-')

{

min = -1;

c.erase(0, 1);

}

int len = c.length();

for (i = 0; f; i++)

{

if (((c[i] >= '0') && (c[i] <= '9')) || (c[i] == '.'))

{

cof = cof + c[i];

}

else

{

f = false;

if (cof != "")

coeff = min \* atof(cof.c\_str());

else

coeff = min;

}

}

for (int j = i-1; j<len; j++)

{

if (c[j] == 'x')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + 100 \* (c[j + 1] - '0');

j++;

}

else

abc = abc + 100;

}

else

if (c[j] == 'y')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + 10 \* (c[j + 1] - '0');

j++;

}

else

abc = abc + 10;

}

else

if (c[j] == 'z')

{

if ((c[j + 1] >= '0') && (c[j + 1] <= '9'))

{

abc = abc + (c[j + 1] - '0');

j++;

}

else

abc = abc + 1;

}

}

}

const TMonom& TMonom::operator=(const TMonom &m)

{

coeff = m.coeff;

abc = m.abc;

return \*this;

}

bool TMonom::operator==(const TMonom &m) const

{

if (abc == m.abc)

return true;

else

return false;

}

bool TMonom::operator!=(const TMonom &m) const

{

if (abc != m.abc)

return true;

else

return false;

}

bool TMonom::operator<(const TMonom &m) const

{

if (abc<m.abc)

return true;

else

return false;

}

bool TMonom::operator>(const TMonom &m) const

{

if (abc>m.abc)

return true;

else

return false;

}

TMonom TMonom::operator\*(const double d) const

{

TMonom t(coeff\*d, abc);

return t;

}

TMonom TMonom::operator\*(const TMonom &m) const

{

if (abc + m.abc > 999)

throw "error";

else

{

TMonom t(coeff \* m.coeff, abc + m.abc);

return t;

}

}

ostream & operator<<(ostream &os, const TMonom &n)

{

os << n.coeff << "\*x" << n.abc / 100 << "\*y" << (n.abc / 10) % 10 << "\*z" << n.abc % 10;

return os;

}

//----------------------------------------------

TPolinom::TPolinom(const TPolinom &p)

{

pol = p.pol;

}

TPolinom::TPolinom(const string &s)

{

string c = s + '+';

int len = c.length();

bool min = false;

string mon;

for (int i = 0; i < len; i++)

{

if ((c[i] != '+') && (c[i] != '-'))

{

mon = mon + c[i];

}

else

{

if (mon != "")

{

if (min)

{

mon = '-' + mon;

}

TMonom b(mon);

mon = "";

Node<TMonom>\* t = pol.search(b);

if (t != NULL)

{

t->data.coeff += b.coeff;

}

else

pol.Insert\_Up(b);

}

if (c[i] == '-')

min = true;

else

min = false;

}

}

}

const TPolinom& TPolinom::operator=(const TPolinom &p)

{

pol = p.pol;

return \*this;

}

TPolinom TPolinom::operator+(const TPolinom &p) const

{

TRinglist<TMonom> Nowpol = pol;

TRinglist<TMonom> Thispol = p.pol;

Nowpol.Reset();

Thispol.Reset();

Nowpol.Getnext();

Thispol.Getnext();

TPolinom summa;

while ((!Nowpol.Isended()) && (!Thispol.Isended()))

{

TMonom a(Nowpol.Getdata());

TMonom b(Thispol.Getdata());

if (a > b)

{

summa.pol.Insert\_to\_tail(a);

Nowpol.Getnext();

}

else

if (a < b)

{

summa.pol.Insert\_to\_tail(b);

Thispol.Getnext();

}

else

{

TMonom c(a.coeff + b.coeff, a.abc);

if (c.coeff != 0)

summa.pol.Insert\_to\_tail(c);

Nowpol.Getnext();

Thispol.Getnext();

}

}

while (!Nowpol.Isended())

{

summa.pol.Insert\_to\_tail(pol.Getdata());

Nowpol.Getnext();

}

while (!Thispol.Isended())

{

summa.pol.Insert\_to\_tail(Thispol.Getdata());

Thispol.Getnext();

}

return summa;

}

TPolinom TPolinom::operator\*(const TPolinom &p) const

{

TRinglist<TMonom> Nowpol = pol;

TRinglist<TMonom> Thispol = p.pol;

Nowpol.Reset();

Thispol.Reset();

Nowpol.Getnext();

Thispol.Getnext();

TPolinom mult;

while (!Nowpol.Isended())

{

while (!Thispol.Isended())

{

TMonom c(Nowpol.Getdata() \* Thispol.Getdata());

if (c.coeff != 0.0)

{

Node<TMonom>\* t = mult.pol.search(c);

if (t != NULL)

{

t->data.coeff += c.coeff;

if (t->data.coeff == 0.0)

mult.pol.del(t);

}

else

{

mult.pol.Insert\_Up(c);

}

}

Thispol.Getnext();

}

Nowpol.Getnext();

Thispol.Reset();

Thispol.Getnext();

}

return mult;

}

TPolinom TPolinom::operator\*(const double d) const

{

TRinglist<TMonom> Nowpol = pol;

TPolinom multip;

if (d != 0)

{

Nowpol.Reset();

Nowpol.Getnext();

while (!Nowpol.Isended())

{

multip.pol.Insert\_to\_tail(Nowpol.Getdata()\*d);

Nowpol.Getnext();

}

}

return multip;

}

bool TPolinom::operator==(const TPolinom &p) const

{

if (this != &p)

{

bool flag = true;

TPolinom pol1(\*this), pol2(p);

pol1.pol.Reset();

pol1.pol.Getnext();

pol2.pol.Reset();

pol2.pol.Getnext();

while ((flag) && (!pol1.pol.Isended()) && (!pol2.pol.Isended()))

{

TMonom a = pol1.pol.Getdata();

TMonom b = pol2.pol.Getdata();

if (a == b)

{

if (a.coeff != b.coeff)

flag = false;

}

else

flag = false;

pol1.pol.Getnext();

pol2.pol.Getnext();

}

if ((!pol1.pol.Isended()) || (!pol2.pol.Isended()))

flag = false;

return flag;

}

else

return true;

}

bool TPolinom::operator!=(const TPolinom &p) const

{

return !(\*this == p);

}

ostream & operator<<(ostream & out, const TPolinom &p)

{

out << p.pol;

return out;

}

## Приложение 3. Основная программа

**sample\_list.main**

**#include "polinom.h"**

#include <iostream>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Russian");

{

int f;

do

{

cout << "Выберите действие с полиномами:" << endl;

cout << "1 - сложить полиномы" << endl;

cout << "2 - умножить полиномы" << endl;

cout << "3 - умножить полином на константу" << endl;

cin >> f;

cin.ignore();

if (f == 1)

{

string s;

cout << "Введите первый полином" << endl;

getline(cin, s);

TPolinom p1(s);

cout << "Введите второй полином" << endl;

getline(cin, s);

TPolinom p2(s);

TPolinom p3 = p1 + p2;

cout << "Результат: " << p3 << endl;

}

else

if (f == 2)

{

string s;

cout << "Введите первый полином" << endl;

getline(cin, s);

TPolinom p1(s);

cout << "Введите второй полином" << endl;

getline(cin, s);

TPolinom p2(s);

TPolinom p3 = p1 \* p2;

cout << "Результат: " << p3 << endl;

}

else

if (f == 3)

{

string s;

cout << "Введите полином" << endl;

getline(cin, s);

TPolinom p(s);

cout << "Введите число" << endl;

double d;

cin >> d;

p = p \* d;

cout << "Результат: " << p << endl;

}

else

cout << "Выберите еще раз" << endl;

cout << "Хотите продолжить?" << endl;

cout << "1 - да" << endl;

cout << "2 - нет" << endl;

cin >> f;

} while (f == 1);

return 0;

}

}

## Приложение 4. Тесты

**Test\_list.cpp**

#include "list.h"

#include <gtest.h>

TEST(Node, can\_create\_empty\_node)

{

ASSERT\_NO\_THROW(Node<int> a);

}

TEST(Node, can\_create\_node\_with\_data)

{

Node<int> a(20);

EXPECT\_EQ(a.data, 20);

}

TEST(Node, can\_create\_copied\_node)

{

Node<int> a;

Node<int> b(a);

EXPECT\_EQ(b, a);

}

TEST(Node, can\_assign)

{

Node<int> a;

Node<int> b(5);

a = b;

EXPECT\_EQ(a.data, 5);

}

TEST(TRinglist, can\_create\_empty\_list)

{

ASSERT\_NO\_THROW(TRinglist<int> a);

}

TEST(TRinglist, can\_compare\_equall)

{

TRinglist<int> a;

a.Insert\_Up(2);

TRinglist<int> b;

b = a;

EXPECT\_EQ(b == a, true);

}

TEST(TRinglist, can\_create\_copied)

{

TRinglist<int> b;

b.Insert\_Up(2);

TRinglist<int> c(b);

EXPECT\_EQ(c, b);

}

TEST(TRinglist, can\_compare\_not\_equall)

{

TRinglist<int> a, b;

a.Insert\_Up(2);

b.Insert\_Up(3);

EXPECT\_NE(b == a, true);

}

TEST(TRinglist, can\_insert\_up)

{

TRinglist<int> a;

a.Insert\_Up(2);

a.Reset();

a.Getnext();

EXPECT\_EQ(a.Getdata(), 2);

}

TEST(TRinglist, can\_insert\_to\_tail)

{

TRinglist<int> a;

a.Insert\_to\_tail(2);

a.Reset();

a.Getnext();

EXPECT\_EQ(a.Getdata(), 2);

}

TEST(TRinglist, can\_clean)

{

TRinglist<int> a;

a.Insert\_to\_tail(5);

ASSERT\_NO\_THROW(a.Clean());

}

TEST(TRinglist, can\_delete\_elem)

{

TRinglist<int> a;

a.Insert\_Up(2);

a.Insert\_Up(3);

a.del(a.search(3));

a.Reset();

a.Getnext();

EXPECT\_EQ(a.Getdata(), 2);

}

TEST(TRinglist, can\_assign)

{

TRinglist<int> a, b;

a.Insert\_to\_tail(3);

b.Insert\_to\_tail(1);

b = a;

b.Reset();

b.Getnext();

EXPECT\_EQ(b.Getdata(), 3);

}

**Test\_polinom.cpp**

#include "polinom.h"

#include <gtest.h>

TEST(TMonom, can\_create)

{

TMonom a;

EXPECT\_EQ(a.abc, 0);

EXPECT\_EQ(a.coeff, 0.0);

}

TEST(TMonom, can\_create\_copied)

{

TMonom a(2.0), b(a);

EXPECT\_EQ(b.coeff, 2.0);

EXPECT\_EQ(b.abc, 0);

}

TEST(TMonom, can\_create2)

{

string a = "3x2y3z";

TMonom b(a);

EXPECT\_EQ(b.coeff, 3.0);

EXPECT\_EQ(b.abc, 231);

}

TEST(TMonom, can\_assign)

{

TMonom a(2.0, 3), b(1.0);

a = b;

EXPECT\_EQ(a.coeff, 1.0);

EXPECT\_EQ(a.abc, 0);

}

TEST(TMonom, can\_compare\_equall)

{

TMonom a(2.0, 3), b(1.0);

EXPECT\_NE(a == b, true);

}

TEST(TMonom, can\_compare\_not\_equall)

{

TMonom a(2.0, 3), b(1.0);

EXPECT\_NE(a, b);

}

TEST(TMonom, can\_compare1)

{

TMonom a(2.0, 3), b(1.0);

EXPECT\_EQ(a > b, true); //

}

TEST(TMonom, can\_mult\_const1)

{

TMonom a(2.0, 3);

TMonom c;

double d = 5.0;

c = a\*d;

EXPECT\_EQ(c.coeff, 10.0);

}

TEST(TMonom, can\_mult\_const2)

{

TMonom a(2.0, 3);

TMonom c;

double d = 5.0;

c = d\*a;

EXPECT\_EQ(c.coeff, 10.0);

}

TEST(TMonom, can\_mult)

{

TMonom a(2.0, 3), b(3.0, 21), c;

c = a\*b;

EXPECT\_EQ(c.coeff, 6.0);

EXPECT\_EQ(c.abc, 24);

}

TEST(TMonom, can\_check)

{

TMonom a(2.0, 800), b(3.0, 200), c;

ASSERT\_ANY\_THROW(TMonom c = a\*b);

}

TEST(TPolinom, can\_create)

{

ASSERT\_NO\_THROW(TPolinom a);

}

TEST(TPolinom, can\_create2)

{

string s = "xy-1";

ASSERT\_NO\_THROW(TPolinom a(s));

}

TEST(TPolinom, can\_create\_copied)

{

TPolinom a("x+1");

ASSERT\_NO\_THROW(TPolinom b(a));

}

TEST(TPolinom, can\_create\_copied2)

{

TPolinom a("x+1");

TPolinom b(a);

EXPECT\_EQ(b, a);

}

TEST(TPolinom, can\_assign)

{

TPolinom a("xy+z");

TPolinom b("1+x");

b = a;

EXPECT\_EQ(b, a);

}

TEST(TPolinom, can\_compare\_not\_equal)

{

TPolinom a("xy+z");

TPolinom b("1+x");

EXPECT\_EQ(a != b, true);

}

TEST(TPolinom, can\_compare\_equal)

{

TPolinom a("xy+z");

TPolinom b("xy+z");

EXPECT\_EQ(a == b, true);

}

TEST(TPolinom, can\_addition1)

{

TPolinom a("-xy+z");

TPolinom b("xy+z");

TPolinom c("2z");

EXPECT\_EQ(c, a + b);

}

TEST(TPolinom, can\_addition2)

{

TPolinom a("2x2+3xyz+1");

TPolinom b("2+x2+z");

TPolinom c("3+z+3xyz+3x2");

EXPECT\_EQ(c, a + b);

}

TEST(TPolinom, can\_mult1)

{

TPolinom a("-xy+z");

TPolinom b("xy+z");

TPolinom c("z2-x2y2");

EXPECT\_EQ(c, a\*b);

}

TEST(TPolinom, can\_mult2)

{

TPolinom a("-xy+z+1");

TPolinom b("xy+z");

TPolinom c("z+xy+z2-x2y2");

EXPECT\_EQ(c, a\*b);

}

TEST(TPolinom, can\_mult\_const1)

{

TPolinom a("-xy+z+1");

double d = 0.0;

TPolinom c;

EXPECT\_EQ(c, a\*d);

}

TEST(TPolinom, can\_mult\_const2)

{

TPolinom a("-xy+z+1");

double d = 2.0;

TPolinom c("-2xy+2z+2");

EXPECT\_EQ(c, a\*d);

}

TEST(TPolinom, can\_mult\_const3)

{

TPolinom a("-xy+z+1");

double d = 2.0;

TPolinom c("-2xy+2z+2");

EXPECT\_EQ(c, d\*a);

}

//подобные в полиноме

TEST(TPolinom, can\_pod1)

{

TPolinom a("-xy+2-1+4xy+z");

TPolinom b("x+1");

TPolinom c1("2+x+z+3xy");

EXPECT\_EQ(c1, a + b);

}

TEST(TPolinom, can\_pod2)

{

TPolinom a("-xy+2-1+4xy+z");

TPolinom b("x+1+2x-3");

TPolinom c1("-1+3x+z+3xy");

EXPECT\_EQ(c1, a + b);

}

TEST(TPolinom, can\_pod3)

{

TPolinom a("-xy+2-1+4xy");

TPolinom b("x");

TPolinom c1("x+3x2y");

EXPECT\_EQ(c1, a \* b);

}

TEST(TPolinom, can\_pod4)

{

TPolinom a("-x+x");

TPolinom b("x");

TPolinom c1;

EXPECT\_EQ(c1, a\*b);

}