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# Введение

Полиномы это конечная сумма мономов от n переменных вида ![\sum c_I x_1^{i_1}x_2^{i_2}...x_n^{i_n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAAAZBAMAAAAPjOtOAAAAMFBMVEX///8AAAAEBAQWFhYMDAy2trZQUFCKiorm5uZiYmIwMDCenp7MzMxAQEAiIiJ0dHRX9S/WAAACZ0lEQVQ4EZWSz2sTQRTHn43JzmY3m6wiYk0kBgQFD4pYPIoIKnjYQq+l+yesoK29SBraQ0UwUqRaFONBvAhNUShFhC34mxziMSCyVylqejMVrDM7781schDyDvP9vO97bzIzWYD/RPq8LiaZ3IkYRipnRFyoVI5RQWuoEZKMth1rxg1iXVgaRX9oOX0cR16Fg7MrnnaSjK75TMLmfjSYj0CSz8rjiTzJVO8+l2S4PlohqpIaWA8pqYEx7VMilZUx/3K4v6CzHYBpynZgEs5SIjXfwHzvvirSoGzd1Dtwhsv9Dc76nVuvG9xLu1F/RWWdQO/AOZd4WNGTW4ZJFgnaPiRWGXZnN4apxya/g7wFMnvQkj18TffaTxpcl80Z4Tmu3vxldbzJLTtwou0QwPrWVDx/scwrMj7Az3yR41fjvjDYUfokwC7Ce2GZkPIXBPBIsnQA6jDG9M8CrJWo4kScFkv8GHsSDUmmzgMEsWZOUjrX5WQX+LJG1gCjbYkeHfNN4nGPU/4UX5aE9UIskjf6P2tT9Oj4pXAuBCPM+mDBGNyF2fhsMbN6uqy6AJopn3V1ziconADWYcSDa60rwN14h5j5qcWnW6uzE3wxim/rGZrhuqKZdXoebAJ83r3dC3EHyR4Tb4c72Ku/Vx/B4lavHY8a/VcC+Kt2VC/MncxgG3QvQSFunajiRID6HRXPgNn1qrIRWNkuC7SvopH2JXwa9dCR7yAT6xyZSq3IbItE/ZX3QlUjSNzizccb5JJm6qkpwT9aIt7NPj1CFaUbpS6x7boFYlInzP7hnHMpDlJlSLVmKIIhJ7H9H83XmGIwQqwLAAAAAElFTkSuQmCC). С изучением полиномов связан целый ряд преобразований в математике: введение в рассмотрение нуля, отрицательных, а затем и комплексных чисел, а также появление теории групп как раздела математики и выделение классов специальных функций в анализе.

Связный список – базовая динамическая структура данных в информатике, состоящая из узлов, каждый из которых содержит как собственно данные, так и одну или две ссылки («связки») на следующий и/или предыдущий узел списка. Принципиальным преимуществом перед массивом является структурная гибкость: порядок элементов связного списка может не совпадать с порядком расположения элементов данных в памяти компьютера, а порядок обхода списка всегда явно задается его внутренними связями.

В отчёте приводится постановка задачи, описание использующихся алгоритмов, описание программы и правила её использования, а также прилагается код программы, решающей поставленную задачу.

# Постановка задачи

С помощью циклического односвязного списка с головой необходимо реализовать класс полиномов от трех переменных с максимальным порядком 9. Перегрузить операции сложения и умножения полиномов, а также умножение полинома на константу. Разработать программу, демонстрирующую вычисление данных арифметических операций с двумя введенными полиномами.

Исходные данные: два многочлена введенных пользователем полинома, или полином и константа.

Выходные данные: результат сложения, умножения исходных многочленов, или результат умножения полинома на константу.

# Руководство пользователя

1. Открыть файл \Debug\sample.exe
2. Ввести цифру 1, 2 или 3 для выбора действий с полиномами
3. Поочередно ввести первый полином и второй
4. Программа выведет результат вычисления, при этом, чтобы ввести полиномы заново необходимо нажать клавишу 2. Чтобы выйти из программы – нажать 1.

![рис 1.png](data:image/png;base64,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)

1. Демонстрация работы программы

# Руководство программиста

## Структура программы

1. list.h – содержит объявление и реализацию шаблонного класса list, представляющий собой односвязный циклический список.
2. node.h – содержит объявление и реализацию шаблонного класса node, представляющей собой элемент односвязного циклического списка.
3. polinom.h – содержит объявление класса polinom, представляющей собой многочлены и определяющего операции над ними.
4. monom.h – содержит объявление и реализацию класса monom, представляющей одночлен(моном)
5. polinom.cpp – содержит реализацию классов polinom и monom.
6. sample.cpp – содержит реализацию пользовательского приложения.
7. test\_list.cpp – содержит реализацию тестов для классов list и node.
8. test\_polinom.cpp – содержит реализацию тестов для классов polinom и monom.

## Структуры данных

### Шаблонный класс Node

Поля(public):

valtype data; данные, хранящиеся в элементе списка

node <valtype> \*next; указатель на следующий элемент списка

Методы(public):

node() { next = NULL; } конструктор списка по умолчанию

node(const node<valtype> &n); конструктор копирования

node(const valtype &c); конструктор списка с известными данными

~node() {} конструктор деструктор

const node<valtype>& operator=(const node<valtype> &n); перегрузка присваивания

bool operator==(const node<valtype> &n) const; перегрузка сравнения

### Шаблонный класс list

Поля(private):

node<valtype> \*head; указатель на голову

node<valtype> \*tail; указатель на последний элемент списка

node<valtype> \*current; указатель на текущий элемент списка

Методы(public):

list(); конструктор по умолчанию

list(const list<valtype> &l); конструктор копирования

~list(); деструктор

void gotohead(); передвигает current на голову

void gotonext(); передвигает current на следующий элемент

bool currhead() const; флаг: равен ли current голове?

void clean(); очистка списка

void del(node<valtype> \*n); поиск и удаление данного звена из списка

void insert\_to\_tail(const valtype &d); упорядоченная вставка в конец списка

void insertup(const valtype &d); упорядоченная вставка в начало списка

valtype& getcurdata() const; вывод данных current

node<valtype>\* search(const valtype &d); поиск звена с указанными данными

const list<valtype>& operator=(const list<valtype> &l); перегрузка присваивания

friend ostream & operator<<(ostream &out, const list<valtype> &l) вывод листа на экран

### Класс monom

Поля(public):

double coeff; коэффициент монома

unsigned int xyz; трехзначная переменная, отвечающая за степени переменных монома, первая цифра этого числа – степень х, вторая – степень y, третья – степень z

Методы(public):

monom(const double a = 0.0, const unsigned int b = 0); конструктор по умолчанию

monom(const monom &m); конструктор копирования

monom(const string &s); конструктор, преобразующий введенную строку в моном

~monom() {} деструктор

const monom& operator=(const monom &m); перегрузка присваивания

bool operator==(const monom &m) const; перегрузка сравнения

bool operator!=(const monom &m) const; перегрузка сравнения

bool operator<(const monom &m) const; перегрузка сравнения

bool operator>(const monom &m) const; перегрузка сравнения

monom operator\*(const double d) const; перегрузка умножения монома на константу справа

friend monom operator\*(const double d, const monom &m) { return (m \* d); } перегрузка умножения монома на константу слева

monom operator\*(const monom &m) const; перегрузка умножения монома на моном

friend ostream & operator<<(ostream &out, const monom &m); вывод монома на экран

### Класс polinom

Поля(private)

list<monom> pol; циклический список мономов

Методы(public)

polinom() {} конструктор по умолчанию

polinom(const polinom &p); конструктор копирования

polinom(const string &s); конструктор, преобразующий полученную на вход строку в полином

~polinom() {} деструктор

const polinom& operator=(const polinom &p); перегрузка присваивания

polinom operator+(const polinom &p) const; перегрузка сложения полиномов

polinom operator\*(const polinom &p) const; перегрузка умножения полиномов

polinom operator\*(const double a) const; перегрузка умножения полинома на константу справа

friend polinom operator\*(const double d, const polinom &p) { return (p\*d); } перегрузка умножения полинома на константу слева

bool operator==(const polinom &p) const; перегрузка сравнения

bool operator!=(const polinom &p) const; перегрузка сравнения

friend ostream & operator<<(ostream &out, const polinom &p); вывод полинома на экран

## **Описание алгоритмов**

### Реализация циклического односвязного списка

Список реализован так, что его последний элемент указывает на голову, это и делает его циклическим. Проход по списку происходит с помощью «ходилки» current с помощью реализованных методов навигации: gotohead(), gotonext(), currhead(). Список заполняется с помощью двух методов: insertup(), insert\_to\_tail(). Они вставляют в упорядоченный список элементы в начало и в конец соответственно.

### Алгоритмы класса monom

#### Преобразование строки в моном

Вначале идет проверка на наличие унарного минуса, если он есть, то вспомогательной переменной j присваивается значение -1; Далее заводим строку для записи коэффициента монома. Пока встречается какая-либо цифра или точка записываем туда элементы строки. Как встретится первая переменная, запись элементов прекращается, а строка преобразуется в число с помощью стандартного метода atof() и полю coeff присваивается это число, умноженное на переменную j. Далее идет проверка на встречу одной из переменных. Если нашлась, то далее идет подсчет степени переменной и запись в поле xyz. Этот подсчет идет прибавлением к 100\10\1 цифры идущей после переменной, умноженной на 100\10\1 соответственно для каждой переменной x\y\z.

### Алгоритмы класса polinom

#### Преобразование строки в polinom

Структура полинома представляет собой лист мономов. Идет проход по строке и разбиение строки на мономы. Пока не встретился плюс или минус идёт запись элементов строки во вспомогательную переменную mon. Если встретился плюс или минус, создается моном от полученной строки. Далее идет проверка на наличие подобных мономов в полиноме, если такие имеются то их коэффициенты складываются.

#### Сложение полиномов

Идет проход по полиномам: текущему(сur) и полученному на вход(temp). Пока current не равна head идет сравнение степеней мономов обоих полиномов. Если степени не равны то идет добавление этого монома в конец вспомогательного полинома (pp), заведенного для вывода результата сложения. При этом идет переход на следующий элемент списка в полиноме, чей моном имел большую степень. Если степени равны, то создается новый моном, коэффициент которого равен сумме коэффициентов двух мономов, а степень равна степени монома. Если коэффициент монома не равен 0, он записывается в конец полинома pp, при этом идет переход на следующий элемент в обоих полиномах, cur и temp. Если один из полиномов дошел до конца, то идет добавление мономов еще не кончившегося полинома в результирующий.

#### Умножение полиномов

Пока current текущего(cur) полинома не равна head идет проход по полиному(temp), полученному на вход. Далее идет почленное умножение мономов полинома cur на мономы temp, и добавление этих мономов в конец результирующего полинома pp.

# Заключение

В данной лабораторный работе был реализован класс полиномов и перегружены операции над ними (+, \*). Программа преобразует строки в полиномы и способна выполнять перечисленные выше операции для них.

# Литература

1. Лекции «Алгоритмы и структуры данных» Гергель В.П. ННГУ им. Лобачевского Н. И.

# Приложение

## Приложение 1. Программная реализация циклического списка

\\-------node.h-------------

#pragma once

#include <iostream>

#include <string>

using namespace std;

template <class valtype>

class node

{

public:

valtype data;

node <valtype> \*next;

node() { next = NULL; }

node(const node<valtype> &n);

node(const valtype &c);

~node() {}

const node<valtype>& operator=(const node<valtype> &n);

bool operator==(const node<valtype> &n) const;

};

template<class valtype>

node<valtype>::node(const node<valtype>& n)

{

data = n.data;

next = n.next;

};

template<class valtype>

node<valtype>::node(const valtype &c)

{

data = c;

next = NULL;

};

template<class valtype>

const node<valtype>& node<valtype>::operator=(const node<valtype> &n)

{

data = n.data;

next = n.next;

return \*this;

};

template<class valtype>

inline bool node<valtype>::operator==(const node<valtype>& n) const

{

if ((data == n.data) && (next == n.next))

return true;

else

return false;

};

\\---------------------list.h----------------------

#pragma once

#include "node.h"

template <class valtype>

class list

{

node<valtype> \*head;

node<valtype> \*tail;

node<valtype> \*current;

public:

list();

list(const list<valtype> &l);

~list();

void gotohead();

void gotonext();

bool currhead() const;

void clean();

void del(node<valtype> \*n);

void insert\_to\_tail(const valtype &d);

void insertup(const valtype &d);

valtype& getcurdata() const;

node<valtype>\* search(const valtype &d);

const list<valtype>& operator=(const list<valtype> &l);

friend ostream & operator<<(ostream &out, const list<valtype> &l)

{

node<valtype>\* t = l.head->next;

if (t == l.head)

out << "0";

while (t != l.head)

{

out << t->data << " ";

t = t->next;

}

return out;

}

};

template<class valtype>

list<valtype>::list()

{

head = new node<valtype>();

tail = head;

head->next = head;

};

template<class valtype>

list<valtype>::list(const list<valtype>& l)

{

head = new node<valtype>();

node<valtype>\* k = head;

node<valtype>\* kk = l.head->next;

while (kk != l.head)

{

k->next = new node<valtype>(kk->data);

tail = k->next;

k = k->next;

kk = kk->next;

}

tail->next = head;

};

template<class valtype>

list<valtype>::~list()

{

clean();

delete head;

};

template<class valtype>

void list<valtype>::gotohead()

{

current = head;

};

template<class valtype>

void list<valtype>::gotonext()

{

current = current->next;

};

template<class valtype>

bool list<valtype>::currhead() const

{

return (current == head);

};

template<class valtype>

void list<valtype>::clean()

{

node<valtype>\* k = head->next;

while (k != head)

{

node<valtype>\* kk = k->next;

delete k;

k = kk;

}

head->next=head;

tail = head;

};

template<class valtype>

void list<valtype>::del(node<valtype> \*n)

{

node<valtype> \*k = head;

while (k->next != n)

k = k->next;

k->next = n->next;

delete n;

};

template<class valtype>

void list<valtype>::insert\_to\_tail(const valtype & d)

{

node<valtype>\* k = new node<valtype>(d);

tail->next = k;

tail = k;

tail->next = head;

};

template<class valtype>

void list<valtype>::insertup(const valtype & d)

{

node<valtype>\* k = head->next;

node<valtype>\* kk = head;

while ((k != head) && (k->data > d))

{

kk = k;

k = k->next;

}

node<valtype>\* kkk = new node<valtype>(d);

kkk->next = k;

kk->next = kkk;

if (k == head)

tail = kkk;

};

template<class valtype>

valtype & list<valtype>::getcurdata() const

{

return current->data;

};

template<class valtype>

node<valtype>\* list<valtype>::search(const valtype & d)

{

node<valtype> \*k = head->next;

while ((k != head) && (k->data != d))

k = k->next;

if (k != head)

return k;

else

return NULL;

};

template<class valtype>

const list<valtype>& list<valtype>::operator=(const list<valtype>& l)

{

clean();

head = new node<valtype>();

node<valtype>\* k = head;

node<valtype>\* kk = l.head->next;

tail = head;

while (kk != l.head)

{

k->next = new node<valtype>(kk->data);

tail = k->next;

k = k->next;

kk = kk->next;

}

tail->next = head;

return \*this;

};

## Приложение 2. Программная реализация полиномов

\\-------------monom.h-------------

#pragma once

#include "list.h"

#include "node.h"

using namespace std;

class monom

{

public:

double coeff;

unsigned int xyz;

monom(const double a = 0.0, const unsigned int b = 0);

monom(const monom &m);

monom(const string &s);

~monom() {}

const monom& operator=(const monom &m);

bool operator==(const monom &m) const;

bool operator!=(const monom &m) const;

bool operator<(const monom &m) const;

bool operator>(const monom &m) const;

monom operator\*(const double d) const;

friend monom operator\*(const double d, const monom &m) { return (m \* d); }

monom operator\*(const monom &m) const;

friend ostream & operator<<(ostream &out, const monom &m);

};

\\---------polinom.h-------------

#pragma once

#include "monom.h"

class polinom

{

list<monom> pol;

public:

polinom() {}

polinom(const polinom &p);

polinom(const string &s);

~polinom() {}

const polinom& operator=(const polinom &p);

polinom operator+(const polinom &p) const;

polinom operator\*(const polinom &p) const;

polinom operator\*(const double a) const;

friend polinom operator\*(const double d, const polinom &p) { return (p\*d); }

bool operator==(const polinom &p) const;

bool operator!=(const polinom &p) const;

friend ostream & operator<<(ostream &out, const polinom &p);

};

\\----------------polinom.cpp-----------------------

#include "polinom.h"

monom::monom(const double a, const unsigned int b)

{

coeff = a;

xyz = b;

}

monom::monom(const monom &m)

{

coeff = m.coeff;

xyz = m.xyz;

}

monom::monom(const string & s)

{

string c = s + ' ';

string str;

xyz = 0;

bool flag = true;

int i, j = 1;

if (c[0] == '-')

{

j = -1;

c.erase(0, 1);

}

int len = c.length();

for (i = 0; flag; i++)

{

if (((c[i] >= '0') && (c[i] <= '9')) || (c[i] == '.'))

str = str + c[i];

else

{

flag = false;

if (str != "")

coeff = j\*atof(str.c\_str());

else

coeff = j;

}

}

for (int k = i - 1; k < len; k++)

{

if (c[k] == 'x')

{

if ((c[k + 1] >= '0') && (c[k + 1] <= '9'))

{

xyz += 100 \* (c[k + 1] - '0');

k++;

}

else

xyz += 100;

}

else

if (c[k] == 'y')

{

if ((c[k + 1] >= '0') && (c[k + 1] <= '9'))

{

xyz += 10 \* (c[k + 1] - '0');

k++;

}

else

xyz += 10;

}

else

if (c[k] == 'z')

if ((c[k + 1] >= '0') && (c[k + 1] <= '9'))

{

xyz += (c[k + 1] - '0');

k++;

}

else

xyz += 1;

}

}

const monom & monom::operator=(const monom & m)

{

coeff = m.coeff;

xyz = m.xyz;

return \*this;

}

bool monom::operator==(const monom & m) const

{

return (xyz == m.xyz);

}

bool monom::operator!=(const monom & m) const

{

return (xyz != m.xyz);

}

bool monom::operator<(const monom & m) const

{

return (xyz < m.xyz);

}

bool monom::operator>(const monom & m) const

{

return (xyz > m.xyz);

}

monom monom::operator\*(const double d) const

{

monom m(coeff\*d, xyz);

return m;

}

monom monom::operator\*(const monom & m) const

{

if (xyz + m.xyz > 999)

throw "Error <can't multiply>";

else

{

monom mon(coeff \* m.coeff, xyz + m.xyz);

return mon;

}

}

polinom::polinom(const polinom &p)

{

pol = p.pol;

}

polinom::polinom(const string &s)

{

string c = s + '+';

string mon;

bool min = false;

int len = c.length();

for (int i = 0; i < len; i++)

{

if ((c[i] != '+') && (c[i] != '-'))

mon = mon + c[i];

else

{

if (mon != "")

{

if (min)

mon = '-' + mon;

monom m(mon);

mon = "";

node<monom>\* k = pol.search(m);

if (k == NULL)

pol.insertup(m);

else

k->data.coeff += m.coeff;

}

if (c[i] == '-')

min = true;

else

min = false;

}

}

}

const polinom & polinom::operator=(const polinom & p)

{

pol = p.pol;

return \*this;

}

polinom polinom::operator+(const polinom & p) const

{

list<monom> currpol = pol;

list<monom> thispol = p.pol;

currpol.gotohead();

thispol.gotohead();

currpol.gotonext();

thispol.gotonext();

polinom pp;

while ((!currpol.currhead()) && (!thispol.currhead()))

{

if (currpol.getcurdata() > thispol.getcurdata())

{

pp.pol.insert\_to\_tail(currpol.getcurdata());

currpol.gotonext();

}

else

{

if (currpol.getcurdata() < thispol.getcurdata())

{

pp.pol.insert\_to\_tail(thispol.getcurdata());

thispol.gotonext();

}

else

{

monom m(currpol.getcurdata().coeff + thispol.getcurdata().coeff, currpol.getcurdata().xyz);

if (m.coeff != 0.0)

pp.pol.insert\_to\_tail(m);

currpol.gotonext();

thispol.gotonext();

}

}

}

while (!currpol.currhead())

{

pp.pol.insert\_to\_tail(currpol.getcurdata());

currpol.gotonext();

}

while (!thispol.currhead())

{

pp.pol.insert\_to\_tail(thispol.getcurdata());

thispol.gotonext();

}

return pp;

}

polinom polinom::operator\*(const polinom& p) const

{

list<monom> currpol=pol;

list<monom> thispol = p.pol;

currpol.gotohead();

thispol.gotohead();

currpol.gotonext();

thispol.gotonext();

polinom pp;

while (!currpol.currhead())

{

while (!thispol.currhead())

{

monom m(currpol.getcurdata() \* thispol.getcurdata());

if (m.coeff != 0.0)

{

node<monom>\* k = pp.pol.search(m);

if (k == NULL)

pp.pol.insertup(m);

else

{

k->data.coeff += m.coeff;

if (k->data.coeff == 0.0)

pp.pol.del(k);

}

}

thispol.gotonext();

}

currpol.gotonext();

thispol.gotohead();

thispol.gotonext();

}

return pp;

}

polinom polinom::operator\*(const double a) const

{

list<monom> currpol = pol;

polinom p;

if (a != 0)

{

currpol.gotohead();

currpol.gotonext();

while (!currpol.currhead())

{

p.pol.insert\_to\_tail(currpol.getcurdata()\*a);

currpol.gotonext();

}

}

return p;

}

bool polinom::operator==(const polinom &p) const

{

if (this != &p)

{

bool flag = true;

polinom copypolinom(\*this), copyp(p);

copypolinom.pol.gotohead();

copypolinom.pol.gotonext();

copyp.pol.gotohead();

copyp.pol.gotonext();

while ((flag) && (!copypolinom.pol.currhead()) && (!copyp.pol.currhead()))

{

monom a = copypolinom.pol.getcurdata();

monom b = copyp.pol.getcurdata();

if (a == b)

{

if (a.coeff != b.coeff)

flag = false;

}

else

flag = false;

copypolinom.pol.gotonext();

copyp.pol.gotonext();

}

if ((!copypolinom.pol.currhead()) || (!copyp.pol.currhead()))

flag = false;

return flag;

}

else

return true;

}

bool polinom::operator!=(const polinom &p) const

{

return !(\*this == p);

}

ostream & operator<<(ostream & out, const monom & m)

{

out << m.coeff << "\*x" << m.xyz / 100 << "\*y" << (m.xyz / 10) % 10 << "\*z" << m.xyz % 10;

return out;

}

ostream & operator<<(ostream & out, const polinom & p)

{

out << p.pol;

return out;

}

**Приложение 3. Основная программа**

#include "polinom.h"

using namespace std;

int main()

{

int f;

do

{

cout << "Actions with polinoms" << endl;

cout << "1 - addition of polinoms" << endl;

cout << "2 - multiplication of polinoms" << endl;

cout << "3 - multiplication of a polinom on the number" << endl;

cin >> f;

cin.ignore();

if (f == 1)

{

string s;

cout << "Write first polinom" << endl;

getline(cin, s);

polinom p1(s);

cout << "Write second polinom" << endl;

getline(cin, s);

polinom p2(s);

polinom p3 = p1 + p2;

cout << "Addition of polinoms: " << p3 << endl;

}

else

if (f == 2)

{

string s;

cout << "Write first polinom" << endl;

getline(cin, s);

polinom p1(s);

cout << "Write second polinom" << endl;

getline(cin, s);

polinom p2(s);

polinom p3 = p1 \* p2;

cout << "Multiplication of polinoms: " << p3 << endl;

}

else

if (f == 3)

{

string s;

cout << "Write a polinom" << endl;

getline(cin, s);

polinom p(s);

cout << "Write a number" << endl;

double d;

cin >> d;

p = p \* d;

cout << "Multiplication of a polinom on the number: " << p << endl;

}

else

cout << "There is no such choice" << endl;

cout << "Want to continue" << endl;

cout << "1 - yes" << endl;

cout << "2 - no" << endl;

cin >> f;

}

while (f == 1);

return 0;

}

**Приложение 4. Тесты для list и node**

#include "node.h"

#include "list.h"

#include <gtest.h>

TEST(node, can\_create\_empty)

{

ASSERT\_NO\_THROW(node<int> a);

}

TEST(node, can\_create\_copied)

{

node<int> a;

node<int> b(a);

EXPECT\_EQ(b, a);

}

TEST(node, can\_create\_with\_data)

{

node<int> a(1);

EXPECT\_EQ(a.data, 1);

}

TEST(node, can\_assign)

{

node<int> a;

node<int> b(12);

a = b;

EXPECT\_EQ(a.data, 12);

}

//========================================================================================//

TEST(list, can\_create\_empty)

{

ASSERT\_NO\_THROW(list<int> l);

}

TEST(list, can\_create\_copied)

{

list<int> a;

a.insertup(20);

ASSERT\_NO\_THROW(list<int> b(a));

}

TEST(list, can\_get\_currdata)

{

list<int> a;

a.insertup(20);

a.gotohead();

a.gotonext();

EXPECT\_EQ(a.getcurdata(), 20);

}

TEST(list, can\_insert\_up\_and\_to\_tail)

{

list<int> a;

a.insertup(11);

a.insert\_to\_tail(12);

a.gotohead();

a.gotonext();

EXPECT\_EQ(a.getcurdata(), 11);

a.gotonext();

EXPECT\_EQ(a.getcurdata(), 12);

}

class TestList : public ::testing::Test

{

protected:

list<int> l1;

list<int> l2;

public:

TestList()

{

l1.insertup(1); l2.insertup(3);

l1.insert\_to\_tail(2); l2.insert\_to\_tail(4);

}

~TestList()

{

l1.clean();

l2.clean();

}

};

TEST\_F(TestList, can\_clean)

{

ASSERT\_NO\_THROW(l1.clean());

}

TEST\_F(TestList, can\_delete\_element)

{

l1.del(l1.search(1));

l1.gotohead();

l1.gotonext();

EXPECT\_EQ(l1.getcurdata(), 2);

}

TEST\_F(TestList, can\_search\_data)

{

ASSERT\_NO\_THROW(l1.search(1));

}

TEST\_F(TestList, can\_assign)

{

l2 = l1;

l2.gotohead();

l2.gotonext();

EXPECT\_EQ(l2.getcurdata(), 1);

l2.gotonext();

EXPECT\_EQ(l2.getcurdata(), 2);

}

**Приложение 5. Тесты для polinom и monom**

#include "polinom.h"

#include <gtest.h>

TEST(monom, can\_create\_with\_null\_param)

{

monom a;

EXPECT\_EQ(a.coeff, 0.0);

EXPECT\_EQ(a.xyz, 0);

}

TEST(monom, can\_create\_copied\_monom)

{

monom a(2.0, 4);

monom b(a);

EXPECT\_EQ(b.coeff, 2.0);

EXPECT\_EQ(b.xyz, 4);

}

TEST(monom, can\_create\_from\_string)

{

string s = "xyz";

monom a(s);

EXPECT\_EQ(a.coeff, 1.0);

EXPECT\_EQ(a.xyz, 111);

}

TEST(monom, can\_assign)

{

monom a(2.0, 4);

monom b(3.0, 2);

a = b;

EXPECT\_EQ(a.coeff, 3.0);

EXPECT\_EQ(a.xyz, 2);

}

TEST(monom, work\_equall)

{

monom a(2.0, 4);

monom b(2.0, 4);

EXPECT\_EQ(a == b, true);

}

TEST(monom, work\_not\_equall)

{

monom a(3.0, 4);

monom b(2.0, 5);

EXPECT\_EQ(a != b, true);

}

TEST(monom, work\_less)

{

monom a(2.0, 4);

monom b(3.0, 5);

EXPECT\_EQ(a < b, true);

}

TEST(monom, work\_more)

{

monom a(3.0, 5);

monom b(2.0, 4);

EXPECT\_EQ(a > b, true);

}

TEST(monom, can\_multiply\_on\_number\_from\_right)

{

monom a(2.0, 4);

a = a \* 2;

EXPECT\_EQ(a.coeff, 4.0);

}

TEST(monom, can\_multiply\_on\_number\_from\_left)

{

monom a(2.0, 4);

a = 2 \* a;

EXPECT\_EQ(a.coeff, 4.0);

}

TEST(monom, can\_multiply\_on\_another\_monom)

{

monom a(2.0, 111);

monom b(3.0, 222);

monom c;

c = a\*b;

EXPECT\_EQ(c.coeff, 6.0);

EXPECT\_EQ(c.xyz, 333);

}

//====================================================================//

TEST(polinom, can\_create\_empty)

{

ASSERT\_NO\_THROW(polinom a);

}

TEST(polinom, can\_create\_from\_string)

{

string s = "xyz+2xy";

ASSERT\_NO\_THROW(polinom a(s));

}

TEST(polinom, can\_create\_copied\_polinom)

{

polinom a("x-y");

ASSERT\_NO\_THROW(polinom b(a));

}

TEST(polinom, can\_assign)

{

polinom a("x+y");

polinom b("z-x");

a = b;

EXPECT\_EQ(a, b);

}

TEST(polinom, right\_addition\_1)

{

polinom a("x+y");

polinom b("x");

polinom c("2x+y");

EXPECT\_EQ(c, a + b);

}

TEST(polinom, right\_addition\_2)

{

polinom a("-x+y");

polinom b("x");

polinom c("y");

EXPECT\_EQ(c, a + b);

}

TEST(polinom, right\_addition\_3)

{

polinom a("1+x+y");

polinom b("x");

polinom c("1+2x+y");

EXPECT\_EQ(c, a + b);

}

TEST(polinom, right\_addition\_4)

{

polinom a("xy");

polinom b("xyz-2x2yz");

polinom c("xy+xyz-2x2yz");

EXPECT\_EQ(c, a + b);

}

TEST(polinom, right\_addition\_5)

{

polinom a("x+y");

polinom b("-x-y");

polinom c;

EXPECT\_EQ(c, a + b);

}

TEST(polinom, right\_multiply\_on\_another\_polinom\_1)

{

polinom a("x");

polinom b("y");

polinom c("xy");

EXPECT\_EQ(c, a\*b);

}

TEST(polinom, right\_multiply\_on\_another\_polinom\_2)

{

polinom a("x-y");

polinom b("x+y");

polinom c("x2-y2");

EXPECT\_EQ(c, a \* b);

}

TEST(polinom, right\_multiply\_on\_another\_polinom\_3)

{

polinom a("x");

polinom b("-x");

polinom c("-x2");

EXPECT\_EQ(c, a \* b);

}

TEST(polinom, right\_multiply\_on\_number\_1)

{

polinom a("x-y");

double b = 10.0;

polinom c("10x-10y");

EXPECT\_EQ(c, a \* b);

}

TEST(polinom, right\_multiply\_on\_number\_2)

{

polinom a("x-y");

double b = -10.0;

polinom c("-10x+10y");

EXPECT\_EQ(c, a \* b);

}

TEST(polinom, right\_multiply\_on\_number\_3)

{

polinom a("x-y");

double b = -10.0;

polinom c("-10x+10y");

EXPECT\_EQ(c, b \* a);

}