Отчет

Контрольная работа 1

Задача 12.  
Пусть группа состоит из N человек. В ней каждый имеет (N/2) друзей и не больше K врагов. У одного из них есть книга, которую  
все хотели бы прочитать и потом обсудить с некоторыми из остальных.  
Написать программу, которая:  
1. Находит способ передачи книги таким образом, чтобы она побывала у каждого в точности один раз,переходя только от друга к  
другу и наконец возвратилась к своему владельцу.  
2.Разбивает людей на S групп, где будет обсуждаться книга, таким образом, чтобы вместе с каждым человеком в ту же самую группу вошло не более P его врагов. Примечание: предполагается, что S\*P>=K.

Если кол-во 4, тоже самое и для 5
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Пусть 6 человек. Значит 6/2 = 3 друга у каждого. И не больше K врагов. В данном случае 6-(6/2+1). K=2 – врага. Решено было реализовывать через гамильтонов цикл (задача коммивояжера), когда ищем самый оптимальный цикл, проходя через все вершины графа, не повторяясь. Количество всех связей (рёбер \) определяется как (N/2)^2. Тут 3^2=9

**package** sample;  
  
**public class** Main {  
   
 **public static void** main(String[] args) {  
 *// n - количество узлов, т. е. V* **int** n = 4;  
 **int**[][] graph = {{0, 10, 15, 20},  
 {10, 0, 35, 25},  
 {15, 35, 0, 30},  
 {20, 25, 30, 0}};  
*// int n = 6;  
// int[][] graph = {{0, 1, 1,1, 0, 0},  
// {1, 0,1, 0, 1, 0},  
// {1,1, 0, 0, 0, 1},  
// {1,0, 0, 0, 1, 1},  
// {0, 1, 0, 1, 0, 1},  
// {0, 0, 1, 1, 1, 0}};  
  
 // логический массив для проверки наличия узла  
 // посещали или нет* **boolean**[] wasInNode = **new boolean**[n];  
 *// Пометить 0-й узел как посещенный* wasInNode[0] = **true**;  
 **int** maxValue = Integer.***MAX\_VALUE***;  
 *// Находим минимальный вес гамильтонова цикла* **int** result = *findCycle*(graph, wasInNode, 0, n, 1, 0, maxValue);  
 *// result - результат пути гамильтонова цикла* System.***out***.println(result);  
 }  
  
 *// Функция поиска минимального веса  
 // Гамильтонов цикл* **static int** findCycle(**int**[][] graph, **boolean**[] wasInNode, **int** currPos, **int** n, **int** count, **int** cost, **int** maxValue) {  
  
 *// Если достигнут последний узел и есть ссылка к начальному узлу, т.е. к источнику  
 // сохранить минимальное значение от общей стоимости прохождения и результат  
 // Наконец возвращаемся, чтобы проверить больше возможных значений* **if** (count == n && graph[currPos][0] > 0) {  
 maxValue = Math.*min*(maxValue, cost + graph[currPos][0]);  
 **return** maxValue;  
 }  
 *// BACKTRACKING STEP  
 // Цикл для обхода списка смежности узла currPos и увеличение количества  
 // на 1 и стоимость на график [currPos, i] значение* **for** (**int** i = 0; i < n; i++) {  
 **if** (wasInNode[i] == **false** && graph[currPos][i] > 0) {  
 *// Пометить как посещенные* wasInNode[i] = **true**;  
 maxValue = *findCycle*(graph, wasInNode, i, n, count + 1,  
 cost + graph[currPos][i], maxValue);  
 *// Пометить i-й узел как не посещенный* wasInNode[i] = **false**;  
 }  
 }  
 **return** maxValue;  
 }  
}

Контрольная работа 2

Задача 3.  
Имеется N городов. Для каждой пары городов (I,J) можно построить дорогу, соединяющую эти два города и не заходящие в другие города. Стоимость такой дороги A(I,J). Вне городов дороги не пересекаются.  
Написать алгоритм для нахождения самой дешевой системы дорог, позволяющей попасть из любого города в любой другой. Результаты задавать таблицей B[1:N,1:N], где B[I,J]=1 тогда и только тогда, когда дорогу, соединяющую города I и J, следует строить.

Для реализации примера возьмём такой граф и такие числа

6 9 – узлов и рёбер

0 1 5 // из 0 узла в 1 узел, стоимость 5

0 3 19

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Узел  /узел | 0 | 1 | 2 | 3 | 4 | 5 |
| 0 | 0 | 5 |  | 19 | 6 |  |
| 1 | 5 | 0 | 10 |  | 1 | 9 |
| 2 |  | 10 | 0 | 13 |  |  |
| 3 | 19 |  | 13 | 0 |  | 8 |
| 4 | 6 | 1 |  |  | 0 | 2 |
| 5 |  | 9 |  | 8 | 2 | 0 |

0 4 6

1 2 10

2 3 13

1 4 1

1 5 9

3 5 8

4 5 2
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Было принято решение использовать алгоритм Дейкстры для нахождения самого оптимального пути.

Ниже предоставлена работа программы:
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**package** sample;  
  
**import** java.io.IOException;  
  
**public class** Main {  
  
 **public static void** main(String[] args) {  
 **try** {  
 Menu.*startGraph*();  
 } **catch** (IOException e) {  
 System.***err***.println(**"Видимо что-то не то ввели: "** + e.getMessage());  
 }  
 }  
}

**package** sample;  
  
**import** java.io.BufferedReader;  
**import** java.io.IOException;  
**import** java.io.InputStreamReader;  
  
**public class** Menu {  
  
 **public static void** startGraph() **throws** IOException {  
 **int** max\_v = 100000;  
  
 *printStartMenu*();  
 BufferedReader reader = *getBufferedReader*();  
 **int** nodes = Integer.*parseInt*(reader.readLine()); *//кол-во узлов* **int** ribs = Integer.*parseInt*(reader.readLine()); *//кол-во рёбер* CityGraph cityGraph = **new** CityGraph(nodes, ribs); *//инициализация графа города* **int**[][] mass = **new int**[nodes][ribs]; *// матрица смежностей* **for** (**int** i = 0; i < nodes; i++) { *// присваиваем элементам матрицы максимальные значения* **for** (**int** j = 0; j < nodes; j++) {  
 mass[i][j] = max\_v;  
 mass[j][i] = max\_v;  
 }  
 }  
  
 *printInputValues*(ribs);  
 **for** (**int** i = 0; i < ribs; i++) { *// заполняем матрицу значениями* **int** firstNodeA = Integer.*parseInt*(reader.readLine());  
 System.***out***.print(**"->"**);  
 **int** secondNodeB = Integer.*parseInt*(reader.readLine());  
 System.***out***.print(**"Стоимость пути: "**);  
 **int** cost = Integer.*parseInt*(reader.readLine());  
  
 mass[firstNodeA][secondNodeB] = cost;  
 mass[secondNodeB][firstNodeA] = cost;  
 }  
   
 *printEnterStartAndEndNodes*();  
 **int** start = Integer.*parseInt*(reader.readLine());  
 **int** end = Integer.*parseInt*(reader.readLine());  
  
 CityGraphService cityGraphService = **new** CityGraphService(mass, cityGraph);  
 System.***out***.println(**"Стоимость самого короткого пути: "** + cityGraphService.findShortWay(start, end));  
 }  
  
 **private static void** printEnterStartAndEndNodes() { *// пример : " 1 3 " : 1 - начало , 3 - конец пути* System.***out***.println(**"Введите от какого узла до какого будем искать путь (узлы считаюся от нуля)"**);  
 }  
  
 **private static void** printInputValues(**int** ribs) {  
 System.***out***.println(**"Введите первый узел, второй узел, значение стоимости ребра между ними. Итак "** + ribs + **"раз"**);  
 }  
  
 **public static void** printStartMenu() {  
 System.***out***.println(**"Введите количество узлов и рёбер (например, 6 и 9)"**);  
 }  
  
 **private static** BufferedReader getBufferedReader() {  
 **return new** BufferedReader(**new** InputStreamReader(System.***in***));  
 }  
  
}

**package** sample;  
  
**public class** CityGraphService {  
  
 **private int**[][] **mass**;  
 **private** CityGraph **cityGraph**;  
  
 **public** CityGraphService() {  
 }  
  
 **public** CityGraphService(**int**[][] mass, CityGraph cityGraph) {  
 **this**.**mass** = mass;  
 **this**.**cityGraph** = cityGraph;  
 }  
  
 **public int** findShortWay(**int** start, **int** end) {  
 **int** W = 99;  
 **int**[] D = **new int**[100];  
 **int**[] used = **new int**[100];  
  
 **if** (start == end) *// если начальный узел является конечным,* **return** 0; *// то путь равен 0  
  
 /\* используем алгоритм Дейкстры \*/* **for** (**int** i = 0; i < **cityGraph**.getNode(); i++) *// заполняем массив, который отвечает за проход узла (если побывали в узле, то присваиваем 1, иначе 0)* used[i] = 0;  
  
 **for** (**int** i = 0; i < **cityGraph**.getNode(); i++)  
 D[i] = **mass**[start][i]; *// массив, который содержит кратчайший путь из заданной вершины в вершину с номером i* used[start] = 1; *// побывали в начальном узле* **for** (**int** i = 0; i < **cityGraph**.getNode() - 2; i++) {  
 **int** min\_v = 1000000;  
 **for** (**int** j = 0; j < **cityGraph**.getNode(); j++)  
 **if** (used[j] == 0 && D[j] < min\_v) { *// если еще не побывали в вершине j, и значение в вершине с номером j меньше, чем предыдущее значение,* min\_v = D[j]; *// min\_v присваивам минимальное значение.* W = j; *// W - номер узла с наименьшим значением пути* }  
 used[W] = 1;  
  
 **for** (**int** j = 0; j < **cityGraph**.getNode(); j++)  
 **if** (used[j] == 0)  
 D[j] = Math.*min*(D[j], D[W] + **mass**[W][j]); *// выбираем минимальный путь* }  
  
 **return** D[end];  
 }  
}

**package** sample;  
  
**import** java.util.Objects;  
  
**public class** CityGraph {  
 **private int node**;  
 **private int rib**;  
  
 **public** CityGraph() {  
 }  
  
 **public** CityGraph(**int** node, **int** rib) {  
 **this**.**node** = node;  
 **this**.**rib** = rib;  
 }  
  
 **public int** getNode() {  
 **return node**;  
 }  
  
 **public void** setNode(**int** node) {  
 **this**.**node** = node;  
 }  
  
 **public int** getRib() {  
 **return rib**;  
 }  
  
 **public void** setRib(**int** rib) {  
 **this**.**rib** = rib;  
 }  
  
 @Override  
 **public boolean** equals(Object o) {  
 **if** (**this** == o) **return true**;  
 **if** (o == **null** || getClass() != o.getClass()) **return false**;  
 CityGraph cityGraph = (CityGraph) o;  
 **return node** == cityGraph.**node** &&  
 **rib** == cityGraph.**rib**;  
 }  
  
 @Override  
 **public int** hashCode() {  
 **return** Objects.*hash*(**node**, **rib**);  
 }  
}

Лабораторная работа №1

ИЗУЧЕНИЕ МЕТОДОВ ОЦЕНКИ АЛГОРИТМОВ

Цель работы: Изучение методов оценки алгоритмов и программ и определение временной и емкостной сложности типовых алгоритмов и программ

Вариант 1

Составить программу, которая формирует одномерный массив из *n* случайных чисел. Определить среднее арифметическое этих чисел. Значение *n* меняется в пределах от 10 до 50 миллионов.

/Верхняя оценка - О(n), так как выполнение алгоритма зависит от количества n

Асимптотическая оценка - количественно-зависимый (выполняется одинаковое кол-во раз для фиксированного значения n)

О(n) =1+3\**n*+*n*\**f*цикла = 1+3n + (1+1+3n) = 3+6n

|  |  |  |
| --- | --- | --- |
| попытка | объем исходных данных | время работы программы |
| 1 | 10000000 | 6 мс |
| 2 | 20000000 | 9 мс |
| 3 | 30000000 | 10 мс |
| 4 | 40000000 | 14 мс |
| 5 | 50000000 | 15 мс |

**package** by.nik.lab1;  
  
**import** java.util.Random;  
  
**public class** Main {  
 **public static void** main(String[] args) {  
 Random random = **new** Random();  
  
 **for** (**int** n = 10000000; n <= 50000000; n += 10000000) {  
 **int**[] arr = **new int**[n];  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 arr[i] = random.nextInt();  
 }  
  
 **long** start = System.*currentTimeMillis*();  
  
 *getArray*(arr);  
  
 **long** finish = System.*currentTimeMillis*();  
 **long** timeConsumedMillis = finish - start;  
 System.***out***.printf(**"При n = %d алгоритм выполняется %d мс \n"**, n, timeConsumedMillis);  
 }  
 }  
  
 **public static void** getArray(**int**[] arr) {  
 **int** sumArray = 0;  
  
 **for** (**int** i = 0; i < arr.**length**; i++) {  
 sumArray+=arr[i];  
 }  
 **int** average = sumArray/arr.**length**;  
 System.***out***.println(**"Среднее = "** + average);  
 }  
}

Лабораторная работа №2

ИССЛЕДОВАНИЕ И ОЦЕНКА АЛГОРИТМОВ ПОИСКА

Цель работы. Разработка программ, реализующих различные алгоритмы поиска, и оценка их временной и пространственной сложности.

Вариант 4

Разработать алгоритм и программу дихотомического поиска. В качестве исходных данных использовать массив целых чисел, который формируется с помощью датчика случайных чисел с диапазоном от 0 до 100. Аргумент поиска – число.

Возьмем средний элемент отсортированного массива и сравним его c искомым. Если элемент меньше – продолжим поиск в левой части массива, если больше в правой, пока не останется нужный элемент. Таким образом нам понадобится число операций равное тому, сколько раз нам нужно поделить массив размером n пополам. Например, для массива в 16 элементов мы сначала поделим его на два по 8, потом 8 на два по 4, потом 4 на два по 2 и на конец 2 пополам, те всего 4 операции в худшем случае. Такое число равно двоичному логарифму: число можно столько раз разделить на 2, сколько нужно умножать 2 на 2(возводить в степень) чтобы получить это число.

16 = 24.

А логарифм - это функция обратная возведению в степень, показывающая сколько же раз нужно умножать 2(возводить в степень), чтобы получить 16.

log2 16 = 4.

|  |  |  |
| --- | --- | --- |
| попытка | объем исходных данных | время выполнения |
| 1 | 10 | 0 мс |
| 2 | 100 | 0 мс |
| 3 | 1000 | 1 мс |
| 4 | 10000 | 2 мс |
| 5 | 100000 | 3 мс |
| 6 | 1000000 | 4 мс |
| 7 | 10000000 | 5,6 мс |

**Поэтому сложность О(log(n))**

![](data:image/png;base64,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)

**package** by.nik.lab2;  
  
**import** java.io.BufferedReader;  
**import** java.io.IOException;  
**import** java.io.InputStreamReader;  
**import** java.util.Arrays;  
**import** java.util.Random;  
  
**public class** Main {  
 **public static void** main(String[] args) {  
 Random random = **new** Random();  
 **int**[] arr = **new int**[10];  
  
 *// Заполнение массива* **for** (**int** i = 0; i < arr.**length**; i++) {  
 arr[i] = random.nextInt(100) + 1;  
 }  
  
 *// Сортировка* Arrays.*sort*(arr);  
 **for**(**int** value : arr) {  
 System.***out***.print(value + **" "**);  
 }  
  
 *// Ввод числа для поиска* System.***out***.println(**"\nВведите число для поиска: "**);  
 BufferedReader bufferedReader = **new** BufferedReader(**new** InputStreamReader(System.***in***));  
 **int** number = 0;  
 **try** {  
 number = Integer.*parseInt*(bufferedReader.readLine());  
 } **catch** (IOException e) {  
 System.***out***.println(**"Вы ввели не число"**);  
 }  
  
 **long** start = System.*nanoTime*();  
  
 Binary binary = *binarySearch*(arr, number);  
  
 **long** finish = System.*nanoTime*();  
  
 System.***out***.println(**"Кол-во итераций: "** + binary.getCount());  
  
 **if** (binary.getResult() != -1)  
 System.***out***.println(**"Найден под индексом = "** + binary.getResult());  
 **else** System.***out***.println(**"Такое число не найдено"**);  
  
 **long** timeConsumedMillis = finish - start;  
 System.***out***.printf(**"алгоритм выполняется %d нс \n"**, timeConsumedMillis);  
 }  
  
 *// Метод дихотомии* **public static** Binary binarySearch(**int**[] sortedArray, **int** key) {  
 **int** index = -1; *//если не найдёт элемент, то вернёт его* **int** count = 0; *// кол-во итераций поиска* **int** firstIndex = 0; *//первый элемент массива* **int** lastIndex = sortedArray.**length** - 1; *//последний элемент массива* **while** (firstIndex <= lastIndex) {  
 count++;  
 **int** mid = (firstIndex + lastIndex) / 2;  
 **if** (sortedArray[mid] < key) {  
 firstIndex = mid + 1;  
 } **else if** (sortedArray[mid] > key) {  
 lastIndex = mid - 1;  
 } **else if** (sortedArray[mid] == key) {  
 index = mid;  
 **break**;  
 }  
 }  
 **return new** Binary(count, index);  
 }  
}

**package** by.nik.lab2;  
  
**import** java.util.Objects;  
  
**public class** Binary {  
 **private int count**;  
 **private int index**;  
  
 **public** Binary(**int** count, **int** index) {  
 **this**.**count** = count;  
 **this**.**index** = index;  
 }  
  
 **public int** getCount() {  
 **return count**;  
 }  
  
 **public void** setCount(**int** count) {  
 **this**.**count** = count;  
 }  
  
 **public int** getResult() {  
 **return index**;  
 }  
  
 **public void** setResult(**int** index) {  
 **this**.**index** = index;  
 }  
  
 @Override  
 **public boolean** equals(Object o) {  
 **if** (**this** == o) **return true**;  
 **if** (o == **null** || getClass() != o.getClass()) **return false**;  
 Binary binary = (Binary) o;  
 **return count** == binary.**count** &&  
 **index** == binary.**index**;  
 }  
  
 @Override  
 **public int** hashCode() {  
 **return** Objects.*hash*(**count**, **index**);  
 }  
}

Лабораторная работа № 3

РАЗРАБОТКА РЕКУРСИВНЫХ АЛГОРИТМОВ

Цель работы. Разработка программ, реализующих различные рекурсивные алгоритмы, и оценка их временной и пространственной сложности.

Вариант 12

Ввода одномерного массива и интерполирующего поиска целочисленного значения ключа в нем.

Верхняя оценка - от log(log(n)) до О(n), в зависимости от нахождения элементов
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**package** by.nik.lab3;  
  
**import** java.io.BufferedReader;  
**import** java.io.IOException;  
**import** java.io.InputStreamReader;  
**import** java.util.Arrays;  
**import** java.util.Random;  
  
**public class** Main {  
 **public static void** main(String[] args) {  
 Random random = **new** Random();  
 **int**[] arr = **new int**[100000];  
 *// Заполнение массива* **for** (**int** i = 0; i < arr.**length**; i++) {  
 arr[i] = random.nextInt(1000000)+1;  
  
 }  
  
 Arrays.*sort*(arr);  
  
 **for** (**int** value : arr) {  
 System.***out***.print(value + **"\t"**);  
 }  
  
 *// Ввод числа для поиска* System.***out***.println(**"\nВведите число для поиска: "**);  
 BufferedReader bufferedReader = **new** BufferedReader(**new** InputStreamReader(System.***in***));  
 **int** number = 0;  
 **try** {  
 number = Integer.*parseInt*(bufferedReader.readLine());  
 } **catch** (IOException e) {  
 System.***out***.println(**"Вы ввели не число"**);  
 }  
  
 **long** start = System.*currentTimeMillis*();  
  
 *interSearch*(arr, 0, arr.**length** - 1, number);  
  
 **long** finish = System.*currentTimeMillis*();  
 **long** timeConsumedMillis = finish - start;  
 System.***out***.printf(**"Алгоритм выполняется %d мс \n"**, timeConsumedMillis);  
 }  
  
 **public static void** interSearch(**int**[] arr, **int** low, **int** high, **int** k) {  
 **if** (k >= 0) {  
 **while** (arr[low] < k && arr[high] >= k) {  
 **int** mid = low + (k - arr[low]) \* (high - low) / (arr[high] - arr[low]);  
 **if** (arr[mid] < k) {  
 low = mid + 1;  
 *interSearch*(arr, low, high, k);  
 } **else if** (arr[mid] > k) {  
 high = mid - 1;  
 *interSearch*(arr, low, high, k);  
 } **else** {  
 System.***out***.printf(**"Искомый номер найден на позиции %d\n"**, mid);  
 **return**;  
 }  
 }  
 **if** (arr[low] == k) {  
 System.***out***.printf(**"Искомый номер найден на позиции %d\n"**, low);  
 } **else if** (arr[high] == k) {  
 System.***out***.printf(**"Искомый номер найден на позиции %d\n"**, high);  
 } **else** {  
 System.***out***.println(**"Искомый номер не найден\n"**);  
 }  
 }  
 }  
  
}

Лабораторная работа №4

ИССЛЕДОВАНИЕ И ОЦЕНКА АЛГОРИТМОВ СОРТИРОВКИ

Цель работы. Разработка программ, реализующих различные алгоритмы сортировки, и оценка их временной и пространственной сложности.

Вариант 12

Составить две программы, которые реализуют алгоритмы ускоренной сортировки «пузырьком» и быстрой сортировки. Исходные данные задавать с помощью датчика случайных чисел.

Верхняя оценка - O(n^2) для пузырьковой

Верхняя оценка - O(n\*log2\*n) для быстрой

![](data:image/png;base64,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)

**package** by.nik.lab4;  
  
**import** java.util.\*;  
  
**public class** Main {  
 **public static void** main(String[] args) {  
 Random random = **new** Random();  
 **int**[] arrBubble = **new int**[100000];  
 **for** (**int** i = 0; i < arrBubble.**length**; i++) {  
 arrBubble[i] = random.nextInt(1000000) + 1;  
 }  
  
 **int**[] arrQuick = arrBubble.clone();  
 **for** (**int** i = 0; i < arrQuick.**length**; i++) {  
 arrQuick[i] = random.nextInt(10000) + 1;  
 }  
  
 **long** startBubble = System.*currentTimeMillis*();  
 *fastBubbleSort*(arrBubble);  
 **long** finishBubble = System.*currentTimeMillis*();  
 **long** timeConsumedMillisBubble = finishBubble - startBubble;  
  
 **long** start = System.*nanoTime*();  
 *quickSort*(arrQuick, 0, arrQuick.**length**-1);  
 **long** finish = System.*nanoTime*();  
 **long** timeConsumedMillisQuickSort = finish - start;  
  
 System.***out***.printf(**"\nАлгоритм укоренной сортировки пузырьком выполняется %d мс \n"**, timeConsumedMillisBubble);  
 System.***out***.printf(**"\nАлгоритм быстрой сортировки выполняется %d нс \n"**, timeConsumedMillisQuickSort);  
 }  
  
 **public static void** fastBubbleSort(**int**[] arr) {  
 **int** k = 1;  
 **int** temp;  
 **boolean** trp;  
  
 **do** {  
 trp = **false**;  
 **for** (**int** i = 0; i < arr.**length** - k; i++) {  
 **if** (arr[i] > arr[i + 1]) {  
 temp = arr[i];  
 arr[i] = arr[i + 1];  
 arr[i + 1] = temp;  
 trp = **true**;  
 }  
 }  
 k++;  
 } **while** (trp);  
  
 **for** (**int** i : arr) {  
 System.***out***.printf(**"%d "**, i);  
 }  
 }  
  
 **public static void** quickSort(**int**[] arr, **int** low, **int** high) {  
 **if** (arr.**length** == 0)  
 **return**;*//завершить выполнение если длина массива равна 0* **if** (low >= high)  
 **return**;*//завершить выполнение если уже нечего делить  
  
 // выбрать опорный элемент* **int** middle = low + (high - low) / 2;  
 **int** opora = arr[middle];  
 *// разделить на подмассивы, который больше и меньше опорного элемента* **int** i = low, j = high;  
 **while** (i <= j) {  
 **while** (arr[i] < opora) {  
 i++;  
 }  
 **while** (arr[j] > opora) {  
 j--;  
 }  
  
 **if** (i <= j) {*//меняем местами* **int** temp = arr[i];  
 arr[i] = arr[j];  
 arr[j] = temp;  
 i++;  
 j--;  
 }  
 }  
 *// вызов рекурсии для сортировки левой и правой части* **if** (low < j)  
 *quickSort*(arr, low, j);  
  
 **if** (high > i)  
 *quickSort*(arr, i, high);  
 }  
  
}

Лабораторная работа №5

ИССЛЕДОВАНИЕ И ОЦЕНКА АЛГОРИТМОВ ПОИСКА НА ДЕРЕВЬЯХ

Цель работы. Разработка программ, реализующих алгоритмы формирования и обхода двоичных и В+ деревьев, а также поиска элементов в них, и оценка их временной и пространственной сложности.

Вариант 12

1. Построить двоичное дерево, содержащее *n* = 16 узлов. Значения ключей в узлах задавать с помощью датчика случайных чисел с диапазоном *D* от 0 до 120.

2. Построить В+ дерево, содержащее *n* = 16 узлов и имеющее степень *m* = 5. Значения ключей в узлах задавать с помощью датчика случайных чисел с диапазоном *D* от 0 до 120.

3. Обеспечить симметричный обход деревьев.

4. Выполнить поиск значения ключа по близости сверху.

*Построение бинарного дерева*

Алгоритм построения упорядоченного бинарного дерева может быть сформулирован так: 1.Первый элемент с ключом р[1] становится корнем дерева.

2.Значение ключа второго узла р[2] сравнивается с р[1] (корня дерева). Если р[2] < p[1], то второй элемент помещается на левой от корня ветви, в противном случае – на правой. В результате будет получено упорядоченное дерево из первых двух узлов.

3. Далее на каждом шаге создается упорядоченное дерево из первых i элементов. Выбор i-го узла производится следующим образом. Ключ р[i] сравнивается с корневым значением и выполняется переход по левому адресу (если р[1]>р[i]), в противном случае (при р[1] <= р [i]) – по правому адресу. Далее ключ достигнутого узла также сравнивается с р[i], и снова организуется 57 переход по левому и правому адресу и т.д. При нахождении незаполненного адреса связи ему присваивается ключ р[i].

Пункт 3 повторяется до тех пор, пока не будут включены в дерево все элементы исходного массива.

Поиск узла в бинарном дереве

Искомое значение ключа q сравнивается со значением корня р[1]. Если р[1]>q, просмотр дерева продолжается по левой от корня ветви, иначе (если р[1] <= q) – по правой. Для произвольного узла с ключом р[i] могут быть получены следующие результаты сравнения:

a) р[i] = q – элемент, удовлетворяющий условию поиска найден, и поиск заканчивается по правой ветви.

b) р[i] >q – производится переход к элементу, расположенному на левой ветви р(i).

c) р[i] < q – производится переход к элементу, расположенному на правой ветви р[i].

Поиск заканчивается, когда у какого-либо узла отсутствует адрес связи, необходимый для дальнейшего продолжения поиска.

Алгоритм включения узла в дерево

Если дерево пусто, заменить его на дерево с одним корневым узлом и остановиться. Иначе сравнить ключ К с ключом корневого узла X: если K>X, рекурсивно добавить К в правое поддерево, иначе рекурсивно добавить К в левое поддерево.

Алгоритм удаления узла из дерева

1. Если дерево T пусто, остановиться Иначе сравнить K с ключом X корневого узла n.

2.1. Если K>X, рекурсивно удалить K из правого поддерева Т

2.2. Иначе если K<X, рекурсивно удалить K из левого поддерева Т.

2.3. Если K=X, то необходимо рассмотреть два случая.

2.3.1.Если одного из детей нет, то значения второго ребѐнка m ставим вместо соответствующих значений корневого узла, затирая его старые значения, и освобождаем память, занимаемую узлом m.

2.3.2. Если оба потомка присутствуют, то

2.3.2.1. найдѐм узел m, являющийся самым левым узлом правого поддерева;

2.3.2.2. скопируем значения полей (ключ, значение) узла m в соответствующие поля узла n.

2.3.2.3. у предка узла m заменим ссылку на узел m ссылкой на правого потомка узла m (который может быть равен нулевому указателю).

2.3.2.4. освободим память, занимаемую узлом m (на него теперь никто не указывает, а его данные были перенесены в узел n).

|  |  |  |
| --- | --- | --- |
| **Сложность** | **В среднем** | **В худшем случае** |
| **Расход памяти** | O(n) | O(n) |
| **Поиск** | O(log n) | O(n) |
| **Вставка** | O(log n) | O(n) |
| **Удаление** | O(log n) | O(n) |

**package by.nik.lab5**;  
  
**import java.io.BufferedReader**;  
**import java.io.IOException**;  
**import java.io.InputStreamReader**;  
**import java.util.Random**;  
  
**public class** Main {  
 **private static final int** MAX\_VALUE **= *120***;  
  
 **public static void** main(**String**[] args) {  
 Random rnd **= new** Random();  
 **int** n **= *16***;  
 **int**[] array **= new int**[n];  
 **for** (**int** i **= *0***; i **<** n; i**++**) {  
 array[i] **=** rnd.nextInt(MAX\_VALUE) **+ *1***;  
 }  
 BinaryTree tree **= new** BinaryTree(array[***0***], ***null***);  
 System.out.println(**"Рандомный массив: "**);  
 **for** (**int** i **= *1***; i **<** n; i**++**) {  
 tree.add(array[i]);  
 System.out.printf(**"%d "**, array[i]);  
 }  
  
 System.out.println(**"*\n*Отсортированный массив:"**);  
 tree.printInorder(tree);  
  
 System.out.println(**"*\n*Введите число для поиска: "**);  
 BufferedReader bufferedReader **= new** BufferedReader(**new** InputStreamReader(System.in));  
 **int** number **= *0***;  
 **try** {  
 number **=** Integer.parseInt(bufferedReader.readLine());  
 } **catch** (**IOException** e) {  
 System.out.println(**"Вы ввели не число"**);  
 }  
 BinaryTree binaryTree **=** tree.search(number);  
 **if** (binaryTree **== *null***) {  
 System.out.println(**"Не найдено"**);  
 } **else** System.out.println(binaryTree.getValue());  
  
 }  
}

**package by.nik.lab5**;  
  
**import java.util.Objects**;  
  
**public class** BinaryTree {  
 **private** BinaryTree parent;  
 **private** BinaryTree left;  
 **private** BinaryTree right;  
 **private int** value;  
  
 **public** BinaryTree(**int** val, BinaryTree Parent) {  
 this.value **=** val;  
 this.parent **=** Parent;  
 }  
  
 **public void** add(**int** val) {  
 **if** (val **<** this.value) {  
 **if** (this.left **== *null***) {  
 this.left **= new** BinaryTree(val, this);  
 } **else** this.left.add(val);  
 } **else if** (val **>** this.value) {  
 **if** (this.right **== *null***) {  
 this.right **= new** BinaryTree(val, this);  
 } **else** this.right.add(val);  
 }  
 }  
  
 **private** BinaryTree search(BinaryTree tree, **int** val) {  
 **if** (tree **== *null***) **return *null***;  
 **switch** (Integer.compare(val, tree.value)) {  
 **case *1*:  
 return** search(tree.right, val);  
 **case -*1*:  
 return** search(tree.left, val);  
 **case *0*:  
 return** tree;  
 **default:  
 return *null***;  
 }  
 }  
  
 **public** BinaryTree search(**int** val) {  
 **return** search(this, val);  
 }  
  
 **public void** printInorder(BinaryTree root) {  
 **if** (root **== *null***) {  
 **return**;  
 }  
 printInorder(root.left); *//рекурсивный вызов левого поддерева* System.out.println(root.value);  
 printInorder(root.right); *//рекурсивный вызов правого поддерева* }  
  
 @**Override  
 public** String toString() {  
 **return "BinaryTree{" +  
 "Parent=" +** parent **+  
 ", Left=" +** left **+  
 ", Right=" +** right **+  
 ", Value=" +** value **+  
 '}'**;  
 }  
  
 @**Override  
 public boolean** equals(Object o) {  
 **if** (this **==** o) **return *true***;  
 **if** (o **== *null* ||** getClass() **!=** o.getClass()) **return *false***;  
 BinaryTree that **=** (BinaryTree) o;  
 **return** value **==** that.value **&&** Objects.equals(parent, that.parent) **&&** Objects.equals(left, that.left) **&&** Objects.equals(right, that.right);  
 }  
  
 @**Override  
 public int** hashCode() {  
 **return** Objects.hash(parent, left, right, value);  
 }  
  
 **public** BinaryTree getParent() {  
 **return** parent;  
 }  
  
 **public void** setParent(BinaryTree parent) {  
 this.parent **=** parent;  
 }  
  
 **public** BinaryTree getLeft() {  
 **return** left;  
 }  
  
 **public void** setLeft(BinaryTree left) {  
 this.left **=** left;  
 }  
  
 **public** BinaryTree getRight() {  
 **return** right;  
 }  
  
 **public void** setRight(BinaryTree right) {  
 this.right **=** right;  
 }  
  
 **public int** getValue() {  
 **return** value;  
 }  
  
 **public void** setValue(**int** value) {  
 this.value **=** value;  
 }  
  
 **public boolean** remove(**int** val) {  
 *//Проверяем, существует ли данный узел* BinaryTree tree **=** search(val);  
 **if** (tree **== *null***) {  
 *//Если узла не существует, вернем false* **return *false***;  
 }  
 BinaryTree curTree;  
 *//Если удаляем корень* **if** (tree **==** this) {  
 **if** (tree.right **!= *null***) {  
 curTree **=** tree.right;  
 } **else** curTree **=** tree.left;  
  
 **while** (curTree.left **!= *null***) {  
 curTree **=** curTree.left;  
 }  
 **int** temp **=** curTree.value;  
 this.remove(temp);  
 tree.value **=** temp;  
  
 **return *true***;  
 }  
  
 *//Удаление листьев* **if** (tree.left **== *null* &&** tree.right **== *null* &&** tree.parent **!= *null***) {  
 **if** (tree **==** tree.parent.left)  
 tree.parent.left **= *null***;  
 **else** {  
 tree.parent.right **= *null***;  
 }  
 **return *true***;  
 }  
 *//Удаление узла, имеющего левое поддерево, но не имеющее правого поддерева* **if** (tree.left **!= *null* &&** tree.right **== *null***) {  
 *//Меняем родителя* tree.left.parent **=** tree.parent;  
 **if** (tree **==** tree.parent.left) {  
 tree.parent.left **=** tree.left;  
 } **else if** (tree **==** tree.parent.right) {  
 tree.parent.right **=** tree.left;  
 }  
 **return *true***;  
 }  
 *//Удаление узла, имеющего правое поддерево, но не имеющее левого поддерева* **if** (tree.left **== *null* &&** tree.right **!= *null***) {  
 *//Меняем родителя* tree.right.parent **=** tree.parent;  
 **if** (tree **==** tree.parent.left) {  
 tree.parent.left **=** tree.right;  
 } **else if** (tree **==** tree.parent.right) {  
 tree.parent.right **=** tree.right;  
 }  
 **return *true***;  
 }  
 *//Удаляем узел, имеющий поддеревья с обеих сторон* **if** (tree.right **!= *null* &&** tree.left **!= *null***) {  
 curTree **=** tree.right;  
 **while** (curTree.left **!= *null***) {  
 curTree **=** curTree.left;  
 }  
 *//Если самый левый элемент является первым потомком* **if** (curTree.parent **==** tree) {  
 curTree.left **=** tree.left;  
 tree.left.parent **=** curTree;  
 curTree.parent **=** tree.parent;  
 **if** (tree **==** tree.parent.left) {  
 tree.parent.left **=** curTree;  
 } **else if** (tree **==** tree.parent.right) {  
 tree.parent.right **=** curTree;  
 }  
 **return *true***;  
 }  
 *//Если самый левый элемент НЕ является первым потомком* **else** {  
 **if** (curTree.right **!= *null***) {  
 curTree.right.parent **=** curTree.parent;  
 }  
 curTree.parent.left **=** curTree.right;  
 curTree.right **=** tree.right;  
 curTree.left **=** tree.left;  
 tree.left.parent **=** curTree;  
 tree.right.parent **=** curTree;  
 curTree.parent **=** tree.parent;  
 **if** (tree **==** tree.parent.left) {  
 tree.parent.left **=** curTree;  
 } **else if** (tree **==** tree.parent.right) {  
 tree.parent.right **=** curTree;  
 }  
 **return *true***;  
 }  
 }  
 **return *false***;  
 }  
}

Лабораторная работа №6

**Представление графов в памяти ЭВМ.**

Разработать класс «Граф», для работы с графом, представленным

* матрицей смежности,
* матрицей инцидентности,
* списками смежности,
* списками дуг.

Класс «Граф» должен содержать следующие методы:

- конструктор/ деструктор;

- конструктор копирования;

- добавление/удаление вершины;

- добавление/удаление дуги;

- печать;
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Матрица смежности – из какой вершины в какую

{{0, 1, 0, 1},  
 {1, 0, 1, 0},  
 {0, 1, 0, 1},  
 {1, 0, 1, 0}}

Матрица инцидентности

строки соответствуют вершинам, а столбцы рёбрам

{{1, 0, 0, 1},  
 {1, 1, 0, 0},  
 {0, 1, 1, 0},  
 {0, 0, 1, 1}}

Списки смежности – из какой вершины в какую

{{0, 1}, {1, 2}, {2, 3}, {3, 0}}

Список дуг – из одной вершины в другую + вес ребра

{{0, 1, 1},  
 {0, 3, 1},  
 {1, 2, 1},  
 {1, 0, 1},  
 {2, 1, 1},  
 {2, 3, 1},  
 {3, 2, 1},  
 {3, 0, 1}}

Лабораторная работа №7

**Обходы графов в глубину и в ширину**

Расширить класс «Граф» методом, реализующим один из алгоритмов обхода графа:

4. Алгоритм обхода графа в ширину с циклическими списками дуг.

Лабораторная работа №8

**Основные задачи теории графов, алгоритмы их решения и области их приложения**

Расширить класс «Граф» методом, решающим одну из задач теории графов:

4. Размещение центров.

**package by.nik.lab6**;  
  
**public class** Main {  
  
 **public static void** main(**String**[] args) {  
  
 **int**[][] adjacentMatrix **=** {{***0***, ***1***, ***0***, ***1***}, *//матрица смежности* {***1***, ***0***, ***1***, ***0***},  
 {***0***, ***1***, ***0***, ***1***},  
 {***1***, ***0***, ***1***, ***0***}};  
 **int**[][] incidencesMatrix **=** {{***1***, ***0***, ***0***, ***1***}, *// матрица инцидентности* {***1***, ***1***, ***0***, ***0***},  
 {***0***, ***1***, ***1***, ***0***},  
 {***0***, ***0***, ***1***, ***1***}};  
 **int**[][] adjacentList **=** {{***0***, ***1***}, {***1***, ***2***}, {***2***, ***3***}, {***3***, ***0***}}; *// списки смежности* **int**[][] ribList **=** {{***0***, ***1***, ***1***},  
 {***0***, ***3***, ***1***},  
 {***1***, ***2***, ***1***},  
 {***1***, ***0***, ***1***},  
 {***2***, ***1***, ***1***},  
 {***2***, ***3***, ***1***},  
 {***3***, ***2***, ***1***},  
 {***3***, ***0***, ***1***}}; *// списки дуг* Graph graph **= new** Graph(adjacentMatrix, incidencesMatrix, adjacentList, ribList);  
 Graph graph2Copy **= new** Graph(graph);  
  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printAdjacentMatrix();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printIncidencesMatrix();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printAdjacentList();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printRibList();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 System.out.println(**"После добавления"**);  
 graph2Copy.addNode();  
 graph2Copy.addRib(***0***, ***4***);  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printAdjacentMatrix();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printIncidencesMatrix();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printAdjacentList();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.printRibList();  
  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.search();  
 System.out.println(**"\*\*\*\*\*\*"**);  
 graph2Copy.center();  
 }  
}

**package by.nik.lab6**;  
  
**import java.util.\***;  
  
**public class** Graph {  
 **private int**[][] adjacentMatrix; *//матрица смежности* **private int**[][] incidencesMatrix; *// матрица инцидентности* **private int**[][] adjacentList; *// списки смежности* **private int**[][] ribList; *// списки дуг* **public** Graph() {  
 }  
  
 **public** Graph(**int**[][] adjacentMatrix, **int**[][] incidencesMatrix, **int**[][] adjacentList, **int**[][] ribList) {  
 this.adjacentMatrix **=** adjacentMatrix;  
 this.incidencesMatrix **=** incidencesMatrix;  
 this.adjacentList **=** adjacentList;  
 this.ribList **=** ribList;  
 }  
  
 **public** Graph(Graph graph) {  
 this(graph.getAdjacentMatrix(), graph.getIncidencesMatrix(), graph.getAdjacentList(), graph.getRibList());  
 }  
  
 **public void** addNode() {  
 *// смежная* **int**[][] a **= new int**[adjacentMatrix.length **+ *1***][adjacentMatrix.length **+ *1***];  
 **for** (**int** i **= *0***; i **<** adjacentMatrix.length; i**++**)  
 System.arraycopy(adjacentMatrix[i], ***0***, a[i], ***0***, adjacentMatrix.length);  
 this.adjacentMatrix **=** a;  
 *// инцидентности* a **= new int**[incidencesMatrix.length **+ *1***][incidencesMatrix.length];  
 **for** (**int** i **= *0***; i **<** incidencesMatrix.length; i**++**)  
 System.arraycopy(incidencesMatrix[i], ***0***, a[i], ***0***, incidencesMatrix.length);  
 this.incidencesMatrix **=** a;  
 }  
  
 **public void** addRib(**int** firstNode, **int** secondNode) {  
 **if** (firstNode **>=** adjacentMatrix.length **||** secondNode **>=** adjacentMatrix.length) {  
 System.out.println(**"Такого узла не существует:" +** firstNode **+ " " +** secondNode);  
 }  
 *// смежная* adjacentMatrix[firstNode][secondNode] **= *1***;  
 adjacentMatrix[secondNode][firstNode] **= *1***;  
 *// инцидентности* **int**[][] a **= new int**[incidencesMatrix.length][incidencesMatrix.length];  
 **for** (**int** i **= *0***; i **<** incidencesMatrix.length; i**++**)  
 **for** (**int** j **= *0***; j **<** incidencesMatrix[i].length; j**++**)  
 a[i][j] **=** incidencesMatrix[i][j];  
 a[firstNode][incidencesMatrix.length **- *1***] **= *1***;  
 a[secondNode][incidencesMatrix.length **- *1***] **= *1***;  
 this.incidencesMatrix **=** a;  
 *// списки смежности* a **= new int**[adjacentList.length **+ *1***][***2***];  
 **for** (**int** i **= *0***; i **<** adjacentList.length; i**++**)  
 **for** (**int** j **= *0***; j **<** adjacentList[i].length; j**++**)  
 a[i][j] **=** adjacentList[i][j];  
 a[adjacentList.length][***0***] **=** firstNode;  
 a[adjacentList.length][***1***] **=** secondNode;  
 this.adjacentList **=** a;  
 *// списки дуг* a **= new int**[ribList.length **+ *2***][***3***];  
 **for** (**int** i **= *0***; i **<** ribList.length; i**++**)  
 **for** (**int** j **= *0***; j **<** ribList[i].length; j**++**)  
 a[i][j] **=** ribList[i][j];  
 a[ribList.length][***0***] **=** firstNode;  
 a[ribList.length][***1***] **=** secondNode;  
 a[ribList.length][***2***] **= *1***;  
 a[ribList.length **+ *1***][***0***] **=** secondNode;  
 a[ribList.length **+ *1***][***1***] **=** firstNode;  
 a[ribList.length **+ *1***][***2***] **= *1***;  
 this.ribList **=** a;  
 }  
  
 **public void** search() {  
 Queue<**Integer**> queue **= new** ArrayDeque<**Integer**>();  
 **int**[] nodes **= new int**[adjacentMatrix.length]; *// вершины графа* **for** (**int** i **= *0***; i **<** adjacentMatrix.length; i**++**)  
 nodes[i] **= *0***; *// исходно все вершины равны 0* queue.add(***0***); *// помещаем в очередь первую вершину* **while** (queue.size() **!= *0***) { *// пока очередь не пуста* **int** node **=** queue.poll(); *// извлекаем вершину* nodes[node] **= *2***; *// отмечаем ее как посещенную* **for** (**int** j **= *0***; j **<** adjacentMatrix.length; j**++**) { *// проверяем для нее все смежные вершины* **if** (adjacentMatrix[node][j] **== *1* &&** nodes[j] **== *0***) { *// если вершина смежная и не обнаружена* queue.add(j); *// добавляем ее в очередь* nodes[j] **= *1***; *// отмечаем вершину как обнаруженную* }  
 }  
 System.out.println(node);  
 ; *// выводим номер вершины* }  
 }  
  
 **public void** center() {  
 **int** N **=** adjacentMatrix.length; *// Количество вершин в графе* **int** INF **=** Integer.MAX\_VALUE; *// мксимальное* **int**[][] d **= new int**[N][N]; *// Дистанции в графе* **int**[] e **= new int**[N]; *// Эксцентриситет вершин* Set<**Integer**> c **= new** HashSet<>(); *// Центр графа* **int** rad **=** INF; *// Радиус графа  
  
 // Алгоритм Флойда-Уоршелла* **for** (**int** k **= *0***; k **<** N; k**++**) {  
 **for** (**int** j **= *0***; j **<** N; j**++**) {  
 **for** (**int** i **= *0***; i **<** N; i**++**) {  
 d[i][j] **=** Math.min(d[i][j], d[i][k] **+** d[k][j]);  
 }  
 }  
 }  
  
 *// Нахождение эксцентриситета* **for** (**int** i **= *0***; i **<** N; i**++**) {  
 **for** (**int** j **= *0***; j **<** N; j**++**) {  
 e[i] **=** Math.max(e[i], d[i][j]);  
 }  
 }  
  
 *// Нахождение диаметра и радиуса* **for** (**int** i **= *0***; i **<** N; i**++**) {  
 rad **=** Math.min(rad, e[i]);  
 }  
  
 **for** (**int** i **= *0***; i **<** N; i**++**) {  
 **if** (e[i] **==** rad) {  
 c.add(i);  
 System.out.println(i);  
 }  
 }  
 }  
  
 **public int**[][] getAdjacentMatrix() {  
 **return** adjacentMatrix;  
 }  
  
 **public void** printAdjacentMatrix() {  
 **for** (**int** i **= *0***; i **<** adjacentMatrix.length; i**++**) {  
 **for** (**int** j **= *0***; j **<** adjacentMatrix[i].length; j**++**) {  
 System.out.print(adjacentMatrix[i][j] **+ "*\t*"**);  
 }  
 System.out.println();  
 }  
 }  
  
 **public void** setAdjacentMatrix(**int**[][] adjacentMatrix) {  
 this.adjacentMatrix **=** adjacentMatrix;  
 }  
  
 **public int**[][] getIncidencesMatrix() {  
 **return** incidencesMatrix;  
 }  
  
 **public void** printIncidencesMatrix() {  
 **for** (**int** i **= *0***; i **<** incidencesMatrix.length; i**++**) {  
 **for** (**int** j **= *0***; j **<** incidencesMatrix[i].length; j**++**) {  
 System.out.print(incidencesMatrix[i][j] **+ "*\t*"**);  
 }  
 System.out.println();  
 }  
 }  
  
 **public void** setIncidencesMatrix(**int**[][] incidencesMatrix) {  
 this.incidencesMatrix **=** incidencesMatrix;  
 }  
  
 **public int**[][] getAdjacentList() {  
 **return** adjacentList;  
 }  
  
 **public void** printAdjacentList() {  
 **for** (**int** i **= *0***; i **<** adjacentList.length; i**++**) {  
 **for** (**int** j **= *0***; j **<** adjacentList[i].length; j**++**) {  
 System.out.print(adjacentList[i][j] **+ "*\t*"**);  
 }  
 System.out.println();  
 }  
 }  
  
 **public void** setAdjacentList(**int**[][] adjacentList) {  
 this.adjacentList **=** adjacentList;  
 }  
  
 **public int**[][] getRibList() {  
 **return** ribList;  
 }  
  
 **public void** printRibList() {  
 **for** (**int** i **= *0***; i **<** ribList.length; i**++**) {  
 **for** (**int** j **= *0***; j **<** ribList[i].length; j**++**) {  
 System.out.print(ribList[i][j] **+ "*\t*"**);  
 }  
 System.out.println();  
 }  
 }  
  
 **public void** setRibList(**int**[][] ribList) {  
 this.ribList **=** ribList;  
 }  
  
 @**Override  
 public** String toString() {  
 **return "CityGraph{" +  
 "adjacentMatrix=" +** Arrays.toString(adjacentMatrix) **+  
 ", incidencesMatrix=" +** Arrays.toString(incidencesMatrix) **+  
 ", adjacentList=" +** Arrays.toString(adjacentList) **+  
 ", ribList=" +** Arrays.toString(ribList) **+  
 '}'**;  
 }  
  
 @**Override  
 public boolean** equals(Object o) {  
 **if** (this **==** o) **return *true***;  
 **if** (o **== *null* ||** getClass() **!=** o.getClass()) **return *false***;  
 Graph cityGraph **=** (Graph) o;  
 **return** Arrays.equals(adjacentMatrix, cityGraph.adjacentMatrix) **&&** Arrays.equals(incidencesMatrix, cityGraph.incidencesMatrix) **&&** Arrays.equals(adjacentList, cityGraph.adjacentList) **&&** Arrays.equals(ribList, cityGraph.ribList);  
 }  
  
 @**Override  
 public int** hashCode() {  
 **int** result **=** Arrays.hashCode(adjacentMatrix);  
 result **= *31* \*** result **+** Arrays.hashCode(incidencesMatrix);  
 result **= *31* \*** result **+** Arrays.hashCode(adjacentList);  
 result **= *31* \*** result **+** Arrays.hashCode(ribList);  
 **return** result;  
 }  
}