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**Цель работы.**

Изучить алгоритм Кнута-Морриса-Пратта для оптимального поиска всех вхождений подстроки в строку.

**Вариант 2.** Оптимизация по памяти: программа должна требовать O(m) памяти, где m - длина образца. Это возможно, если не учитывать память, в которой хранится строка поиска.

**Задание.**

Реализовать алгоритм КМП и с его помощью

* Для заданных шаблона *P* (∣*P*∣≤15000) и текста *T* (∣*T*∣≤5000000) найти все вхождения *P* в *T*;
* Определить, является ли А циклическим сдвигом В (это значит, что А и В имеют одинаковую длину и А состоит из суффикса В, склеенного с префиксом В);

**Описание алгоритма.**

Оптимизация — строка-текст считывается посимвольно.

Сложность алгоритма О(|P| + |T|).

1. Считать значения префикс-функции ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAUCAMAAACpgK3LAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAAAw0lEQVQoFYWQjQ6DIAyEjwJ2gE7f/2nXP5wuMWsMAl+PXgvcYowR53WMfENAukCeeTMn2YaWXf5n3g/c6jP01AflBVL2KHJnNZtW9Jp14Rfr1wK2OnrAIpsBCtuipB39HVA6pY4WDQusBYc+Eq2sDXMaXvNQFnAhbF8lsFlJh5UBcyPZqiyp4JzQW8ywJxtsC7I+pEOgJLPaRa1hSvZGbULaPOkiYYaKTnYasq0vBuP8f7YXIZJZ0Zua1egtmMMZOvP6AZkuBN74mVe1AAAAAElFTkSuQmCC) будем по очереди: от ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAOBAMAAACr0JNIAAAAMFBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAgICDc+gRiAAAAdElEQVQYGWNgYDJhQAVsDUA+Uxiq4I7+B6gCEB4fbtESdPUgtewZE4DCbHdB4DZYAUhUhXMBkM36DgRewEWzeQrAbAQBtq0GwYewwKKRIDa6udzSLEBRdHPZDe5CNMJJkAnczx3gfDCDY87JbgaGbaiCYB4AO/8rLICcANQAAAAASUVORK5CYII=) к ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE0AAAAOCAMAAABdG2FAAAAAM1BMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQECgoKAgICBZvkh9AAAA1UlEQVQ4EbWT3RKEIAiFCU0x/Hv/p10tyXVq7aJZLmxE/DocCgAAlS7ryzDUALialygmyvElY7ge/0KzD64hBcBUlmk0bdaQkzoTerAkCbLRDHmOO2iowW1ycY09ZEacINeCKAkpHp8HzTB4Ox6MO8O8VJ05tTx2/V9yZQrWj9cvu5RL6kDWM9v1x9MOENp62ga3vsFWG9Wqkn5Ho9WXylTvfGs9lkal6hbZaFZB+Or/Wrr3iAuWeU1CtMWHD263DVTohlyh5Lx3VF3kh78Ud6txqr/xP+M2CKKNjkoyAAAAAElFTkSuQmCC) (значение ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAUCAMAAABCtxbIAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAAAyUlEQVQoFZ2Q2xKDIAxEQ1CjBi///7XdJVi1tS/dcRjDyUJYkZvc/ayLez6r+pfu3C7dwbmq+xzGa/ebq/Uia2H9yH3mGbv+4nu1jtvBNYc6bCSRLtW7bW28H2w0flPw3LgF73CbY2RUEPwfHIfpLFML4pvDVCY5gnrkg8py+iVxEBl4Y31/j0nqcNiAP0h0Vb6i05gJRD6NWMrAklwT4tz4GohcyprLwvjifOaiXKDKRTMs1GP+gf7kuT2U9j5z9JvM2qDcnc3KCwE2BVmXcJJmAAAAAElFTkSuQmCC) просто присвоим равным нулю).
2. Для подсчёта текущего значения ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAUCAMAAACpgK3LAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAAAw0lEQVQoFYWQjQ6DIAyEjwJ2gE7f/2nXP5wuMWsMAl+PXgvcYowR53WMfENAukCeeTMn2YaWXf5n3g/c6jP01AflBVL2KHJnNZtW9Jp14Rfr1wK2OnrAIpsBCtuipB39HVA6pY4WDQusBYc+Eq2sDXMaXvNQFnAhbF8lsFlJh5UBcyPZqiyp4JzQW8ywJxtsC7I+pEOgJLPaRa1hSvZGbULaPOkiYYaKTnYasq0vBuP8f7YXIZJZ0Zua1egtmMMZOvP6AZkuBN74mVe1AAAAAElFTkSuQmCC) мы заводим переменную ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAARBAMAAAD9OpvVAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgID+BxYTAAAAS0lEQVQIHWNgYGBQdgASDKoJIBIJsDuBOB6VQIK9oQpIcjPMBIkwHAcRHBIgkv0AiOScACJ5CkBkYwNQYUINkKV4yQxI8r5MYGAAAJ3YCsLmEHZZAAAAAElFTkSuQmCC), обозначающую длину текущего рассматриваемого образца. Изначально ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAUCAMAAABBABjgAAAAM1BMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgIDAwMAQEBA8Tmz7AAABXUlEQVQ4Eb1U25aFIAhFKjVN6v+/dsA0zWm0XoZ11knlsoEtAnwWInrtY4j218bFUH2CcDkfnOYSY7BSUT/y0Cn0lQ8uehC4qBNEz8MSbe70uCBKgPHqhBjZuf+HMDP2s8L9FMtmsQo/4q6pYrZmvSB0iiYfiSiiJ7c5+XneCITXFETxt9whjAWTOscuiyuSboXlcASYdgyBM4SS1CPOHYJTW7sOPD0YwKchYght4ZCCRHIPperzJP7fIfhoM5X2aWk85Dk9uTiylS9Fu9xY1rUQVhXlExcAE8JSquB2Dqj4BWG2nNMjF9wZ5ipyzXZSheTUv1NtFX0qOOTKVLuUuED4CW6d56NGWogRFaj4fZnTrYtVuP5gUDiOQNL99IDUVDTJpK0YY+Ir0m3fvmkC4TXUVDxD1KcRoj7orhkCVcDpbUox2GcICLR+QgA1ILouSu9yUT4Lj9prn+Cc+QEwsAyRIF1PPwAAAABJRU5ErkJggg==).
3. Тестируем образец длины ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAARBAMAAAD9OpvVAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgID+BxYTAAAAS0lEQVQIHWNgYGBQdgASDKoJIBIJsDuBOB6VQIK9oQpIcjPMBIkwHAcRHBIgkv0AiOScACJ5CkBkYwNQYUINkKV4yQxI8r5MYGAAAJ3YCsLmEHZZAAAAAElFTkSuQmCC), для чего сравниваем символы ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAUBAMAAACOrFuzAAAAMFBMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NBQUFAo42y4AAAAsklEQVQYGWNgAAFjAxDJYpwAohgYhCFcGzDFwCAAFFp9gYEZibv+AQoXqABZFsplMgHrZbkFkQ1jNwAZdd0DzGVpYJ4A5LIU+IC5zNPYC4BcJoYOMJdroyjE3ilgLgOboQJIL7s4mNvKwOMA4rJMAHOnMKxeAOJyNIC5ukl9DCAupwOYy5UHdA6QW1gA5gI5QC7TA08gBXfzwqh9SFyxVIsHDAx8GQZAMSA4cwBEsp5xAACxUR83h4XbKAAAAABJRU5ErkJggg==) и ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAUCAMAAACgaw2xAAAAM1BMVEX///8AAACwsLCAgICgoKBwcHDAwMDg4OBgYGAgICDw8PAwMDBAQECQkJDQ0NBQUFAQEBCPFEC+AAAAsklEQVQYGW2RWRLEIAhEEdyixOT+px1ZtJyq+BPkdYdFgH2IyONIlHcaIByAl0Z4UFHr9/xuzQGe8Q3U9uU4AVLcv0Kp4DVShiJNSHEclBaIdQouA+2GNK/moGs6ioFR4MUFWg9B7ToHvpL3rjIFkSl4VCOgSsTSloASCvjk18y13hxghyz7mw68M1bZgjnYBpFdtaxpr1Hs8rFE8a6uLLauPP53aFkhI9fzoZjZ9Yk5/gAQCAN3kkDrRgAAAABJRU5ErkJggg==). Если они совпадают — то полагаем ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAAAUCAMAAACqN6PjAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAABfElEQVQ4Eb1UibLDIAhEozEeOf7/ax+gEdNq0ul0ntNGE8FlWRDgMmKM5T3FOF22fvSiGgR3gv3o7HyM4knPO84VbIiQ7YbbYDsxFoTVfobAdoJgZAlgYlxc+yGvM0JeP3N49W+9ac/9G4Ke8iCOHIUnFT7QIe2aDetjwMHObnH082hJNt7GQE6SJVtioElyvZu0kZ2MPoLB0yLoojra6B0CewrC6mTU8kgG0kue+wjYVjqAL92FNtbAQXQaDhJls0KbrXLILBVzFZZV6eTh7F+Owh98kHBozr0sl3S+ZpaKqVaWUkuzhlU4AKwsQ8OhrwMYJeEyVD9LmBbMJsuMVmRDjtee7uoAkJaTQplHCBvScjnsXEszTETpMUsiwz2CVnhF7KUqmIPLDfGIIDJ0EWI4jhApkfTXJaPM09Ct9MzhTYbcr+w7frSZvOXg7bsMUIt3DHCJ4g5Bq6DnTPXmtN4W9kz5bCeqgOEIcfsKAHvkvAiCc7WfhjifbPwBimkJPbrcPBMAAAAASUVORK5CYII=) и переходим к следующему индексу ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAPBAMAAABkeZDQAAAAMFBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAgICDc+gRiAAAAfElEQVQYGWNgYDJhQAFsDUAuUxhEbAOE2tH/AMIAkwJQNh9OwRKoCmSV7BkTIKLIgiqcCzAFs3kKgIK5d+/K3r27ASQNtqgGxIp7907u3bsGEBMsGAliAQGymdzSLJiC7AZ3MQW5nzugCHLMOdnNwLANIgY3E8qFUAsQPADkfSD0SOALegAAAABJRU5ErkJggg==). Если же символы отличаются, то уменьшаем длину ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAARBAMAAAD9OpvVAAAALVBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgID+BxYTAAAAS0lEQVQIHWNgYGBQdgASDKoJIBIJsDuBOB6VQIK9oQpIcjPMBIkwHAcRHBIgkv0AiOScACJ5CkBkYwNQYUINkKV4yQxI8r5MYGAAAJ3YCsLmEHZZAAAAAElFTkSuQmCC), полагая её равной ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAAUCAMAAAAKqMsNAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAABG0lEQVQ4Ea2TDZOEIAiG8StT3Nr//2sPFROqbe9mjtnZhIFHeCMAZYio/GenILpThvkjIJ7vMwy0y35Cazdw4eW+A/AKukJ6HnGNPfARIPPvzvFfAdZ183QVj1B2e3fvjMkOwhLXWH/pAOy+bDP57iQAPgMgWFa1dVA8FJ7xrrjGBIA2wWZIvBANQK1sRwdjwDrmxAkABUuCsVHjNa5lJKc4rarUTQMWCy/ZAYA3M3fUqKcCBJq3KUgp4y2sKv3qKMBGAkaSshoDpgQ9fPmXAGtoa3dWnQFTgktpDWB+vzPWKdsq14PlmTvgqwSV0uzuW0gByjcJRn3v4PDoYMCabJeHT1Fm8wgyZJzLuP22Prj6ApTR0ij/2ckxlh/nEAa/nVhqBAAAAABJRU5ErkJggg==), и повторяем этот шаг алгоритма с начала.
4. Если мы дошли до длины ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAARCAMAAAB+fNV+AAAAM1BMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCgoKDg4OBgYGBAQECwsLAgICBwcHCAgIDAwMAQEBA8Tmz7AAAAtUlEQVQoFY1SURaEIAhEtFBL7f6nXRVeZcva8mHADONoAvRA6zj5sWLOqZwYLuuZKwnGCgdSEK2VU+3igRr23Tu67C5uyU3HvOmeY+g6zhMnrVrLFZ63KcKOrSQP1JOOLfGKrLC3et5LmwnDOmhXZJ/ezoPtjTisg4pvMHV7ACvGaG8Vh+JbeDzzZhtga2pkRW9uuzFDoUX+yd22zD8/WPghbSvcbT9pY40moZ0+wIGfcvib/AHAEwYDkFQ83wAAAABJRU5ErkJggg==) и так и не нашли совпадения, то останавливаем процесс перебора образцов и полагаем ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAAUCAMAAAAKqMsNAAAAM1BMVEX///8AAADw8PDAwMDg4ODQ0NAwMDBAQEAgICCwsLBwcHCAgICgoKBQUFBgYGCQkJAQEBCuG4+CAAABMElEQVQ4EaWTh7KEMAhFCSmYYvn/r10guJZ11DePcYxROLkUAQ5Wa7V9q9UfPr3buB2AVta70O7ldME08/plXQOw1vKr0QBjfAQgsc/UzvAO6G/vFdTCXrjgifAesOjhg+SKvlvgZwVkeftQg+A0f5oAYqKB5MoGyFHl7YoY7QhZ5Bg2bwCCwLlUQGsZK8AZCnP3CkbazBw3ACvBAtkawoAYYBExOwWyO9kG4A8twzp1vQaLet924QBICOOmAGCUDu0VXNQAnKpMklEkAK0gP4uC4AIcJ/GiBqChHTMxhfqhCsgJvAi6TQHywC4t8Q0dz+TMKsRUAfVBuAdAm3wbdRCls2jt1SIG+ROeFHCM737qvN4UYJsHBWvIcf0/QMsn0OiluH82HlmLKUQ/P/sV7gODpwex2xZ+cgAAAABJRU5ErkJggg==) и переходим к следующему индексу ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAPBAMAAABkeZDQAAAAMFBMVEX///8AAADw8PAwMDCQkJBQUFDQ0NCwsLCAgIBwcHBgYGDg4OAQEBDAwMBAQEAgICDc+gRiAAAAfElEQVQYGWNgYDJhQAFsDUAuUxhEbAOE2tH/AMIAkwJQNh9OwRKoCmSV7BkTIKLIgiqcCzAFs3kKgIK5d+/K3r27ASQNtqgGxIp7907u3bsGEBMsGAliAQGymdzSLJiC7AZ3MQW5nzugCHLMOdnNwLANIgY3E8qFUAsQPADkfSD0SOALegAAAABJRU5ErkJggg==).

**Описание функций и структур данных.**

|  |  |
| --- | --- |
| void prefixFunction (std::vector<int>& vectorPi, const std::string& str) | Функция для вычисления префикс-функции строки. |
| void **KMP**(std::istream& input, std::ostream& output) | Функция поиска всех вхождений |
| void **KMP**(std::string& B, std::string& A, std::ostream& fout) | Функция проверки на циклический сдвиг |

**Тестирование.**

|  |  |
| --- | --- |
| Входные данные:  aaba  aabaabaabaaababbabbaabaa | Результат работы программы:  Начало работы алгоритма Кнута-Морриса-Пратта  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: b; Элемент текста: b  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Вхождение найдено, индекс начала: 0  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: b; Элемент текста: b  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Вхождение найдено, индекс начала: 3  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: b; Элемент текста: b  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Вхождение найдено, индекс начала: 6  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: b; Элемент текста: b  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Вхождение найдено, индекс начала: 10  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Совпадение!!! Элемент шаблона: b; Элемент текста: b  Совпадение!!! Элемент шаблона: a; Элемент текста: a  Вхождение найдено, индекс начала: 15  Конец работы алгоритма Кнута-Морриса-Пратта |
| Входные данные:  qwertyabcdef  abcdefqwerty | Результат работы программы:  Начало работы алгоритма Кнута-Морриса-Пратта  Элемент образца a; Элемент цепочки q  Элемент образца a; Элемент цепочки w  Элемент образца a; Элемент цепочки e  Элемент образца a; Элемент цепочки r  Элемент образца a; Элемент цепочки t  Элемент образца a; Элемент цепочки y  Элемент образца a; Элемент цепочки a  Элемент образца b; Элемент цепочки b  Элемент образца c; Элемент цепочки c  Элемент образца d; Элемент цепочки d  Элемент образца e; Элемент цепочки e  Элемент образца f; Элемент цепочки f  Элемент образца q; Элемент цепочки q  Элемент образца w; Элемент цепочки w  Элемент образца e; Элемент цепочки e  Элемент образца r; Элемент цепочки r  Элемент образца t; Элемент цепочки t  Элемент образца y; Элемент цепочки y  Длины совпали - индекс начала: 6 |

**Выводы.**

В ходе выполнения лабораторной работы был реализован алгоритм КМП. Также проанализирована сложность алгоритма.

**Приложение A.  
Исходный код**

#include <iostream>

#include <vector>

#include <string>

#include <fstream>

void **prefixFunction** (std::vector<int>& vectorPi, const std::string& str){

vectorPi[0] = 0;

for (int i=1; i<str.length(); i++) {

int curPrefixLenght = vectorPi[i-1];

while ((str[i] != str[curPrefixLenght]) && (curPrefixLenght > 0)) curPrefixLenght = vectorPi[curPrefixLenght-1];

if (str[i] == str[curPrefixLenght]) curPrefixLenght++;

vectorPi[i] = curPrefixLenght;

}

}

void **KMP**(std::istream& input, std::ostream& output){

output << "Начало работы алгоритма Кнута-Морриса-Пратта" << std::endl;

bool is\_result = false;

std::string str;

input >> str;

char tmp = '1';

std::vector<int> vectorPi(str.length());

prefixFunction(*vectorPi*, str);

size\_t j = 0;

size\_t counter = 0;

input.get();

input.get(*tmp*);

while(input.peek() != EOF && input.peek() != '\n'){

while (str[j] == tmp) { output<<"Совпадение!!! Элемент шаблона: "<<str[j]<<"; Элемент текста: " << tmp<< std::endl; input.get(*tmp*); j++; counter++; }

if (j == str.length()){

output <<"\tВхождение найдено, индекс начала: " << counter - j << std::endl;

j = vectorPi[j-1];

is\_result = true;

}else{

if(j != 0) j = vectorPi[j-1];

else input.get(*tmp*);

}

}

if (!is\_result) output << "Вхождений не найдено" << std::endl;

output << "Конец работы алгоритма Кнута-Морриса-Пратта" << std::endl;

}

int **main**() {

char in, out;

std::cout << "Для считывания/вывода через консоль введите - 'c', через файл - 'f' \n";

std::cin >> in >> out;

std::ifstream input("input.txt");

std::ofstream output("output.txt");

if((out != 'c' && out != 'f') || (in != 'c' && in != 'f')) { std::cout << "Неверный ввод\n"; return 1; }

if((in == 'c') && (out == 'c')) KMP(std*::cin*, std*::cout*);

if((in == 'f') && (out == 'f')) KMP(input, output);

if((in == 'f') && (out == 'c')) KMP(input, std*::cout*);

if((in == 'c') && (out == 'f')) KMP(std*::cin*, output);

return 0;

}

**Приложение B.  
Исходный код**

#include <iostream>

#include <string>

#include <vector>

#include <fstream>

void **prefixFunction** (std::vector<int>& vectorPi, const std::string& str){

vectorPi[0] = 0;

for (int i=1; i<str.length(); i++) {

int curPrefixLenght = vectorPi[i-1];

while ((str[i] != str[curPrefixLenght]) && (curPrefixLenght > 0)) curPrefixLenght = vectorPi[curPrefixLenght-1];

if (str[i] == str[curPrefixLenght]) curPrefixLenght++; // равны

vectorPi[i] = curPrefixLenght;

}

}

void **KMP**(std::string& B, std::string& A, std::ostream& fout){

fout << "Начало работы алгоритма Кнута-Морриса-Пратта" << std::endl;

std::vector<int> vectorPi(B.length());

prefixFunction(*vectorPi*, B);

int matching = 0;

for (int i = 0; i<A.length(); ++i){

fout << "Элемент образца " << B[matching]

<< "; Элемент цепочки " << A[i] << std::endl;

while ((B[matching] != A[i]) && (matching > 0)) matching = vectorPi[matching - 1];

if (A[i] == B[matching]) matching++;

if (matching == B.length()){ fout<<"Длины совпали - индекс начала: "<< i - B.length() + 1; return; }

}

fout<<"Не циклический сдвиг";

}

int **main**(){

char in, out;

std::cout << "Для считывания/вывода через консоль введите - 'c', через файл - 'f' \n";

std::cin >> in >> out;

if((out != 'c' && out != 'f') || (in != 'c' && in != 'f')) { std::cout << "Неверный ввод\n"; return 1; }

std::string A, B;

if(in == 'c') std::cin >> A >> B;

else{ std::ifstream input("input.txt"); input >> A >> B; }

A += A;

if(out == 'c') KMP(*B*, *A*, std*::cout*);

else{ std::ofstream output("output.txt"); KMP(*B*, *A*, output); }

return 0;

}