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**Цель работы.**

Научиться использовать жадный алгоритм и алгоритм A\* для поиска пути в ориентированном графе.

**Задание.**

Для жадного алгоритма:

Жадность в данном случае понимается следующим образом: на каждом шаге выбирается последняя посещённая вершина. Переместиться необходимо в ту вершину, путь до которой является самым дешёвым из последней посещённой вершины. Каждая вершина в графе имеет буквенное обозначение ("a", "b", "c"...), каждое ребро имеет неотрицательный вес.

Для алгоритма A\*:

Каждая вершина в графе имеет буквенное обозначение ("a", "b", "c"...), каждое ребро имеет неотрицательный вес. В качестве эвристической функции следует взять близость символов, обозначающих вершины графа, в таблице ASCII.

Дополнительное задание (вариант 9): вывод графического представления графа.

**Порядок выполнения работы.**

Написание работы производилось на базе операционной системы Windows 10 на языке программирования java в среде программирования IntelliJ IDEA.

Было решено представить ориентированный граф в виде словаря, ключами которого были бы буквы, обозначающие вершины графа, а значениями — словари, ключами которых были бы буквенные обозначения вершин, в которые существуют рёбра из данной, а значениями — вес пути до этих вершин.

В соответствии с требованиями, изложенными в задании, также было принято решение хранить путь в виде строки, представляющей из себя последовательность вершин и целого числа, обозначающего общий вес пути.

Был создан абстрактный класс *PathFinder*, содержащий в себе метод *solve*, который считывает описание графа из входного потока и ищет в нём кратчайший путь при помощи абстрактного метода *find*, а также вложенный класс *Path*, представляющий из себя описание пути в графе.

Два класса наследника *PathFinder*, *Greedy* и *AStar*, переопределяют метод find для нахождения кратчайшего пути в графе жадным алгоритмом и алгоритмом A\* соответственно.

Класс *Visualizer* визуализирует граф, отмечая в нём найденный кратчайший путь.

Класс *Filer* осуществляет связь с файловой системой, открывает потоки ввода и вывода в файл и записывает в файл изображение графа.

Описание классов в UML-виде приложено к отчеты в файле UML.png.

**Тестирование.**

Для одного и того же набора входных данных (предоставленного на сайте stpik.org) было проведено тестирование алгоритма нахождения пути жадным алгоритмом и алгоритмом A\*.
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![](data:image/png;base64,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)Рисунок 5 – Визуализация графа для алгоритма A\*.

**Вывод.**

В результате лабораторной работы были получены знания о жадном алгоритме и об алгоритме A\*.

**Приложение А**

**Исходный код программы, файл Main.java**

package com.company;

import java.io.PrintStream;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

System.out.print("Press I to input manually or enter the file name (for default file use D): ");

Scanner sc = new Scanner(System.in);

String inp = sc.next();

Scanner src;

if (inp.charAt(0) == 'D') {

src = new Scanner(Filer.readFromFile(Filer.inputFile));

} else if (inp.charAt(0) == 'I') {

src = sc;

} else {

src = new Scanner(Filer.readFromFile(inp));

}

System.out.print("Press O to input into console or enter the file name (for default file use D): ");

inp = sc.next();

PrintStream ps;

if (inp.charAt(0) == 'D') {

ps = Filer.writeToFile(Filer.outputFile);

} else if (inp.charAt(0) == 'O') {

ps = System.out;

} else {

ps = Filer.writeToFile(inp);

}

System.out.print("Press Y to check out greedy pathfinder, Z to check out A\*: ");

char alg = sc.next().charAt(0);

Pathfinder PF;

if (alg == 'Y') PF = new Greedy();

else if (alg == 'Z')PF = new AStar();

else {

System.out.println("Wrong letter, sorry :/");

return;

}

String ans = PF.solve(src, ps);

ps.println();

if (ans != null) ps.println("Answer is: " + ans);

else ps.println("There's no path available!");

ps.flush();

System.out.println("Operation successful!");

}

}

**Приложение Б**

**Исходный код программы, файл PathFinder.java**

package com.company;

import java.io.PrintStream;

import java.util.HashMap;

import java.util.Scanner;

public abstract class Pathfinder {

HashMap<Character, HashMap<Character, Double>> nodes = new HashMap<>();

PrintStream out;

public String solve(Scanner sc, PrintStream ps) {

out = ps;

char first = sc.next().charAt(0);

char last = sc.next().charAt(0);

int len = (int) last - (int) first;

nodes = new HashMap<>(len);

char source;

char target;

double weight;

while (sc.hasNextLine()) {

source = sc.next().charAt(0);

target = sc.next().charAt(0);

if (!nodes.containsKey(source)) nodes.put(source, new HashMap<>());

if (!nodes.containsKey(target)) nodes.put(target, new HashMap<>());

weight = Double.parseDouble(sc.next());

nodes.get(source).put(target, weight);

}

sc.close();

Path shortest = find(first, last);

Visualizer vis = new Visualizer();

vis.draw(nodes, shortest.getLiteral());

vis.print();

return shortest.getLiteral();

}

protected abstract Path find(char first, char last);

public static class Path {

private String literal;

private double length;

public Path(String literal, double length) {

this.literal = literal;

this.length = length;

}

public Path(char literal, int length) {

this.literal = "";

this.literal += literal;

this.length = length;

}

public Path addFront(char node, double length) {

StringBuilder sb = new StringBuilder(this.literal);

sb.insert(0, node);

this.literal = sb.toString();

this.length += length;

return this;

}

public Path addBack(char node, double length) {

this.literal += node;

this.length += length;

return this;

}

public String getLiteral() {

return literal;

}

public double getLength() {

return length;

}

public char getEnd() {

return literal.charAt(literal.length() - 1);

}

}

}

**Приложение В**

**Исходный код программы, файл Greedy.java**

package com.company;

import java.util.\*;

public class Greedy extends Pathfinder {

@Override

protected Path find(char start, char end) {

out.print(start);

if (start == end) return new Path(start, 0);

else out.print(" -> ");

if (nodes.get(start).isEmpty()) return null;

double shortestLength = Collections.min(nodes.get(start).values());

LinkedList<Path> paths = new LinkedList<>();

for (Map.Entry<Character, Double> map : nodes.get(start).entrySet()) {

if (map.getValue() == shortestLength) {

Path path = find(map.getKey(), end);

if (path != null) {

paths.add(path.addFront(start, shortestLength));

}

}

}

if (paths.isEmpty()) return null;

Path SP = paths.peek();

double shortestPath = SP.getLength();

for (Path path : paths) if (path.getLength() < shortestPath) {

shortestPath = path.getLength();

SP = path;

}

return SP;

}

}

**Приложение Г**

**Исходный код программы, файл AStar.java**

package com.company;

import java.util.LinkedList;

import java.util.Map;

import java.util.TreeMap;

public class AStar extends Pathfinder {

private char first, last;

private double g(Path path) {

return path.getLength();

}

private double h(Path path) {

return Math.abs((int) last - (int) path.getEnd());

}

private double f(Path path) {

return g(path) + h(path);

}

@Override

public Path find(char first, char last) {

this.first = first;

this.last = last;

LinkedList<Path> closed = new LinkedList<>();

TreeMap<Double, Path> opened = new TreeMap<>();

Path beginning = new Path(first, 0);

opened.put(f(beginning), beginning);

out.print("Checking: " + beginning.getEnd());

while (!opened.isEmpty()) {

Map.Entry<Double, Path> current = opened.firstEntry();

if (current.getValue().getEnd() == last) return current.getValue();

opened.remove(current.getKey());

closed.push(current.getValue());

for (Map.Entry<Character, Double> near: nodes.get(current.getValue().getEnd()).entrySet()) {

Path vertex = new Path(current.getValue().getLiteral(), current.getValue().getLength())

.addBack(near.getKey(), near.getValue());

if (!contains(closed, vertex)) {

out.print("\nChecking: " + vertex.getEnd());

if (contains(opened, vertex)) {

double prevDist = getDistance(opened, vertex);

if (prevDist > f(vertex)) {

opened.remove(prevDist);

opened.put(f(vertex), vertex);

}

} else {

opened.put(f(vertex), vertex);

}

}

}

}

return null;

}

private boolean contains(LinkedList<Path> paths, Path path) {

for (Path p : paths) {

if (p.getEnd() == path.getEnd()) return true;

}

return false;

}

private boolean contains(TreeMap<Double, Path> paths, Path path) {

for (Path p : paths.values()) {

if (p.getEnd() == path.getEnd()) return true;

}

return false;

}

private double getDistance(TreeMap<Double, Path> paths, Path path) {

for (Map.Entry<Double, Path> p : paths.entrySet()) {

if (p.getValue().getEnd() == path.getEnd()) return p.getKey();

}

return -1;

}

}

**Приложение Д**

**Исходный код программы, файл Visualizer.java**

package com.company;

import javax.swing.\*;

import java.awt.\*;

import java.awt.geom.Ellipse2D;

import java.awt.geom.Rectangle2D;

import java.awt.image.BufferedImage;

import java.util.ArrayList;

import java.util.HashMap;

import java.util.Map;

public class Visualizer {

GraphicPanel gp;

void draw(HashMap<Character, HashMap<Character, Double>> nodes, String path) {

JFrame root = new JFrame("Plot");

root.setMinimumSize(new Dimension(801, 601));

root.getContentPane().setLayout(new BorderLayout());

root.setDefaultCloseOperation(WindowConstants.EXIT\_ON\_CLOSE);

gp = new GraphicPanel(nodes);

gp.solvation = path;

root.getContentPane().add(gp, "Center");

root.setVisible(true);

root.pack();

}

public void print() {

Filer.imageOut(gp.print());

}

static class GraphicPanel extends JPanel {

HashMap<Character, HashMap<Character, Double>> nodes;

ArrayList<Character> literals;

String solvation;

public GraphicPanel(HashMap<Character, HashMap<Character, Double>> nodes) {

this.nodes = nodes;

this.literals = new ArrayList<>(nodes.keySet());

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setFont(new Font("Century Schoolbook", Font.PLAIN, 12));

if ((nodes != null) && (nodes.size() > 0)) {

for (char letter : literals) {

for (Map.Entry<Character, Double> line : nodes.get(letter).entrySet()) {

putLine(letter, line.getKey(), line.getValue(), (Graphics2D) g);

}

}

for (char letter : literals) putNode(letter, (Graphics2D) g);

}

}

private void putNode(char identifier, Graphics2D graphics) {

Point pos = findPos(literals.indexOf(identifier), literals.size());

graphics.setPaint(Color.yellow);

graphics.fill(new Ellipse2D.Double(pos.x - 15, pos.y - 15, 30, 30));

if (solvation.contains(String.valueOf(identifier))) {

graphics.setPaint(Color.red);

graphics.drawOval(pos.x - 15, pos.y - 15, 30, 30);

}

graphics.setPaint(Color.black);

drawCenteredString(graphics, String.valueOf(identifier), pos.x - 15, pos.y - 15, 30, 30);

}

private void putLine(char second, char first, double weight, Graphics2D graphics) {

Point posFirst = findPos(literals.indexOf(first), literals.size());

Point posSecond = findPos(literals.indexOf(second), literals.size());

Point perpFirst;

Point perpSecond;

Point center;

if ((posSecond.x != posFirst.x) && (posSecond.y != posFirst.y)) {

double a = 1.0 / (posSecond.x - posFirst.x);

double b = -1.0 / (posSecond.y - posFirst.y);

double mult = Math.sqrt(30 \* 30 / (a \* a + b \* b));

Point sameFirst = new Point((int) (posSecond.x + b \* mult), (int) (posSecond.y - a \* mult));

Point sameSecond = new Point((int) (posSecond.x - b \* mult), (int) (posSecond.y + a \* mult));

Rectangle2D rect = new Rectangle();

rect.setFrameFromDiagonal(posFirst, posSecond);

if (rect.contains(sameFirst)) center = sameFirst;

else center = sameSecond;

double aP = -b;

double bP = a;

double multP = Math.sqrt(15 \* 15 / (aP \* aP + bP \* bP));

perpFirst = new Point((int) (posSecond.x + bP \* multP), (int) (posSecond.y - aP \* multP));

perpSecond = new Point((int) (posSecond.x - bP \* multP), (int) (posSecond.y + aP \* multP));

} else if (posSecond.x == posFirst.x) {

perpFirst = new Point(posSecond.x + 15, posSecond.y);

perpSecond = new Point(posSecond.x - 15, posSecond.y);

center = new Point(posSecond.x, posSecond.y + 30);

if (Math.abs(posFirst.y - center.y) > Math.abs(posFirst.y - posSecond.y)) center = new Point(posSecond.x, posSecond.y - 30);

} else {

perpFirst = new Point(posSecond.x, posSecond.y + 15);

perpSecond = new Point(posSecond.x, posSecond.y - 15);

center = new Point(posSecond.x + 30, posSecond.y);

if (Math.abs(posFirst.x - center.x) > Math.abs(posFirst.x - posSecond.x)) center = new Point(posSecond.x - 30, posSecond.y);

}

graphics.setPaint(Color.black);

graphics.fillPolygon(new int[] {posFirst.x, perpFirst.x, perpSecond.x}, new int[] {posFirst.y, perpFirst.y, perpSecond.y}, 3);

if (solvation.contains(String.valueOf(new char[] {second, first}))) {

graphics.setPaint(Color.red);

graphics.drawPolygon(new int[] {posFirst.x, perpFirst.x, perpSecond.x}, new int[] {posFirst.y, perpFirst.y, perpSecond.y}, 3);

}

graphics.setPaint(Color.white);

drawCenteredString(graphics, String.valueOf(weight), center.x - 15, center.y - 15, 30, 30);

}

public void drawCenteredString(Graphics2D g, String string, int x, int y, int width, int height) {

FontMetrics metrics = g.getFontMetrics(g.getFont());

x += (width - metrics.stringWidth(string)) / 2;

y += ((height - metrics.getHeight()) / 2) + metrics.getAscent();

g.drawString(string, x, y);

}

private Point findPos(int elementNumber, int total) {

double ang = 360.0 / total \* elementNumber;

double trueAng = Math.toRadians(90) - Math.toRadians(ang);

int x = 401 + (int) (Math.cos(trueAng) \* 200);

int y = 301 - (int) (Math.sin(trueAng) \* 200);

return new Point(x, y);

}

private BufferedImage print() {

BufferedImage bi = new BufferedImage(this.getSize().width, this.getSize().height, BufferedImage.TYPE\_INT\_ARGB);

Graphics g = bi.createGraphics();

this.paint(g);

return bi;

}

}

}

**Приложение Е**

**Исходный код программы, файл Filer.java**

package com.company;

import javax.imageio.ImageIO;

import java.awt.image.BufferedImage;

import java.io.\*;

import java.nio.file.Paths;

public class Filer {

private static final String afterPath = "\\src\\com\\";

public static final String inputFile = "input.txt";

public static final String outputFile = "output.txt";

public static final String imageFile = "graph.png";

public static InputStream readFromFile(String fileName) {

String absolute = Paths.get("").toAbsolutePath().toString() + afterPath + fileName;

FileInputStream fist;

try {

fist = new FileInputStream(absolute);

} catch (FileNotFoundException ffe) {

fist = null;

}

return fist;

}

public static PrintStream writeToFile(String fileName) {

String absolute = Paths.get("").toAbsolutePath().toString() + afterPath + fileName;

PrintStream fist;

try {

fist = new PrintStream(absolute);

} catch (FileNotFoundException ffe) {

fist = null;

}

return fist;

}

public static void imageOut(BufferedImage bi) {

try{

ImageIO.write(bi, "png", new File(Paths.get("").toAbsolutePath().toString() + afterPath + imageFile));

}catch (Exception e) {

System.out.println("Can not save image...");

}

}

}