**Описание разработки**

Создаётся пустой проект. Создаётся 2 папки: “client” и “server”. В папке “server” создаётся файл “index.js”.

*С него будет начинаться запуск приложения.*

После создания файла запускаем терминал и прописываем команду

“cd server” *для входа в папку сервера*

А затем команда

“npm init -y” *для инициализации проекта. Появится файл* “package.json”. В нем находится описание проекта. Зависимости, которые в нем используются.

Установим зависимости с помощью команды

“npm install express mssql sequelize cors dotenv”

А также

“npm install -D nodemon” для автоматического перезапуска сервера после сохранений.

Далее мы пишем скрипт в файле package.json

"scripts": {  
 "dev": "nodemon index.js"  
},

Скрипт по запуску приложения в режиме разработки. Команда dev и исполняемая команда nodemon index.js.

Переходим к созданию структуры приложения

(с помощью require можно импортировать модули в файл)

В файле index.js импортируем модуль «express»

const ***express*** = ***require***('express')

Следующим этапом создадим объект вызвав функцию express. С него и будет начинаться запуск нашего приложения.

const app = ***express***()

Дальше укажем порт, на котором наше приложение будет работать.

const PORT = 5000

Затем у app вызываем функцию listen в которой указываем какой порт должен прослушивать наш сервер, а вторым параметром передаем callback, который отработает при успешном запуске сервера. Напишем, что сервер стартовал на этом порту.

app.listen(PORT, () => console.log(`Сервер работает на порту ${PORT}`))

После чего в консоле пишем команду “npm run dev” для запуска скрипта.

Теперь создадим файл «.env»

В нём просто указываем название переменной и его значение

PORT=7000

В index.js иизменяем поле «const PORT = 5000» на «const PORT = process.env.PORT || 5000

Но для того, чтобы index.js мог считывать этот файл нужно импортировать этот файл

require(‘dotenv’).config()

Далее я немного изменил визуал вывода функции listen таким образом

app.listen(PORT,()=>***console***.log('\x1b[40m','\x1b[33m',`Сервер запущен на порту \x1b[31m ${PORT}`, '\x1b[0m'))

'\x1b[40m','\x1b[33m' означает изменение background на черный (как сброс) и изменение цвета основного текста на желтый.

\x1b[31m ${PORT}`, '\x1b[0m' изменяет цвет значения переменной PORT на красный, а затем сброс всех цветов на стандарт для дальнейших сообщений.

Следующим этапом сконфигурируем подключение к базе данных.

Создадим «db.js» в папке server.

В файле «db.js».

Импортируем sequelize. Сразу делаем деструктуризацию. Так как модуль большой и нам нужен конкретно этот класс. Затем на выходе мы экспортируем объект, который мы создаем из этого класса. В конструкторе как раз и будем указывать конфигурацию.

const{Sequelize} = ***require*** ('sequelize')  
***require*** ('tedious')  
***module***.exports = new Sequelize(

Все настройки подключения к базе данных также вынесем в переменные окружения. (файл .env)

PORT = 7000  
DB\_NAME = webisod  
DB\_USER = ubersk  
DB\_PASSWORD = 12511  
DB\_HOST = localhost  
DB\_PORT = 1433

В db.js обозначим все параметры подключения. Крайне важно, при использовании MSSQL обратить внимание на SQL Server и его стабильную работу. Особенно на возможность проверки подлинности SQL Server и Windows в настройках безопасности SSMS.

const{Sequelize} = ***require*** ('sequelize')  
***require*** ('tedious')  
***module***.exports = new Sequelize(  
 ***process***.env.DB\_NAME,  
 ***process***.env.DB\_USER,  
 ***process***.env.DB\_PASSWORD,  
 {  
 host: ***process***.env.DB\_HOST,  
 dialect: "mssql",  
 port: ***process***.env.DB\_PORT,  
 dialectOptions: {  
 },  
 }  
);

Возвращаемся в index.js. В нём импортируем объекткоторый мы сделалем в файле db и который оттуда же экспортировали.

const ***sequelize*** = ***require***('./db')

Импортируем и вызываем функцию для подключения к базе данных.

Обязательно делаем ассинхронной. Всё что связано с базой данных должно быть ассинхронным. Вкладываем наш прослушиватель в эту функцию. Вызываем функцию authenticate для подключения к базе данных и далее вызываем функцию sync которая сверяет состояние базы данных со схемой данных.

const start = async()=>{  
 try{  
 await ***sequelize***.authenticate()  
 await ***sequelize***.sync()  
 app.listen(PORT,()=>***console***.log('\x1b[40m','\x1b[33m',`Сервер запущен на порту \x1b[31m ${PORT}`, '\x1b[0m'))  
 } catch (e){  
 ***console***.log(e)  
 }  
}

Далее мы создаем диаграмму БД.
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Потом перенесём эту диаграмму в наш проект.

Создаем папку models и файл models.js.

В нём мы будем описывать модели базы данных.

Импортируем объект sequelize который мы создавали в db.js.

const ***sequelize*** = ***require***('../db')

Из самого пакета sequelize нам понадобится импортировать класс DataTypes, с помощью которого описываются типы того или иного поля.

const {DataTypes} = ***require*** ('sequelize')

Начинаем описывать модели. Начнем с модели пользователя.

У sequlize вызываем функцию define. Передаем туда объект. Первым параметром передаем название модели. И уже внутри объекта описываем поля, которые будут у этой модели.

const User = ***sequelize***.define("user", {  
 id\_user: { type: DataTypes.***INTEGER***, primaryKey: true, autoIncrement: true },  
 name: { type: DataTypes.***STRING*** },  
 password: { type: DataTypes.***INTEGER*** },  
 isAdmin: { type: DataTypes.BOOLEAN },  
});  
const UserInformation = ***sequelize***.define("user\_info", {  
 id\_user\_info: {  
 type: DataTypes.***INTEGER***,  
 primaryKey: true,  
 autoIncrement: true,  
 },  
 img: { type: DataTypes.***STRING*** },  
 email: { type: DataTypes.***STRING*** },  
 description: { type: DataTypes.***STRING*** },  
 phone: { type: DataTypes.***STRING*** },  
 computer\_number: { type: DataTypes.***STRING*** },  
 position: { type: DataTypes.***STRING*** },  
});  
  
const Mail = ***sequelize***.define("mail", {  
 id\_mail: { type: DataTypes.***INTEGER***, primaryKey: true, autoIncrement: true },  
 message\_title: { type: DataTypes.***STRING***(155) },  
 message\_body: { type: DataTypes.***TEXT*** },  
 date\_create: { type: DataTypes.***DATE***, defaultValue: DataTypes.NOW },  
 user\_id: { type: DataTypes.***INTEGER*** },  
});  
const Mail\_fly = ***sequelize***.define("mail\_fly", {  
 id\_mail\_fly: {  
 type: DataTypes.***INTEGER***,  
 primaryKey: true,  
 autoIncrement: true,  
 },  
 date\_recive: { type: DataTypes.***DATE***, defaultValue: DataTypes.NOW },  
 date\_read: { type: DataTypes.***DATE***, defaultValue: DataTypes.NOW },  
});  
const Mail\_folder = ***sequelize***.define("mail\_folder", {  
 id\_mail\_folder: {  
 type: DataTypes.***INTEGER***,  
 primaryKey: true,  
 autoIncrement: true,  
 },  
 name\_mail\_folder: { type: DataTypes.***STRING*** },  
});  
  
User.*hasOne*(UserInformation);  
UserInformation.*belongsTo*(User);  
  
User.*hasMany*(Mail);  
Mail.*belongsTo*(User);  
  
Mail.*hasMany*(Mail\_fly);  
Mail\_fly.*belongsTo*(Mail);  
  
Mail\_fly.*hasMany*(User);  
User.*belongsTo*(Mail\_fly);  
  
Mail\_folder.*hasMany*(Mail\_fly);  
Mail\_fly.*belongsTo*(Mail\_folder);  
  
***module***.exports = {  
 User,   
 Mail,  
 UserInformation,  
 Mail\_folder,  
 Mail\_fly,  
};

Как только прописали экспорт сущностей переходим в файл index.js и прописываем импорт модуля models.js, чтобы создать базу данных.

const ***models*** = ***require***("./models/models");

После этого сохраняем проект и в консоле будет информация о создание нашей базы данных со всеми связями.

Мы успешно подключили базу данных MSSQL, создали её и можем продолжить работу над реализацией запросов к базе данных.

В файле «index.js» пропишем

Настроем cors для того, чтобы мы могли принимать запрос с браузера. Cors – это совместное использование ресурсов между источниками. Для этого импортируем функцию cors из пакета в index.js

const cors = ***require***("cors");

и передадим эту фукцию в функцию use у app

app.use(cors());

и также в функцию use передадим express.json чтобы наше приложение могло парсить json формат

app.use(express.***json***());

и попробуем создать первый get метод.

Для этого вызываем функцию get. Первым параметром передаем url по которому этот запрос будет отрабатывать, а вторым параметром функцию callback которая принимает параметрами запрос и ответ (request и response).

В зависимости от ситуации мы можем на клиент возвращать разные статус коды. 200 говорит о том, что запрос произошел без ошибок и в функцию json мы передаем тело ответа. Передаем объект с телом ответа с полем message «Работает!»

app.get("/", (req, res) => {  
 res.status(200).json({message: "Работает!" });  
});

Заходим в браузер и прописываем адрес localhost:7000. Видим успешное выполнение запроса.

Тестировать все методы будем через программу Postman. Это клиент позволяющий отправлять запросы на сервер.

Удаляем написанный тестовый запрос и продолжим работу.

Начнём реализацию каркаса приложения. Начнём с маршрутов, по которым будут отрабатывать те или иные методы. Создаём папку routes. Создаём js файлы для наших методов. Не забываем про новый index.js в папке routes. Он как связующие звено для остальных путей. Отдельный файл с маршрутами. Основной роутер.

Получаем роутер из express.

const *Router* = ***require***("express");

Создаем объект этого роутера.

const *router* = new *Router*();

И по итогу этот роутер из этого файла мы экспортируем.

***module***.exports = *router*;

Т.к остальные файлы по сути «подроутеры» мы должны в основном роутере это указать. Вызываем функцию use.

*router*.use

Указываем URL по которому роутер будет отрабатывать.

("/user",

А вторым нужно будет передать сам роутер.

*router*.use("/user", );

Копируем и дублируем в другой роутер(любой). Будет использоваться метод post для создания и get для получения. В userRouter прописываем post логина и get авторизации, который мы пропишем позже по jwt токену.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
  
*router*.post("/login");  
*router*.get("/auth”);  
  
***module***.exports = *router*;

Для остальных роутов.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
  
*router*.post("/");  
*router*.get("/");  
  
***module***.exports = *router*;

mailRouter плюс один метод get для просмотра сообщения подробнее.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
  
*router*.post("/");  
*router*.get("/");  
*router*.get("/:id");  
  
***module***.exports = *router*;

Возвращаемся в index.js и все прописанные роутеры импортируем в этот файл.

const *Routes* = ***require***("express");  
const *router* = new *Routes*();  
const *userRouter* = ***require***("./userRouter");  
const *userInfoRouter* = ***require***("./userInfoRouter");  
const *mailFlyRouter* = ***require***("./mailFlyRouter");  
const *mailFolderRouter* = ***require***("./mailFolderRouter");  
const *mailRouter* = ***require***("./mailRouter");

Далее сопоставляем маршруты с роутерами в router.use.

*router*.use("/user", *userRouter*);  
*router*.use("/userInfo", *userInfoRouter*);  
*router*.use("/mail", *mailRouter*);  
*router*.use("/mailFly", *mailFlyRouter*);  
*router*.use("/mailFolder", *mailFolderRouter*);

Мы объединили все роутеры, но нужно сказать серверу об этом. Возвращаемся в корневой index.js и импортируем основной роутер.

const *router* = ***require***("./routes/index");

Затем вызываем функцию app.use. Первым параметром указываем url по которому ротер должен обрабатываться. Вторым параметром сам router.

*app*.use("/api", *router*);

В файле userRouter в методе get вернем сообщение как это делали раньше.

*router*.get("/auth", (*req*, *res*) => {  
 *res*.json({ message: "Работает!" });  
});

Убеждаемся, что всё у нас работает. Все маршруты работают и с ними можно работать.

Теперь отсединим логику. Создадим папку controllers и в ней для каждого роутера создадим controller. Отметим, что мы не будем создавать контроллер для таблицы сообщения получателя(mailfly), ибо его запросы будут реализованы в mailController. Для userController создаём класс с двумя ассинхронными методами принимающих два параметра, request и result. Также незабываем про экспорт данного класса. Можно сразу проверить его работоспособность прописав json запрос.

class UserController {  
 async login(*req*, *res*) {}  
  
 async check(*req*, *res*) {  
 *res*.json("Example");  
 }  
}  
  
***module***.exports = new UserController();

В остальных контроллерах мы прописываем подобные классы

class MailFolderController {  
 async create(*req*, *res*) {}  
  
 async getAll(*req*, *res*) {}  
}  
  
***module***.exports = new MailFolderController();

Но не в mailController. В нём их будет чуть больше.

class MailController {  
 async createMsg(*req*, *res*) {}  
  
 async basketMsg(*req*, *res*) {}  
  
 async hideMsg(*req*, *res*) {}  
  
 async getAllMsg(*req*, *res*) {}  
  
 async getOneMsg(*req*, *res*) {}  
}  
  
***module***.exports = new MailController();

create на создание сообщения. basketMsg для переноса сообщения в корзину. hideMsg для скрытия сообщения пользователя(удаление) .getAllMsg на запрос показать все сообщения и getOneMsg чтобы посмотреть определенное сообщение.

Объясняем как работают функции.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *userController* = ***require***("../controllers/userController");  
*router*.post("/login", *userController*.login);  
*router*.get("/auth", *userController*.check);  
  
***module***.exports = *router*;

В userRouter.js импортируется контроллер userController. Затем в каждый post или get методов вторым параметром передаем соответствующую функцию.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *userController* = ***require***("../controllers/userController");  
*router*.post("/login", *userController*.login);  
*router*.get("/auth", *userController*.check);  
  
***module***.exports = *router*;

Обратим внимание, что передаем мы функции без скобок, то есть мы их не вызываем, а просто передаем как объект.

Эту процедуру нужно провести и для остальных роутов.

mailFolder.Router.js

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *mailController* = ***require***("../controllers/mailFolderController");  
*router*.post("/", *mailController*.createFolderMsg);  
*router*.get("/", *mailController*.getFolderMsg);  
  
***module***.exports = *router*;

mailRouter.js

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *mailController* = ***require***("../controllers/mailController");  
*router*.post("/", *mailController*.createMsg);  
*router*.get("/", *mailController*.getAllMsg);  
*router*.get("/:id", *mailController*.getOneMsg);  
  
***module***.exports = *router*;

userInfoRouter.js

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *userInfoController* = ***require***("../controllers/userInfoController");  
*router*.post("/", *userInfoController*.create);  
*router*.get("/", *userInfoController*.getAll);  
*router*.get("/:id", *userInfoController*.getOne);  
  
***module***.exports = *router*;

Функция попадает в get метод и когда мы открываем определенный URL эта функция отрабатывает.

Перед тем как мы займемся взаимодействием с базой данных и логикой выдачи данных на клиент сделаем универсальную обработку ошибок. «Универсальный handler». Рассмотрим на примере.

async check(*req*, *res*, *next*) {  
 const { *id* } = *req*.query;  
 if (!*id*) {  
 return *next*(*ApiError*.*badRequest*("Не задан ID"));  
 }  
 *res*.json(*id*);  
 }  
}

Откроем фукнцию check. Из строки запроса обращаясь к request query мы можем получать параметры строки запроса. Вернем на клиент и увидим в браузере, что ничего не передается, но если мы передадим в URL параметры, то они отобразятся успешно. Но допустим нас интересует только параметр id, чтобы не получать весь объект query можем воспользоваться деструктуризацией и сразу вытащить id. НО, допустим этот параметр обязателен и если пользвоатель не укажет, то мы должны бросить ошибку.

Создадим папку error и там файл ApiError.js. В нём мы создадим класс и реализуем констуруктор который принимает параметрами статус код и сообщение которо мы будем возвращать на клиент. Класс будет расширять error (extends Error). Вызываем родительский конструктор с помощью функции super(). И здесь мы присваеваем то, что получаем параметрами.

class ApiError extends Error {  
 constructor(*status*, *message*) {  
 super();  
 this.status = *status*;  
 this.message = *message*;

Теперь создадим пару статичных функций.

Статические функции – это функции которые можно вызывать без создания объекта. То есть мы можем обращаться напрямую к классу и вызывать ту или иную функцию. Первая функция (badrequest), которая будет возвращать новый объект ApiError. Первым параметром передается статус ошибки, вторым сообщение, которое будем получать параметром.

static *badRequest*(*message*) {  
 return new ApiError(404, *message*);  
}

Таким образом можно создать несколько функций под разные статус коды.

static *internal*(*message*) {  
 return new ApiError(500, *message*);  
 }  
  
 static *forbidden*(*message*) {  
 return new ApiError(403, *message*);  
 }  
}  
  
***module***.exports = ApiError;

Следующим этапом создадим первый middleware.

Что такое middleware? В веб разработке есть клиентская часть и есть сервер на котором крутится серверное приложение. С клиента отправляется запрос по определенному маршруту(req) и какая-то функция на сервере этот запрос должна обработать и либо вернуть какие-то данные либо их изменить и вот тут нужен middleware. В данном контексте middleware является промежуточным звеном между запросом и функцией. То есть прежде, чем запрос попадёт в функцию он должен пройти цепочку middleware. Их может быть много и все они вызываются последовательно. Как примером: сначала middleware проверка запроса на соответствие cors. Или фунция обрабатывает только авторизованных пользователей и авторизация проходит через token доступ. И прежде чем запрос попадает в эту функцию мы попадаем в middleware который проверит токен. Если токен валидный и пользователь авторизован, то вызывается следующий middleware. Если нет, то бросаем ошибку. То есть запрос до функции не дойдет. Как ещё один пример это проверка ролей. Допусти некотоыре функции доступны только администраторам, потому идет проверка является ли пользователь админом или нет. Только после этой цепочки запрос доходит до функции, обрабатывается и возвращается обработанный на клиент.

Внутри папки middleware создадим файл ErrorHandlingMiddleware.js. Импортируем туда класс ApiError. И из самого файла экспортируем функцию. По сути, данная функция и есть middleware. Она принимает следующие параметры: ошибка(err), запрос(req), ответ(res) и функция next, вызвав которую мы передадим управление следующему в цепочке middleware.

const *ApiError* = ***require***("../error/ApiError");  
***module***.exports = function (*err*, *req*, *res*, *next*) {

Дальшей в условие мы проверим. Если класс ошибки ApiError, то тогда на клиент возвращаем ответ со статус кодом, который будем получать из ошибки. И с сообщением, которое мы в эту ошибку поместили. Чтобы прекращение функции завершилось поставим return перед возвратом ответа и если вдруг сюда попадет ошибка, которая не является инстансом ApiError, то вернем 500 ошибку и в сообщение укажем, что ошибка была не предвиденной и мы её никак не обработали.

const *ApiError* = ***require***("../error/ApiError");  
***module***.exports = function (*err*, *req*, *res*, *next*) {  
 if (*err* instanceof *ApiError*) {  
 *res*.status(*err*.status).json({ message: *err*.message });  
 }  
 return *res*.status(500).json({ message: "Непредвиденная ошибка!" });  
};

Зарегестрируем данных middleware в корневом index.js.

const *errorHandler* = ***require***("./middleware/ErrorHandlingMiddleware");

Вызываем его строго после остальных app.use.

const *errorHandler* = ***require***("./middleware/ErrorHandlingMiddleware");  
*app*.use(*cors*());  
*app*.use(*express*.***json***());  
*app*.use("/api", *router*);  
*app*.use(*errorHandler*);

Попробуем воспользоваться. Переходим в userController. Если в функции check пользователь не укажет id, то вызываем функцию next, которая идёт третим параметром. Не забываем return, чтобы код дальше не выполнялся.

const *ApiError* = ***require***("../error/ApiError");  
  
class UserController {  
 async login(*req*, *res*) {}  
  
 async check(*req*, *res*, *next*) {  
 const { *id* } = *req*.query;  
 if (!*id*) {  
 return *next*(*ApiError*.*badRequest*("Не задан ID"));  
 }  
 *res*.json(*id*);  
 }  
}  
  
***module***.exports = new UserController();

В браузере можем проверить то, что получилось.

# Теперь научимся добавлять в базу данных объекты.

Реализуем это вначале с вкладками писем. Переходим в файл mailFolderController. Импортируем из models модель типа Mail\_folder. Импортируем и ApiError.

В функции создания (create) сразу делаем деструктуризацию.

const {*name\_mail\_folder*} = *req*.body;

И из тела запроса извлекаем название этой папки. Затем с помощью функции create эту папку мы создаем. Не забываем добавлять await, потому что это ассинхронная функция. В параметр функции create передаем объект где указываем нужные поля.

async createFolderMsg(*req*, *res*) {  
 const {*name\_mail\_folder*} = *req*.body;  
 const *mailFolder* = await *Mail\_folder*.*create*({*name\_mail\_folder*});  
 return *res*.json(*mailFolder*);  
}

Не забываем указывать функции, которые должен отрабатывать на тот или иной маршрут.

const *Router* = ***require***("express");  
const *router* = new *Router*();  
const *mailController* = ***require***("../controllers/mailFolderController");  
*router*.post("/", *mailController*.createFolderMsg);  
*router*.get("/", *mailController*.getFolderMsg);  
  
***module***.exports = *router*;

Вместе с этим в остальных роутах также сделаем связь с контроллерами.

Через postman можем проверить метод создания папок писем на работоспособность. Всё работает, теперь реализуем метод получения данных.

Создаём переменную, назовём mailFolders и у модели Mail\_folder вызываем функцию findAll, которая покажет нам все записи, которые есть в базе данных. Не забываем об ассинхронности функции.

const *mailFolders* = await *Mail\_folder*.*findAll*()

На клиент возвращаем полностью весь массив объектов.

async getFolderMsg(*req*, *res*) {  
 const *mailFolders* = await *Mail\_folder*.*findAll*()  
 return *res*.json(*mailFolders*)  
}

Работаем над авторизацией пользователя.

Что такое JWT-token. Это некоторая строка, состоящая из трех чатей.

1 – header, заголовок. 2 – payload, полезные данные. 3 – signature, подпись.

![前后端分离与JWT使用| Alfred-Alan](data:image/png;base64,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)

HEADER - содержит информацию о том, как должна вычисляться подпись. Определяет алгоритм хэширования.

PAYLOAD – полезные данные, которые хранятся внутри JWT. Эти данные также называют JWT-claims(заявки). Туда можно поместить ID пользователя, его роли, username и прочую полезную информацию.

SIGNATURE – допустим есть некий секретный ключ о котором знает только сервер. По этому ключу в сигнатуру шифруются какие-то данные. Именно по нему сервер потом может этот токен расшифровать.

В нашем случае в Payload мы будем закладывать UserID, ФИО и логическую проверку админ он или нет.

После того как пользователь ввёл ФИО и пароль для него генерируется подобный токен. Все его данные вшиваются в PAYLOAD и важно понимать, что эти данные никак не шифруются. Но они и не имеют секретной информации. На клиенте мы их можем спокойно расшифровывать. Но проверить валиден токен или нет можно только с помощью секретного ключа, который объявлен на сервере. Его никто знать не должен. В первую очередь мы проверяем существует ли пользователь с таким ФИО в нашей системе. Если да, то сравниваем пароль, который находится в базе данных с паролем который вводит пользователь. Если пароли совпадают, то мы генерируем JWT токен и отправляем его на клиент, после чего на клиенте этот токен сохраняется либо в куках либо в localstorage. Затем этот токен прикрепляется к запросам, где необходима авторизация. Допустим мы не можем зайти на почту если не авторизованы. Мы авторизуемся – сервер генерирует токен и возвращает его обратно на клиент. Затем мы заходим на почту и отправляется запрос на полчение писем. К этому запросу в HEADER в HTTP заголовке мы добавляем authorization, и туда помещаем тот самый токен. Его мы достаем из куки или localstorage. Сервер валидирует этот токен по секретному ключу. Если он валидный, то пользователь попадает на страницу и получает все письма. В общем с помощью токена обеспечивается доступ к той или иной функции. Приступим к реализации.

Установим несколько нужных модулей.

Npm i jsonwebtoken bcrypt.

Jsonwebtoken для генерации токена. Bcrypt для того чтобы хэшировать пароль и не хранить в базе данных в открытом виде