**Exp 1**

**Aim:**

## Write a python program to implement Simple Calculator program

To write a python program to implement simple calculator.

#### Algorithm:

Step 1: Start by asking the user to input two numbers and the desired

Step 2: If the operation is addition (+), add the two numbers and display the result.

Step 3:If the operation is subtraction (-), subtract the second number from the first number and display the result. If the.

Step 4: If the operation is division (/), divide the first number by the second number and display the result.

Step 5: if the user does not want to perform another calculation, end the program.

#### Program:

def add(x, y):

return x + y

def subtract(x, y):

return x - y

def multiply(x, y):

return x \* y def divide(x, y):

return x / y

print("Select operation.") print("1.Add") print("2.Subtract") print("3.Multiply") print("4.Divide")

choice = input("Enter choice(1/2/3/4): ") num1 = float(input("Enter first number: ")) num2 = float(input("Enter second number: "))

if choice == '1':

print(num1,"+",num2,"=", add(num1,num2))

elif choice == '2':

print(num1,"-",num2,"=", subtract(num1,num2)) elif choice == '3':

print(num1,"\*",num2,"=", multiply(num1,num2))

elif choice == '4':

print(num1,"/",num2,"=", divide(num1,num2)) else:

print("Invalid input")

#### OutPut:

**Result:**

Hence, the simple python program for multiplication tabl is done

## Exp 2: Write a python program to Add Two

**Matrices**

#### Aim:

To write a python program to add two matrices.

#### Algorithm:

Step1 : Start by initializing two matrices, matrix A and matrix B, of the same size (m x n).

Step 2: Initialize an empty matrix, matrix C, also of size m x n.

Step 3: Use a nested loop to iterate over each element in matrix A and matrix B:

Step 4:Add the corresponding elements of matrix A and matrix B and store the result in the corresponding element of matrix C.

Step 5:Display the resulting matrix C.

#### Program:

matrix1 = [[1, 2, 3],

[4, 5, 6],

[7, 8, 9]]

matrix2 = [[10, 11, 12],

[13, 14, 15],

[16, 17, 18]]

result = [[0, 0, 0],

[0, 0, 0],

[0, 0, 0]]

for i in range(len(matrix1)):

for j in range(len(matrix1[0])):

# Add corresponding elements of matrices result[i][j] = matrix1[i][j] + matrix2[i][j]

for row in result: print(row)

**Output:**
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### Result:

Hence, the simple python program for matrix table is done

# Exp 3: Write a python program to Transpose a Matrix.

#### Aim:

**Algorithm:**

To write a python program to transpose a matrix.

Step 1:Start by initializing the original matrix, matrix A, of size m x n. Step 2:Initialize an empty matrix, matrix B, of size n x m.

Step 3:Use a nested loop to iterate over each element in matrix A:

Step 4: Store the value of the current element in matrix A in the corresponding element in matrix B, but with the row and column indices swapped.

Step 5: Display the resulting matrix B.

#### Program:

matrix = [[1, 2, 3],

[4, 5, 6],

[7, 8, 9]]

rows = len(matrix) cols = len(matrix[0])

transpose\_matrix = [[0 for x in range(rows)] for y in range(cols)] for i in range(rows):

for j in range(cols): transpose\_matrix[j][i] = matrix[i][j]

print("Original Matrix:") for row in matrix:

print(row) print("Transposed Matrix:") for row in transpose\_matrix:

print(row)

#### Output:
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**Result:** Hence, the simple python program for transpose a matrix is done

## Exp 4: Write a python program to sort the sentence in alphabetical order

#### Aim:

To write a python program to sort the sentence in alphabetical order.

#### Algorithm:

Step 1: Start by taking input of the sentence.

Step 2: Split the sentence into individual words and store them in a list. Step 3: Use the sort() method to sort the list of words in alphabetical order. Step 4: Join the sorted list of words back into a sentence.

Step 5: Display the resulting sorted sentence.

#### Program:

sentence = input("Enter a sentence: ") words = sorted(sentence.split()) sorted\_sentence = " ".join(words) print("Sorted sentence:", sorted\_sentence)

#### OutPut:
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**Result:** Hence, the simple python program for sort the sentence in alphabetical order is done

## Exp 5: Write a python program to implement List operations (Nested List, Length, Concatenation, Membership, Iteration, Indexing and Slicing)

#### Aim:

**Algorithm:**

To write a python program to implement the given list operations.

Step 1: Start by initializing a list.

Step 2: Use the len() function to find the length of the list. Step 3: Use concatenation to join two lists.

Step 4: Use the in keyword to check if an element is in the list. Step 5: Use a for loop to iterate over the list.

Step 6: Use indexing to access a specific element in the list. Step 7: Use slicing to access a range of elements in the list.

#### Program:

nested\_list = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

print("Nested List:", nested\_list) my\_list = [1, 2, 3, 4, 5] print("Length of List:", len(my\_list)) list1 = [1, 2, 3]

list2 = [4, 5, 6] concatenated\_list = list1 + list2

print("Concatenated List:", concatenated\_list) my\_list = [1, 2, 3, 4, 5]

if 3 in my\_list:

print("3 is in the list") else:

print("3 is not in the list")

my\_list = [1, 2, 3, 4, 5] for item in my\_list:

print(item)

my\_list = [1, 2, 3, 4, 5] print("First element:", my\_list[0]) print("Last element:", my\_list[-1]) print("Sliced List:", my\_list[1:4])

#### OutPut:

**![cap 1.PNG](data:image/png;base64,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)**

**Result:**

Hence, the simple python program for implement the operations is done

## Exp 6: Write a python program to implement List methods (Add, Append, Extend & Delete).

#### Aim:

To write a python program to implement the given list methods.

#### Algorithm:

Step 1: Start by initializing a list.

Step2: Use the append() method to add an element to the end of the list. Step3: Use the extend() method to add multiple elements to the end of the list. Step4: Use the insert() method to add an element at a specific index in the list. Step5: Use the remove() method to remove a specific element from the list.

Step6: Use the pop() method to remove and return the last element of the list, or a specific element by index.

Step 7: Use the del keyword to delete an element or slice from the list.

#### Program:

my\_list = [] my\_list.add(1)

print("List after adding an item using add method:", my\_list) my\_list.append(2)

print("List after appending an item using append method:", my\_list) my\_list.extend([3, 4, 5])

print("List after extending using extend method:", my\_list) my\_list.remove(3)

print("List after removing an item using remove method:", my\_list)

#### Output:
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**Result:**

Hence, the simple python program for implement the list of elements is done

## Exp7: Write a Python Program to Illustrate Different Set Operations

#### Aim:

To write a python program to illustrate different set operations.

#### Algorithm:

Step1: Create two sets setA and setB containing some elements.

Step2: Perform the intersection operation on the sets by using the intersection() method and store the result in a new set intersection\_set.

Step3: Perform the union operation on the sets by using the union() method and store the result in a new set union\_set.

Step4: Perform the difference operation on the sets by using the difference() method and store the result in a new set difference\_set.

Step5: Check if setA is a subset of setB by using the issubset() method and print the result.

#### Program:

set1 = {1, 2, 3, 4, 5}

set2 = {4, 5, 6, 7, 8}

print("Set 1:", set1)

print("Set 2:", set2)

print("Intersection of set1 and set2:", intersection\_set) union\_set = set1.union(set2)

print("Union of set1 and set2:", union\_set) difference\_set = set1.difference(set2)

print("Difference between set1 and set2:", difference\_set) symmetric\_difference\_set = set1.symmetric\_difference(set2)

print("Symmetric difference between set1 and set2:", symmetric\_difference\_set) subset\_check = set1.issubset(set2)

print("Set 1 is subset of set 2:", subset\_check)

#### OutPut:
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**Result:** Hence, the simple python program for different set of operations is done

## Exp 8: Write a python program to generate Calendar for the given month and year

#### Aim:

To write a python program to generate calendar for the given month and year.

#### Algorithm:

Step1: Take the input month and year from the user.

Step2: Calculate the total number of days in the given month using a formula that takes into account whether it's a leap year or not.

Step3: Determine the day of the week for the first day of the given month using Zeller's congruence formula or any other method to calculate day of the week.

Step4: Print the header for the calendar.

Step5: Print the days of the week as column headers. Step6: Print the resulting calendar.

#### Program:

import calendar

year = int(input("Enter the year: ")) month = int(input("Enter the month: ")) print(calendar.month(year, month))

#### Output:
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**Result:** Hence, the simple python program for calendar is done

## Exp: 9 Write a Python Program to Remove punctuations from the given String

#### Aim:

To write a python program to remove punctuations from the given string.

#### Program:

import string

input\_string = input("Enter a string: ")

no\_punctuations = input\_string.translate(str.maketrans("", "", string.punctuation)) print("String with no punctuations:", no\_punctuations)

#### Output:
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**Result:** Hence, the simple python program for punctuations is done

## Exp :10 Write the Python Program to solve 8-Puzzle Problem.

#### Aim:

To write a python program to solve the 8-puzzle problem.

#### Algorithm:

Step1: Dequeue the state with the lowest priority from the frontier. Step2: If the dequeued state is the goal state, return the solution path. Step3: Add the dequeued state to the explored set.

Step4: Generate all possible successor states by swapping the empty tile with its neighboring tiles.

Step5: For each successor state, calculate its priority based on the Manhattan distance and add it to the frontier if it has not been explored before.

#### Program:

from queue import PriorityQueue goal\_state = (1, 2, 3, 4, 5, 6, 7, 8, 0) def heuristic(state):

in range(3):

for j in range(3):

tile = state[i \* 3 + j] if tile != 0:

x, y = (tile - 1) // 3, (tile - 1) % 3 distance += abs(x - i) + abs(y - j)

return distance

def solve(initial\_state): frontier = PriorityQueue()

frontier.put((heuristic(initial\_state), initial\_state)) explored = set()

while not frontier.empty():

\_, state = frontier.get() if state == goal\_state:

return True explored.add(state)

for successor in successors(state): if successor not in explored:

priority = heuristic(successor) + len(explored) frontier.put((priority, successor))

return False

def successors(state): successors = []

i = state.index(0) if i % 3 != 0:

# Slide tile to the left new\_state = list(state)

new\_state[i], new\_state[i - 1] = new\_state[i - 1], new\_state[i] successors.append(tuple(new\_state))

if i % 3 != 2:

# Slide tile to the right new\_state = list(state)

new\_state[i], new\_state[i + 1] = new\_state[i + 1], new\_state[i] successors.append(tuple(new\_state))

if i // 3 != 0:

# Slide tile up new\_state = list(state)

new\_state[i], new\_state[i - 3] = new\_state[i - 3], new\_state[i] successors.append(tuple(new\_state))

if i // 3 != 2:

# Slide tile down

new\_state = list(state)

new\_state[i], new\_state[i + 3] = new\_state[i + 3], new\_state[i] successors.append(tuple(new\_state))

return successors

initial\_state = (2, 8, 3, 1, 6, 4, 7, 0, 5) if solve(initial\_state):

print("The puzzle is solvable!") else:

print("The puzzle is unsolvable.")

#### Output:
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**Result:** Hence, the simple python program for 8- puzzle is done

### Exp: 11 Write the Python Program to solve 8-Queen Problem

**Aim:**

To write a python program to solve 8-Queen problem.

#### Algorithm:

Step1: Start with an empty board of size 8x8.

Step2: Place the first queen in the first row and the first column.

Step3: For each subsequent row, check all possible columns to place the queen, and backtrack if a valid position cannot be found.

Step4: A valid position is a column where no other queens are in the same row, column, or diagonal.

Step5: If no solution is found, return failure.

#### Program:

def solve\_queens(n): board = [-1] \* n result = []

def is\_valid(row, col): for i in range(row):

if board[i] == col or \

abs(row - i) == abs(col - board[i]): return False

return True

def backtrack(row): if row == n:

result.append(list(board)) return

for col in range(n):

if is\_valid(row, col): board[row] = col backtrack(row + 1)

board[row] = -1 backtrack(0)

return result

solutions = solve\_queens(8) for solution in solutions:

for row in range(8): line = ""

for col in range(8):

if solution[row] == col: line += "Q "

else:

line += "- " print(line)

print("\n")

#### Output:

**![cap 7.PNG](data:image/png;base64,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)**

**Result:** Hence, the simple python program for 8- Queen problem is done

## Exp:12 Write the Python Program for Water Jug Problem

#### Aim:

To write a python program for water jug problem.

#### Algorithm:

Step1: Start with two empty jugs of different capacities, and a target quantity of water to measure.

Step2: Fill one jug to its maximum capacity.

Step3: Pour the water from the full jug into the other jug until it is full or the first jug is empty.

Step4: If the second jug is full, pour out the water to empty it.

Step5: Repeat steps 2-4, filling and pouring water between the two jugs, until the desired quantity of water is measured or all possible combinations are tried.

#### Program:

from collections import deque def water\_jug\_problem(x, y, z):

"""

Solves the water jug problem using breadth-first search. x: size of jug 1

y: size of jug 2

z: target amount of water

Returns the sequence of steps to reach the target amount of water. """

queue = deque([(0, 0, [])]) # Start with both jugs empty visited = set()

while queue:

a, b, steps = queue.popleft()

if (a, b) in visited: continue

visited.add((a, b)) if a == z or b == z:

return steps

queue.append((x, b, steps + ['fill jug 1'])) queue.append((a, y, steps + ['fill jug 2']))

queue.append((0, b, steps + ['empty jug 1'])) queue.append((a, 0, steps + ['empty jug 2'])) amount = min(a, y - b)

queue.append((a - amount, b + amount, steps + ['pour jug 1 into jug 2'])) # Pour jug 2 into jug 1

amount = min(x - a, b)

queue.append((a + amount, b - amount, steps + ['pour jug 2 into jug 1'])) return None

steps = water\_jug\_problem(4, 3, 2) if steps:

print('\n'.join(steps)) else:

print('No solution found.')

#### Output:

**![cap 8.PNG](data:image/png;base64,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)**

**Result:** Hence, the simple python program for water jug problem is done

## Exp: 13 Write the Python Program for Cript-Arithmetic

**Problem.**

#### Aim:

To write a python program for Cript-Arithematic problem.

#### Algorithm:

Step 1:Write down the arithmetic problem in full, including any carry-overs. Step 2: Replace each letter with a unique digit from 0 to 9.

Step 3:Generate all possible combinations of digits for each letter, subject to any constraints ‘ from the carry-overs and the rules of arithmetic.

Step 4: For each combination of digits, evaluate the arithmetic problem and check if it satisfies the given constraints.

Step 5:If a solution is found, output the values of the letters and the arithmetic problem, and exit the algorithm.

Stepm6:If no solution is found, output a message indicating that no solution exists.

#### Program:

def solve\_cryptarithmetic(puzzle): """

Solves the cryptarithmetic puzzle.

puzzle: a string containing the puzzle in the form of "WORD + WORD = RESULT" Returns a dictionary mapping letters to digits, or None if no solution is found.

"""

words = puzzle.split() letters = set(''.join(words)) if len(letters) > 10:

return None # More than 10 letters, no solution is possible for perm in permutations(range(10), len(letters)):

mapping = dict(zip(letters, perm))

if all(mapping[word[0]] != 0 for word in words): # Check for leading zeros

a = sum(mapping[c] \* (10 \*\* (len(word) - i - 1)) for word in words for i, c in enumerate(word[::-1]))

b = a // 10 a %= 10

c = sum(mapping[c] \* (10 \*\* (len(words[2]) - i - 1)) for i, c in enumerate(words[2][::-

1]))

if a == mapping[words[2][-1]] and b + c == sum(mapping[c] \* (10 \*\* (len(word) - i -

1)) for word in words[:-1]):

return mapping return None

# Example usage

puzzle = "SEND + MORE = MONEY"

mapping = solve\_cryptarithmetic(puzzle) if mapping:

print(mapping) print(puzzle.translate(str.maketrans(mapping)))

else:

print('No solution found.')

#### Output:

After defining the solve\_cryptarithmetic function, the code provides an example usage using a cryptarithmetic puzzle: "SEND + MORE = MONEY." It calls the solve\_cryptarithmetic function with the puzzle string and stores the result in the mapping variable.

If a solution is found (i.e., mapping is not None), it prints the mapping dictionary and the puzzle string with the letters replaced by their corresponding digits using the translate method.

If no solution is found, it prints "No solution found."

#### Result:

The output has verified.

## Exp :14 Write the python program for Missionaries

**Cannibal problem.**

#### Aim:

To write a python program for Missionaries Cannibal problem.

### Algorithm:

Step 1: Create a data structure to represent the state of the problem, including the number of missionaries and cannibals on each side of the river and the position of the boat.

Step 2: Create a data structure to represent the state space of the problem, including the initial state, the goal state, and the possible transitions between states.

Step 3: Use a search algorithm, such as depth-first search or breadth-first search, to explore the state space and find a solution.

Step 4: At each step of the search, generate all possible successor states from the current state by applying one of the allowed boat movements (two missionaries, two cannibals, or one of each).

Step 5: Check if the successor state is valid (i.e., no more cannibals than missionaries on either side of the river).

Step 6: If the successor state is valid, add it to the search tree and continue the search.

Step 7: If the successor state is the goal state, return the path from the initial state to the goal state.

Step 8: If there are no more possible successor states to explore, backtrack to the previous state and try another possible movement.

#### Program:

from typing import List, Tuple from collections import deque

def is\_valid\_state(state: Tuple[int, int, int, int, int, int]) -> bool: """

Check if a state is valid according to the problem constraints. """

m1, c1, b, m2, c2, \_ = state

if m1 < 0 or c1 < 0 or m2 < 0 or c2 < 0: return False

if (m1 > 0 and m1 < c1) or (m2 > 0 and m2 < c2): return False

return True

def get\_successors(state: Tuple[int, int, int, int, int, int]) -> List[Tuple[int, int, int, int, int, int]]:

"""

Generate all possible valid states that can be reached from a given state. """

m1, c1, b, m2, c2, d = state successors = []

if d == 1:

# boat is on the left side for i in range(3):

for j in range(3):

if i+j >= 1 and i+j <= 2:

new\_state = (m1-i, c1-j, 0, m2+i, c2+j, 1) if is\_valid\_state(new\_state):

successors.append(new\_state)

else:

# boat is on the right side for i in range(3):

for j in range(3):

if i+j >= 1 and i+j <= 2:

new\_state = (m1+i, c1+j, 1, m2-i, c2-j, 0) if is\_valid\_state(new\_state):

successors.append(new\_state) return successors

def breadth\_first\_search() -> List[Tuple[int, int, int, int, int, int]]: """

Find the solution using a breadth-first search algorithm. """

initial\_state = (3, 3, 1, 0, 0, 1)

goal\_state = (0, 0, 0, 3, 3, 0) visited = set()

queue = deque([(initial\_state, [])]) while queue:

state, path = queue.popleft() if state == goal\_state:

return path + [state] visited.add(state)

for successor in get\_successors(state): if successor not in visited:

queue.append((successor, path+[state])) return []

if name == ' main ': solution = breadth\_first\_search() print("Solution:")

for state in solution: print(state)

#### Output:
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**Result:**

The program was executed and the output was found to be correct.

## Exp: 15 Write the python program for Vacuum Cleaner

**Problem.**

#### Aim:

To write a python program for vacuum cleaner problem.

#### Algorithm:

Step 1: Create a data structure to represent the state of the problem, including the current position of the vacuum cleaner and the state of each square in the room (clean or dirty).

Step 2: Create a data structure to represent the state space of the problem, including the initial state, the goal state, and the possible transitions between states.

Step 3: Use a search algorithm, such as depth-first search or breadth-first search, to explore the state space and find a solution.

Step 4: At each step of the search, generate all possible successor states from the current state by applying one of the allowed actions (move up, down, left, right, or clean).

Step 5: Check if the successor state is valid (i.e., the vacuum cleaner cannot move outside the room, and it can only clean dirty squares).

Step 6: If the successor state is valid, add it to the search tree and continue the search.

Step 7: If the successor state is the goal state, return the path from the initial state to the goal state.

Step 8: If there are no more possible successor states to explore, backtrack to the previous state and try another possible action.

#### Program:

from typing import List, Tuple

def get\_successors(state: Tuple[Tuple[int, int], List[List[int]]]) -> List[Tuple[Tuple[int, int], List[List[int]]]]:

"""

Generate all possible valid states that can be reached from a given state. """

position, grid = state successors = []

for dx, dy in [(0, 1), (0, -1), (1, 0), (-1, 0)]:

x, y = position

new\_x, new\_y = x + dx, y + dy

if 0 <= new\_x < len(grid) and 0 <= new\_y < len(grid[0]): new\_grid = [row[:] for row in grid]

if new\_grid[new\_x][new\_y] == 1: new\_grid[new\_x][new\_y] = 0 successors.append(((new\_x, new\_y), new\_grid))

return successors

def depth\_first\_search(state: Tuple[Tuple[int, int], List[List[int]]], visited: set) -> bool: """

Find the solution using a depth-first search algorithm. """

if all(all(cell == 0 for cell in row) for row in state[1]): return True

visited.add(state)

for successor in get\_successors(state): if successor not in visited:

if depth\_first\_search(successor, visited): return True

return False

if name == ' main ': grid = [[0, 1, 1, 1],

[0, 0, 1, 0],

[1, 0, 0, 1],

[1, 1, 1, 0]]

initial\_state = ((0, 0), grid)

if depth\_first\_search(initial\_state, set()): print("The room can be cleaned.")

else:

print("The room cannot be cleaned.")

#### Result:
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**Result:**

Hence, the simple python program for Vacuum Cleaner Problem was done

## Exp: 16 Write the Python Program to implement

**BFS**

#### Aim:

To write a python program to implement BFS.

### Algorithm:

Step 1: Initialize a queue data structure and a set to keep track of visited nodes. Step 2: Add the starting node to the queue and to the set of visited nodes.

Step 3: While the queue is not empty, dequeue the next node from the queue.

Step 4: For each neighbor of the dequeued node, if it has not been visited yet, add it to the bqueue and mark it as visited.

Step 5: Repeat steps 3-4 until the queue is empty.

#### Program:

from collections import deque def bfs(adj\_list, start, end):

"""

Perform a breadth-first search in the given graph to find the shortest path between the start and end nodes.

"""

queue = deque([(start, [start])]) visited = set()

while queue:

node, path = queue.popleft() if node == end:

return path

if node in visited: continue

visited.add(node)

for neighbor in adj\_list[node]: if neighbor not in visited:

queue.append((neighbor, path + [neighbor])) return None

if name == ' main ': graph = {0: [1, 2],

1: [0, 2, 3],

2: [0, 1, 3],

3: [1, 2, 4],

4: [3]}

start\_node = 0

end\_node = 4

shortest\_path = bfs(graph, start\_node, end\_node) if shortest\_path is not None:

print(f"The shortest path between {start\_node} and {end\_node} is {shortest\_path}") else:

print(f"There is no path between {start\_node} and {end\_node}")

#### Output

**![cap 11.PNG](data:image/png;base64,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)**

**Result:**

Thus, the was executed and found the output was found to be correct.

## Exp: 17 Write the Python Program to Implement

**DFS.**

#### Aim:

To write a python program to implement DFS.

#### Algorithm:

Step 1: Initialize a set to keep track of visited nodes.

Step 2: Call the DFS-Visit function with the starting node and the set of visited nodes. Step 3: In the DFS-Visit function, add the current node to the set of visited nodes.

Step 4: For each neighbor of the current node, if it has not been visited yet, recursively call the DFS-Visit function with the neighbor node and the set of visited nodes.

Step 5: Repeat steps 3-4 until all reachable nodes have been visited.

#### Program:

# Define the graph as an adjacency list graph = {

'A': ['B', 'C'],

'B': ['D', 'E'],

'C': ['F'],

'D': [],

'E': ['F'], 'F': []

}

# Define the DFS function

def dfs(graph, start, visited=None): if visited is None:

visited = set()

visited.add(start) # mark the node as visited for neighbor in graph[start]:

if neighbor not in visited:

dfs(graph, neighbor, visited) # recursively visit unvisited neighbors return visited

# Call the DFS function with starting node 'A' print(dfs(graph, 'A'))

#### Output

**![cap 12.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdcAAAA6CAIAAABtS4R+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEoklEQVR4nO3cwUsbWRzA8V+X/gcJVS9C4sEEaksX2hyHueyx7CmEuS00eAiIoGD14MGDZkFBAh4kPQ+SY28eluEdt4Ih24VMDhpwD1ox7r+wh2hMMDFvXNOfu34/eNA0L/Mmrd8838Q+u7y8FACAkh+0JwAATxoVBgBNVBgANFFhANBEhQFAExUGAE1UGAA0UWEA0ESFAUATFQYATVQYADRRYQDQRIUBQBMVBgBNVBgANFFhANBEhQFAExUGAE1UGAA0UWEA0ESFAUATFQYATc8H/km9kt82ksxuLDnxoQ/TMsWVytHN1wlvfdGNDRkU+oUtmSt709c3NPzZ0klu7ePQkdIKfl31jyMc6yLYXN5rdt1gMepeJyUi7RMJ7EfVK/ntk87d2lN153e89F2T63oGRESmrJ43Cf3Clum+wXJ6PWNs/1UAsDCwwmHVTOWyk3sHX1uOXXoSPR1ZKZwO6ch9tePozJWX2vluBb658CyiELUdMefjrtN10AOrUfVKfttM5dbKV8+a9fSuD/RpeIKvOdevYS1TXFn1x+1GRX0e0tnybrb90iIj+jsFnrBBOxKNQ5PIvHJ+dJr+fiPqg8bdxQVHgs/m4l/Orp9wv3KUzG7crKBjrn3jRq7hb5veZWmk6TX8lYrk1iKXLvYyk5STs1bEYQD0DahwvRYk387EJPXGEVMLoz9u6o0jxwdfHz4LjUMj7vvHk91e9Vogicwrq58dbgv9UuDM2Wws3Drub/7x/Y8LQFH/HYmwaqbercVFJP3aldJhPZuKujp7MTYl5vRc5O4ymFK+d8tx6u6HbZ2dSCLzIuJkvpeLsxORyYl7xfB0f9P/K7uxND38rh1dz547v2Nb7+PK8mzl+gtnYTebinBIAA+sb4UbhyaRWW9/T8cnkuJXG146Sh3sObeuzo3kMCLyvetzcx3Mah+2GRiR5Ntox+jZFy4U7S7QcW0NeFT6VbheC2Ry4erbOTbzLiF7tdCbjtas829Ho1q0NocvsfsafX3i45MiJ6ctScUk5e2UPbkINpe/2AxNeOu/yKfVZX+862XJWsz5kDtY/vLnhUtegf+YPhUOq0ZEtma7dwqaUTclwqqRZHbmwTcqYy8zycoI1+aDnH87ksmfh55O+rUr5vc/Wu499nYl5i7Nnc6WihN2S1oA/wu3r841Do248zvl3c7HmpeUoBrhnRKhX9gyCe/DKNZlMfe9I6aU9zvzaQX+SN6MIS0T1K8+DatGkmMWpzP9Uy5xtLfq14ffte9wbz0re6vFIOJlzfb72x7tRUsAg91aC9drgTgLPctey02Jpr9S8NufJrMbuyMrQjpbXh8rrnQuTCW89cWRHCvmTOwX8tsiEmE3I+4ulscr+e1C0Lkp0m5ve29hb7UoFivi3qtztu9v69kfj/hbG+3zYmcZeDjPLi8vtecAAE8X/48EAGiiwgCgiQoDgCYqDACaqDAAaKLCAKCJCgOAJioMAJqoMABoosIAoIkKA4AmKgwAmqgwAGiiwgCgiQoDgCYqDACaqDAAaKLCAKCJCgOAJioMAJqoMABoosIAoIkKA4Cm56d/h9pzAICn6x82bJ+zTRfIjAAAAABJRU5ErkJggg==)**

**Result:**

Thus, the Program was executed and output found to be correct.

## Exp: 18 Write the Python to Implement Travelling

**Salesman Problem.**

#### Aim:

To write a python program to implement travelling salesman problem.

#### Algorithm:

Step 1: Initialize the best distance and best route to be infinity and an empty list, respectively. Step 2: Generate every possible permutation of the cities.

Step 3: For each permutation, calculate the distance of the path by summing the distances between each pair of consecutive cities in the permutation.

Step 4: Add the distance from the last city to the first city.

Step 5: If the calculated distance is shorter than the current best distance, update the best distance and best route.

Step 6: Return the best distance and best route.

#### Program:

import numpy as npdef tsp(cities): # Create a distance matrix

n = len(cities)

dist\_matrix = np.zeros((n, n)) for i in range(n):

for j in range(n): if i != j:

dist\_matrix[i][j] = np.linalg.norm(cities[i] - cities[j]) # Initialize variables

tour = [0]

unvisited\_cities = set(range(1, n)) total\_distance = 0

# Find the nearest unvisited city and add it to the tour while unvisited\_cities:

current\_city = tour[-1]

nearest\_city = min(unvisited\_cities, key=lambda city: dist\_matrix[current\_city][city]) tour.append(nearest\_city)

unvisited\_cities.remove(nearest\_city)

total\_distance += dist\_matrix[current\_city][nearest\_city] # Complete the tour by returning to the starting city tour.append(0)

total\_distance += dist\_matrix[tour[-2]][0] return tour, total\_distance

#### Output:

**![cap13.PNG](data:image/png;base64,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)**

**Result:**

Thus the Program was executed and the output was found to be Correct.

**Exp 19**

## Write the python program to implement A\* algorithm.

#### Aim:

To write a python program to implement A\* algorithm.

#### Algorithm:

Step1 :Initialize the open list with the starting node and the closed list as an empty set.

Step 2: Initialize the g score of the starting node to be 0 and the f score of the starting node to be the heuristic estimate of the distance to the goal.

Step 3: While the open list is not empty, select the node with the lowest f score and set it as the current node.

Step 4: If the current node is the goal node, return the reconstructed path.

Remove the current node from the open list and add it to the closed list.

Step 5: For each neighbor of the current node, calculate the tentative g score as the g score of the current node plus the distance between the current node and the neighbor.

Step 6: If the neighbor is already in the closed list, skip it.

Step 7: If the neighbor is not in the open list, add it and set its g score and f score.

Step 8 :If the neighbor is in the open list but the tentative g score is greater than or equal to its current g score, skip it.

Step 9 : Otherwise, update the came from dictionary, g score, and f score of the neighbor. Step 10 : Repeat steps 3-10 until the open list is empty.

If the goal node was never reached, return failure.

#### Program:

import heapq

def astar(start, goal, neighbors\_fn, heuristic\_fn): """

Find the shortest path from start to goal using A\* algorithm.

Arguments:

start: the starting node goal: the goal node

neighbors\_fn: a function that takes a node and returns its neighbors heuristic\_fn: a function that takes a node and returns the estimated

distance to the goal node

Returns:

A tuple containing the path from start to goal and its cost """

frontier = [] heapq.heappush(frontier, (0, start)) came\_from = {}

cost\_so\_far = {} came\_from[start] = None cost\_so\_far[start] = 0 while frontier:

\_, current = heapq.heappop(frontier) if current == goal:

break

for neighbor in neighbors\_fn(current): new\_cost = cost\_so\_far[current] + 1

if neighbor not in cost\_so\_far or new\_cost < cost\_so\_far[neighbor]: cost\_so\_far[neighbor] = new\_cost

priority = new\_cost + heuristic\_fn(neighbor, goal) heapq.heappush(frontier, (priority, neighbor)) came\_from[neighbor] = current

path = [goal] current = goal

while current != start:

current = came\_from[current] path.append(current)

path.reverse()

return path, cost\_so\_far[goal]

#### Output:

# Print the result print("Shortest path:", path) print("Cost:", cost)

In this example, we have a 5x5 grid where 0 represents passable cells and 1 represents obstacles. The grid\_neighbors function defines the neighbors of a node on the grid, considering only right, left, up, and down movements. The grid\_heuristic function calculates the Manhattan distance between two nodes on the grid.

By calling the astar function with the start and goal nodes, along with the grid\_neighbors and grid\_heuristic functions, we can find the shortest path from the start (0, 0) to the goal (4, 4) on the grid. The resulting path and cost are then printed.

#### Result:

Thus the Program was executed and the output was found to be Correct.

**Exp 20** :

## Write the python program for Map Coloring to implement CSP.

#### Aim:

To write a python program for map coloring to implement CSP.

#### Algorithm:

Initialize an empty assignment for the map coloring problem.

For each country in the map, add a variable X\_i to the assignment.

Define the constraints as pairs of adjacent countries, and add a constraint (X\_i, X\_j) to the CSP such that X\_i != X\_j.

Define the domain of each variable to be the set of available colors.

Call the Backtrack function to find a consistent assignment for the variables.

In the Backtrack function, check if the assignment is complete. If it is, return the assignment. Select an unassigned variable X\_i from the assignment.

For each value v in the domain of X\_i, check if it is consistent with the constraints and the assignment so far.

If it is, assign X\_i = v to the assignment and recursively call Backtrack with the new assignment.

If the result of Backtrack is not a failure, return the result.

If the result is a failure, remove the assignment X\_i = v and try the next value in the domain. If all values in the domain have been tried and failed, return failure.

#### Program:

from typing import Dict, List from itertools import product from copy import deepcopy

class CSP:

def init (self, variables: List[str], domains: Dict[str, List[str]], constraints): self.variables = variables

self.domains = domains self.constraints = constraints

def solve(self): assignments = {}

return self.backtrack(assignments)

def backtrack(self, assignments):

if len(assignments) == len(self.variables): return assignments

var = self.select\_unassigned\_variable(assignments)

for value in self.order\_domain\_values(var, assignments): new\_assignments = deepcopy(assignments) new\_assignments[var] = value

if self.is\_consistent(new\_assignments): result = self.backtrack(new\_assignments) if result is not None:

return result

return None

def select\_unassigned\_variable(self, assignments): for var in self.variables:

if var not in assignments: return var

def order\_domain\_values(self, var, assignments): values = self.domains[var]

return sorted(values, key=lambda value: self.get\_num\_conflicts(var, value, assignments))

def get\_num\_conflicts(self, var, value, assignments): conflicts = 0

for constraint in self.constraints:

if var in constraint and len(constraint) == 2:

other\_var = constraint[0] if constraint[1] == var else constraint[1] if other\_var in assignments and assignments[other\_var] == value:

conflicts += 1 return conflicts

def is\_consistent(self, assignments): for constraint in self.constraints:

if all(var in assignments for var in constraint):

if not self.satisfies\_constraint(assignments, constraint): return False

return True

def satisfies\_constraint(self, assignments, constraint): if len(constraint) == 2:

val1, val2 = assignments[constraint[0]], assignments[constraint[1]] return val1 != val2

else:

return True

def map\_coloring():

variables = ['WA', 'NT', 'SA', 'Q', 'NSW', 'V', 'T']

domains = {

'WA': ['r', 'g', 'b'],

'NT': ['r', 'g', 'b'],

'SA': ['r', 'g', 'b'],

'Q': ['r', 'g', 'b'],

'NSW': ['r', 'g', 'b'],

'V': ['r', 'g', 'b'],

'T': ['r', 'g', 'b']

}

constraints = [ ('WA', 'NT'),

('WA', 'SA'),

('NT', 'SA'),

('NT', 'Q'),

('SA', 'Q'),

('SA', 'NSW'),

('SA', 'V'),

('Q', 'NSW'),

('NSW', 'V')

]

csp = CSP(variables, domains, constraints) result = csp.solve()

if result is not None:

print(result) else:

print("No solution found")

map\_coloring()

#### output:

**![cap 14.PNG](data:image/jpeg;base64,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)**

**Result:**

Hence, the simple python program for Map Coloring to implement CSP is done

**Exp 21:**

## Write the python program for Tic Tac Toe game

#### Program:

# Tic Tac Toe game

board = [' ' for \_ in range(9)]

def print\_board():

row1 = '|'.join(board[0:3])

row2 = '|'.join(board[3:6])

row3 = '|'.join(board[6:9]) print(row1)

print('-' \* 5) print(row2) print('-' \* 5) print(row3)

def player\_move(icon): if icon == 'X':

player = 1 else:

player = 2

print("Player {}'s turn".format(player))

choice = int(input("Enter your move (1-9): ").strip()) if board[choice-1] == ' ':

board[choice-1] = icon else:

print("That space is already taken!")

def is\_victory(icon):

if (board[0] == icon and board[1] == icon and board[2] == icon) or \ (board[3] == icon and board[4] == icon and board[5] == icon) or \ (board[6] == icon and board[7] == icon and board[8] == icon) or \ (board[0] == icon and board[3] == icon and board[6] == icon) or \ (board[1] == icon and board[4] == icon and board[7] == icon) or \ (board[2] == icon and board[5] == icon and board[8] == icon) or \ (board[0] == icon and board[4] == icon and board[8] == icon) or \ (board[2] == icon and board[4] == icon and board[6] == icon): return True

else:

return False

def is\_draw():

if ' ' not in board: return True

else:

return False

while True: print\_board()

player\_move('X') if is\_victory('X'):

print("X Wins! Congratulations!") break

elif is\_draw(): print("It's a Draw!") break

print\_board() player\_move('O') if is\_victory('O'):

print("O Wins! Congratulations!") break

elif is\_draw(): print("It's a Draw!") break

output:
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Result:

Hence, the simple the python program for Tic Tac Toe game is done.

**Exp 22 :**

## Write the python program to implement Minimax algorithm for gaming.

##### Program:

# Define a function to evaluate the score of a game state def evaluate(state):

# This function should return a score that represents how good the state is for the current player

# A positive score means the current player is winning, and a negative score means the current player is losing

# Define the Minimax algorithm function def minimax(state, depth, player):

# If the game is over or the maximum depth has been reached, return the score of the current state

if depth == 0 or game\_over(state): return evaluate(state)

# If it's the current player's turn, maximize their score if player == "X":

best\_score = float('-inf')

for move in get\_possible\_moves(state): new\_state = make\_move(state, move, player) score = minimax(new\_state, depth - 1, "O") best\_score = max(best\_score, score)

return best\_score

# If it's the other player's turn, minimize their score else:

best\_score = float('inf')

for move in get\_possible\_moves(state): new\_state = make\_move(state, move, player) score = minimax(new\_state, depth - 1, "X") best\_score = min(best\_score, score)

return best\_score output:
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Result: Hence, the simple the python program to implement Minimax algorithm for gaming is done

## Exp23 : Write the Python Program to implement Alpha & Beta pruning algorithm for gaming.

**Aim :** To implement the apha and beta pruning algorithm

#### Program:

# Define a function to evaluate the score of a game state def evaluate(state):

# This function should return a score that represents how good the state is for the current player

# A positive score means the current player is winning, and a negative score means the current player is losing

# Define the Alpha-Beta pruning algorithm function

def alpha\_beta\_pruning(state, depth, alpha, beta, player):

# If the game is over or the maximum depth has been reached, return the score of the current state

if depth == 0 or game\_over(state): return evaluate(state)

# If it's the current player's turn, maximize their score if player == "X":

best\_score = float('-inf')

for move in get\_possible\_moves(state): new\_state = make\_move(state, move, player)

score = alpha\_beta\_pruning(new\_state, depth - 1, alpha, beta, "O") best\_score = max(best\_score, score)

alpha = max(alpha, score) if beta <= alpha:

break

return best\_score

# If it's the other player's turn, minimize their score else:

best\_score = float('inf')

for move in get\_possible\_moves(state): new\_state = make\_move(state, move, player)

score = alpha\_beta\_pruning(new\_state, depth - 1, alpha, beta, "X") best\_score = min(best\_score, score)

beta = min(beta, score) if beta <= alpha:

break

return best\_score

#### Output:
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**Result:** hence the python program to implement Apha & Beta pruning algorithm for gaming is done.

## Exp24 :Write the python program to implement Decision Tree

**Aim:** Implement decision tree Program:

# import necessary libraries

from sklearn.tree import DecisionTreeClassifier from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split from sklearn.metrics import accuracy\_score

# load the iris dataset iris = load\_iris()

# split the dataset into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(iris.data, iris.target, test\_size=0.3, random\_state=42)

# create a decision tree classifier clf = DecisionTreeClassifier()

# train the classifier on the training set clf.fit(X\_train, y\_train)

# make predictions on the testing set y\_pred = clf.predict(X\_test)

# calculate the accuracy of the classifier

accuracy = accuracy\_score(y\_test, y\_pred)

print("Accuracy:", accuracy)

#### cap 27.PNGoutput:

**Result:**

Hence the python program to implement Decision Tree is done.

**Exp 25:**

## Write the python program to implement Feed forward neural Network

**Aim:** To implement the forwad neural network

# Program:

# import necessary libraries

from keras.models import Sequential from keras.layers import Dense

from keras.optimizers import SGD from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

# load the iris dataset iris = load\_iris()

# split the dataset into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(iris.data, iris.target, test\_size=0.3, random\_state=42)

# create a feedforward neural network model = Sequential()

model.add(Dense(10, input\_dim=4, activation='relu')) model.add(Dense(3, activation='softmax'))

# compile the model sgd = SGD(lr=0.01)

model.compile(loss='categorical\_crossentropy', optimizer=sgd, metrics=['accuracy'])

# train the model on the training set

model.fit(X\_train, y\_train, epochs=50, batch\_size=10, verbose=1) # evaluate the model on the testing set

scores = model.evaluate(X\_test, y\_test, verbose=0) print("Accuracy: %.2f%%" % (scores[1]\*100)) **Output:**

The model is trained for 50 epochs using a batch size of 10. The training data (X\_train and y\_train) is used for training.

#### Result:

The above program was executed and output was verified.

**Exp 26** :

## Write a Prolog Program to Sum the Integers from 1 to n

#### Aim:

To sum the integers from 1 to n

#### Algorithm:

Step 1: sum(N, Result) :-

Step 2: N > 0, % Ensuring N is a positive integer Step 3:N1 is N - 1, % Decrementing N by 1

Step 4:sum(N1, SubResult), % Recursive call to sum the integers from 1 to N1

Step 5:Result is N + SubResult. % Adding N to the sum of integers from 1 to N1 to get the final result

#### Program:

sum(0,0). % base case: sum of 0 is 0

sum(N,Sum) :- N > 0, % recursive case: N is positive N1 is N - 1, % decrement N

sum(N1,Sum1), % recursively compute sum of 1 to N-1 Sum is Sum1 + N. % add N to the sum of 1 to N-1

?- sum(5,Sum). Sum = 15.

?- sum(10,Sum).

#### Output:

Sum = 55.

#### Result:

The above program was executed and output was verified.

## Exp 27: Write a Prolog Program for A DB WITH NAME, DOB.

**Aim:** to A DB ITH NAME ,DOB using python

#### Program:

% define some facts about people and their DOBs dob(john, date(1990, 5, 1)).

dob(jane, date(1985, 12, 10)).

dob(bob, date(1978, 2, 28)).

dob(sue, date(1995, 8, 15)).

dob(tom, date(2000, 4, 22)).

% define a predicate to look up a person's DOB by name lookup(Name, DOB) :-

dob(Name, DOB).

example query: lookup john's DOB

?- lookup(john, DOB). DOB = date(1990, 5, 1).

% example query: lookup sue's DOB

?- lookup(sue, DOB). DOB = date(1995, 8, 15).

#### Output:
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Result: Hence the Prolog Program for A DB WITH NAME, DOB is done.

## Exp 28 : Write a Prolog Program for STUDENT-TEACHER-SUB- CODE.

**Aim:** To find the student teacher code

#### Program:

% define some facts about teachers and their subject codes teaches(john, math).

teaches(jane, english). teaches(bob, science). teaches(sue, history). teaches(tom, art).

% define some facts about students and the subjects they are taking takes(alice, math).

takes(alice, science). takes(bob, english). takes(bob, science). takes(carol, history). takes(carol, art). takes(dave, math). takes(dave, english). takes(dave, art).

% define a predicate to look up the subject codes taught by a teacher teaching\_subjects(Teacher, Subject) :-

teaches(Teacher, Subject).

% define a predicate to look up the students taking a given subject taking\_students(Subject, Student) :-

takes(Student, Subject).

% example query: find the subjects taught by john

?- teaching\_subjects(john, Subject). Subject = math.

% example query: find the students taking science

?- taking\_students(science, Student). Student = alice ;

Student = bob.

% example query: find the students taking math and art

?- taking\_students(math, Student), taking\_students(art, Student).

#### Output:

Student = alice ; Student = dave ; Student = carol.

**Result:** Hence Prolog Program for STUDENT-TEACHER-SUB-CODE is done.

## Exp 29 Write a Prolog Program for PLANETS DB

#### Program:

% define some facts about planets and their properties planet(mercury, rocky, small, hot, closest\_to\_sun). planet(venus, rocky, small, hot, 2nd\_closest\_to\_sun). planet(earth, rocky, medium, temperate, 3rd\_closest\_to\_sun). planet(mars, rocky, small, cold, 4th\_closest\_to\_sun). planet(jupiter, gas\_giant, large, cold, 5th\_closest\_to\_sun). planet(saturn, gas\_giant, large, cold, 6th\_closest\_to\_sun). planet(uranus, ice\_giant, large, cold, 7th\_closest\_to\_sun). planet(neptune, ice\_giant, large, cold, 8th\_closest\_to\_sun).

% define a predicate to look up a planet's properties by name planet\_properties(Name, Type, Size, Temperature, Position) :-

planet(Name, Type, Size, Temperature, Position).

% example query: find the properties of earth

?- planet\_properties(earth, Type, Size, Temperature, Position). Type = rocky,

Size = medium, Temperature = temperate,

Position = 3rd\_closest\_to\_sun.% example query: find the planets that are gas giants

?- planet\_properties(Name, gas\_giant, \_, \_, \_). Name = jupiter ;

Name = saturn.

% example query: find the planets that are small and hot

?- planet\_properties(Name, \_, small, hot, \_).

#### Output:

Name = mercury ; Name = venus ; Name = mars

**Result:** Hence Prolog Program for PLANETS DB is done.

**Exp 30** :

# Write a Prolog Program to implement Towers of Hanoi

### Aim:

Write a Prolog Program to implement Towers of Hanoi

#### Algorithm:

If N is 1, it means we only have one disk to move. In this case, the program writes a message indicating the move from the source peg to the target peg.

If N is greater than 1, we divide the problem into three steps:

Move N-1 disks from the source peg to the auxiliary peg, using the target peg as the auxiliary.

Move the largest disk from the source peg to the target peg.

Move the N-1 disks from the auxiliary peg to the target peg, using the source peg as the auxiliary.

The program uses the write/1 predicate to print the moves to the console and the nl/0 predicate to insert a newline after each move.

To run the program, you can call the hanoi/4 predicate with the appropriate arguments. For example:

#### Program:

?- move(3,left,right,center).

Move the top disk from left to right Move the top disk from left to center Move the top disk from right to center Move the top disk from left to right Move the top disk from center to left Move the top disk from center to right Move the top disk from left to right true.

#### Output:

?- hanoi(3, 'A', 'B', 'C').

This will solve the Towers of Hanoi problem for 3 disks, where the source peg is 'A', the auxiliary peg is 'B', and the target peg is 'C'. The program will output the sequence of moves required to solve the problem.

#### Result:

The above program was executed successfully and output was found to be correct.

### Exp :31 Write a Prolog Program to print particular bird can fly or not. Incorporate required query

#### Aim:

To print particular bird can fly or not in corparative required query

#### Program:

% define some facts about birds and their properties bird(ostrich, cannot\_fly).

bird(penguin, cannot\_fly). bird(kiwi, cannot\_fly). bird(eagle, can\_fly). bird(pigeon, can\_fly). bird(sparrow, can\_fly).

% define a predicate to check if a bird can fly can\_fly(Bird) :-

bird(Bird, can\_fly).

% example queries

?- can\_fly(eagle). true.

?- can\_fly(ostrich). false.

?- bird(Bird, cannot\_fly). Bird = ostrich ;

Bird = penguin ; Bird = kiwi.

?- bird(Bird, can\_fly). Bird = eagle ;
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**Result:** Hence Prolog Program to implement Towers of Hanoi is done.

**Ex:32**

## Write the prolog program to implement family tree Pam, Liz, Ann and Pat are female, while Tom, Bob and Jim are male persons. Using this information, define the following relations: • Define the “mother” relation: • Define the

**“father” relation: • Define the “grandfather” relation: • Define the “grandmother” relation: • Define the “sister” relation • Define the “brother” relation**

**Aim:** To implement the family tree program

#### Program:

**% Facts about** the family members

female(pam). female(liz). female(ann). female(pat).

male(tom). male(bob). male(jim).

% Parent relations parent(tom, liz). parent(tom, bob). parent(pam, liz). parent(pam, bob). parent(bob, ann). parent(bob, pat).

parent(liz, jim).

% Mother relation mother(X, Y) :-

female(X), parent(X, Y).

% Father relation father(X, Y) :-

male(X),

parent(X, Y).

% Grandmother relation grandmother(X, Y) :-

female(X), parent(X, Z),

parent(Z, Y).

% Grandfather relation grandfather(X, Y) :-

male(X),

parent(X, Z),

parent(Z, Y).

% Sister relation sister(X, Y) :-

female(X), parent(Z, X),

parent(Z, Y), X \= Y.

% Brother relation brother(X, Y) :-

male(X),

parent(Z, X),

parent(Z, Y), X \= Y.

Output:
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Result: Hence Prolog Program to print particular bird can fly or not. Incorporate required queries is done.

## Exp 33:

**Write a Prolog Program to suggest Dieting System based on Disease.**

**Aim:** To suggest the dieting system based on diseases using python

#### Algorithm:

Define the facts that contain the diseases and their corresponding dieting systems. Define a rule that matches the disease with its dieting system.

Implement a predicate suggest\_diet/2 that takes a disease as input and returns the corresponding dieting system as output.

Inside the suggest\_diet/2 predicate, use the diet\_suggestion/2 predicate to retrieve the dieting system for the given disease.

If a dieting system is found, unify it with the second argument and display it as the output. If no dieting system is found for the given disease, display a default message indicating that

no specific dieting system was found**.**

#### Program:

% Define the foods and their properties food(apple, fruit, sweet, low\_calorie). food(banana, fruit, sweet, high\_calorie). food(carrot, vegetable, savory, low\_calorie). food(potato, vegetable, savory, high\_calorie). food(chicken, meat, savory, high\_protein). food(fish, seafood, savory, high\_protein). food(spinach, vegetable, savory, high\_iron). food(almonds, nut, savory, high\_fat).

% Define the recommended diet based on the disease diet(heart\_disease, [apple, carrot, chicken, fish, almonds]). diet(diabetes, [apple, carrot, fish, spinach, almonds]). diet(anemia, [spinach, chicken, fish, almonds]).

diet(obesity, [apple, carrot, fish, spinach]).

% Define the rules to suggest the diet based on the disease suggest\_diet(Disease, Diet) :-

diet(Disease, Diet). suggest\_diet(Disease, Diet) :-

diet(Disease, AllowedFoods),

findall(Food, (food(Food, \_, \_, \_), member(Food, AllowedFoods)), Diet).

% Sample queries and expected outputs

%

% Query: suggest\_diet(heart\_disease, Diet).

% Expected output: Diet = [apple, carrot, chicken, fish, almonds].

%

% Query: suggest\_diet(diabetes, Diet).

% Expected output: Diet = [apple, carrot, fish, spinach, almonds].

%

% Query: suggest\_diet(anemia, Diet).

% Expected output: Diet = [spinach, chicken, fish, almonds].

%

% Query: suggest\_diet(obesity, Diet).

% Expected output: Diet = [apple, carrot, fish, spinach].

#### Output:

?- suggest\_diet(hypertension, DietSuggestion).

DietSuggestion = "DASH (Dietary Approaches to Stop Hypertension) diet. Focus on fruits, vegetables, whole grains, lean proteins, and low-fat dairy products. Limit sodium, saturated fats, and added sugars."

#### Result:

Hence, its proved the program using Prolog.

## Exp 34: Write a Prolog program to implement Monkey Banana Problem

**Aim:** To implement the monkey banana problem using python

### Algorithm:

If the monkey is in the same location as the bananas, it has reached the goal state. If the monkey is in the same room as the box, it can move to the box.

If the monkey is on the box and the bananas are on the ceiling, it can climb the box to reach the bananas.

If the monkey is in the same room as the box and the bananas are on the ceiling, it can push the box to the room.

Implement a recursive search algorithm to find a sequence of moves that leads to the goal state

#### Program:

% Define the initial state and final state

initial\_state(state(at\_door, on\_floor, at\_window, has\_not\_eaten)). final\_state(state(\_, \_, \_, has\_eaten)).

% Define the possible actions and their effects

% Note: Action effects are expressed as changes to the state of the monkey

action(state(at\_door, on\_floor, at\_window, has\_not\_eaten), climb, state(at\_window, on\_window, at\_window, has\_not\_eaten)).

action(state(at\_window, on\_floor, at\_window, has\_not\_eaten), grasp, state(at\_window, on\_floor, at\_window, has\_eaten)).

action(state(at\_window, on\_window, at\_window, has\_not\_eaten), climb, state(at\_door, on\_window, at\_door, has\_not\_eaten)).

action(state(at\_door, on\_window, at\_door, has\_not\_eaten), walk, state(at\_middle, on\_floor, at\_middle, has\_not\_eaten)).

action(state(at\_middle, on\_floor, at\_middle, has\_not\_eaten), grasp, state(at\_middle, on\_floor, at\_middle, has\_eaten)).

action(state(at\_middle, on\_floor, at\_middle, has\_eaten), walk, state(at\_door, on\_floor, at\_door, has\_eaten)).

% Define a predicate to execute a sequence of actions

% Note: The last argument of the predicate is the final state of the sequence of actions execute\_actions(\_, [], FinalState) :- final\_state(FinalState). execute\_actions(CurrentState, [Action|Rest], FinalState) :-

action(CurrentState, Action, NextState), execute\_actions(NextState, Rest, FinalState).

% Define a predicate to solve the problem

% Note: The solution is expressed as a sequence of actions solve\_problem(ActionList) :-

initial\_state(InitialState), execute\_actions(InitialState, ActionList, FinalState), final\_state(FinalState).

% Sample query and expected output

%

% Query: solve\_problem(ActionList).

% Expected output: ActionList = [climb, grasp, climb, walk, grasp, walk].

#### Output:
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**Result:**

Hence Prolog program to implement Monkey Banana Problem is done.

**Exp 35:**

### Write a Prolog Program for fruit and its color using Back Tracking.

**Aim:** To identify fruits and its colors using back tracking in python program

#### Algorithm:

Define the facts that represent the relationship between fruits and their colors using the fruit\_color/2 predicate.

Define the find\_fruit\_color/2 predicate, which takes two arguments: Fruit and Color. In the find\_fruit\_color/2 predicate:

The base case is when the fruit\_color/2 predicate directly matches the Fruit and Color arguments. In this case, the predicate succeeds, and Prolog returns the fruit and its color.

The recursive case is when the fruit\_color/2 predicate matches the Fruit argument but the Color argument is different from the color of the fruit. In this case, the predicate backtracks and tries to find another fruit with a different color.

To find all possible fruits and their colors, query the find\_fruit\_color/2 predicate without providing any arguments.

##### Program:

% Define the possible fruits and their colors fruit(apple, red).

fruit(banana, yellow). fruit(grape, purple). fruit(orange, orange). fruit(watermelon, green).

% Define a predicate to match a fruit with its color match\_fruit\_color(Fruit, Color) :-

fruit(Fruit, Color).

% Define a predicate to find all fruits with a certain color

% Note: The color argument is expressed as a variable to enable backtracking fruits\_with\_color(FruitList, Color) :-

findall(Fruit, match\_fruit\_color(Fruit, Color), FruitList).

% Sample queries and expected outputs

%

% Query: match\_fruit\_color(apple, Color).

% Expected output: Color = red.

%

% Query: match\_fruit\_color(banana, Color).

% Expected output: Color = yellow.

%

% Query: match\_fruit\_color(pear, Color).

% Expected output: false.

%

% Query: fruits\_with\_color(FruitList, red).

% Expected output: FruitList = [apple].

%

% Query: fruits\_with\_color(FruitList, green).

% Expected output: FruitList = [watermelon].

%

% Query: fruits\_with\_color(FruitList, purple).

% Expected output: FruitList = [grape].

**Output:** Fruit = apple, Color = red ; Fruit = banana,

Color = yellow ; Fruit = grape, Color = purple ; Fruit = orange, Color = orange ;

Fruit = pear, Color = green ; false.

**Result:** Hence Prolog Program for fruit and its color using Back Tracking.

**Exp 36:**

## Write a Prolog Program to implement Best First Search algorithm

#### Aim:

To implement the best first search algorithm.

#### Algorithm:

Define the graph representation:

Use facts or rules to represent the edges between nodes in the graph. Each edge can have an associated cost.

Optionally, define a heuristic function for each node. Implement the Best First Search algorithm:

Define a predicate best\_first\_search(Start, Goal, Path) to perform the search.

The predicate takes the start node Start, the goal node Goal, and binds the resulting path to Path.

Inside the predicate, use an auxiliary predicate best\_first\_search\_aux(Queue, Goal, Visited, Path) to perform the actual search.

Queue represents the priority queue of nodes to explore, initially containing the start node. Visited keeps track of the visited nodes.

Path accumulates the current path from the start node to the current node. Base case:

If the goal node is the current node at the front of the queue, reverse the accumulated path and bind it to Path.

#### Program:

from queue import PriorityQueue v = 14

graph = [[] for i in range(v)]

# Function For Implementing Best First Search

# Gives output path having lowest cost

def best\_first\_search(actual\_Src, target, n): visited = [False] \* n

pq = PriorityQueue() pq.put((0, actual\_Src)) visited[actual\_Src] = True

while pq.empty() == False:

u = pq.get()[1]

# Displaying the path having lowest cost print(u, end=" ")

if u == target: break

for v, c in graph[u]:

if visited[v] == False: visited[v] = True pq.put((c, v))

print()

# Function for adding edges to graph def addedge(x, y, cost):

graph[x].append((y, cost))

graph[y].append((x, cost))

# The nodes shown in above example(by alphabets) are # implemented using integers addedge(x,y,cost); addedge(0, 1, 3)

addedge(0, 2, 6)

addedge(0, 3, 5)

addedge(1, 4, 9)

addedge(1, 5, 8)

addedge(2, 6, 12)

addedge(2, 7, 14)

addedge(3, 8, 7)

addedge(8, 9, 5)

addedge(8, 10, 6)

addedge(9, 11, 1)

addedge(9, 12, 10)

addedge(9, 13, 2)

source = 0

target = 9 best\_first\_search(source, target, v)

#### output:

**![cap 24.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXQAAAA+CAIAAAC0tXe6AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEHklEQVR4nO3bsUszZxzA8V+S/gUigkPb1I6C2Yo3nAR9twZeyPBmCCFbUe6dlLwEHHqLIBWdEpR3CyGDDgHBbK2EN0Ok2wUcq+0LRQiSXTBJhyQ2lfLeneevvly/Hxy8cI/Po3Bf7p7DSL/fv7+/FwB4VtF+v//SawAQQtHhcPjSawAQQtGXXgCAcCIuAFQQFwAqiAsAFcQFgAriAkAFcQGggrgAUEFcAKggLgBUEBcAKogLABXEBYAK4gJABXEBoIK4AFBBXACoIC4AVBAXACqICwAVxAWAiqBxuT0rLhnJ0de+43ugddbzeL5TSj5MtGQcep7qcv8po3r1zanpSpeeBnUblt8hQHgFisvtWXF1R+zTZqfd7BxlKuve+tJtWEbyRzHzfuZKvG122uOvavY4t9m4dR/Uq29aV9t1/6PS9kJ5PN1pwaxZ7hHsNqzXewtHoxXW7SuLvuB/LkhcLis7F+b2u/SciIgkNqpZqVRcr95efbe1dtosp+JPnjhhZqT98U/3E2fSB81yamZqVOtD13XUzXVbzPj8+GjOWDPcZ3JO9lrZ8lZiMm+xYNY++LmTA8ImQFy6v1/J8tp340tXnMNcTTxc8zPpg91xj56oV68cS3YlEeRnfMpifnu5tZMe3YU5pbTdzvwwKZRXc/EF+eM395ABoRUgLjcfW/L1t3Miow2RdakeZUTzippsu6RtKZy/XfQ9vHUshrnioWuzqd3OaeFqPblkJHNS7rQ3XEOWMDNSq9Ynv7tTsipycX3jd41AeAR+W9RtWEbyfbzu5QoM6GHb5Xy1tWoU634qdntWzNUkn/9+1tvJS+MNlHK+ZnnaCU5snG+L/Xq8oftzvGD6WB0QQl88fej8V6bs5V5nqu3mVFbG9zKqZlPv7PP0L7/20t6eVm7Piqs7F/mj5pan/l1W/j55catdFsPKlVY6bvdKs6ndTmpy0G1YknmlnVvgMxbgzmUuviBibmceriCnpboVMu3mui0LX2qUZbyX9M38w/Hiq6zv9Tkne63/6E8BfKaCPBaNNj5/Gj+eOIe52rL9xvdWyBM4Javi7b7Ad1lkFM0L+2TyIrnbeF+bennkaXnJXC1T9b8rBIRJ5O7uLsj40dUrIiLL9qmn10BOKZmr/fMjo3B+8OndkF59M223J0fZsutDioiIXO4bVuXRZ+5zPR7orU1TQ7wuDwizoHEBgH/F/xYBUEFcAKggLgBUEBcAKogLABXEBYAK4gJABXEBoIK4AFBBXACoIC4AVBAXACqICwAVxAWACuICQAVxAaCCuABQQVwAqCAuAFQQFwAqiAsAFdFIJPLSawAQQtFYLPbSawAQQtFolL4AeH5REYnFYvQFwPOKDIfD0XeDwaDf7z8cAkAQkUc1GQwGg8FgOBxSGQBB/AVNhYUPMk80JAAAAABJRU5ErkJggg==)**

**Result:**

Hence Prolog Program to implement Best First Search algorithm is done.

## Exp 37 : Write the prolog program for Medical Diagnosis.

#### Aim:

To find the Medical diagnosis using python program

#### Algorithm:

Define the symptoms and diseases as facts.

Create rules to establish the relationship between symptoms and diseases.

Implement a diagnosis predicate that checks if a patient has a specific disease based on their symptoms.

Run queries to determine the diagnosis for a given patient.

#### Program:

implement main

open core,string

clauses

run():-

console::init(),

succeed(). % place your own code here

domains

disease,indication = symbol

Patient,name = string

predicates

hypothesis (string,disease)

symptom (name,indication)

response (char)

go clauses

go :-

write("What is the patient's name? "),

readln(Patient),

hypothesis(Patient,Disease),

write(Patient,"probably has ",Disease,"."),nl.

go :-

write("Sorry, I don't seem to be able to"),nl,

write("diagnose the disease."),nl.

symptom(Patient,fever) :-

write("Does ",Patient," have a fever (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,rash) :-

write("Does ",Patient," have a rash (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,headache) :-

write("Does ",Patient," have a headache (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,runny\_nose) :-

write("Does ",Patient," have a runny\_nose (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,conjunctivitis) :-

write("Does ",Patient," have a conjunctivitis (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,cough) :-

write("Does ",Patient," have a cough (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,body\_ache) :-

write("Does ",Patient," have a body\_ache (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,chills) :-

write("Does ",Patient," have a chills (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,sore\_throat) :-

write("Does ",Patient," have a sore\_throat (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,sneezing) :-

write("Does ",Patient," have a sneezing (y/n) ?"), response(Reply),

Reply='y'.

symptom(Patient,swollen\_glands) :-

write("Does ",Patient," have a swollen\_glands (y/n) ?"), response(Reply),

Reply='y'.

hypothesis(Patient,measles) :- symptom(Patient,fever), symptom(Patient,cough), symptom(Patient,conjunctivitis), symptom(Patient,runny\_nose), symptom(Patient,rash).

hypothesis(Patient,german\_measles) :- symptom(Patient,fever), symptom(Patient,headache), symptom(Patient,runny\_nose), symptom(Patient,rash).

hypothesis(Patient,flu) :- symptom(Patient,fever), symptom(Patient,headache), symptom(Patient,body\_ache), symptom(Patient,conjunctivitis), symptom(Patient,chills), symptom(Patient,sore\_throat), symptom(Patient,runny\_nose), symptom(Patient,cough).

hypothesis(Patient,common\_cold) :- symptom(Patient,headache), symptom(Patient,sneezing), symptom(Patient,sore\_throat), symptom(Patient,runny\_nose), symptom(Patient,chills).

hypothesis(Patient,mumps) :- symptom(Patient,fever), symptom(Patient,swollen\_glands).

hypothesis(Patient,chicken\_pox) :-

symptom(Patient,fever), symptom(Patient,chills),

symptom(Patient,body\_ache),

symptom(Patient,rash).

hypothesis(Patient,measles) :-

symptom(Patient,cough),

symptom(Patient,sneezing),

symptom(Patient,runny\_nose).

response(Reply) :-

readchar(Reply),

write(Reply),nl.

end implement main goal

mainExe::run(main::run).

#### Output:

?- best\_first\_search(a, j, Path).

This will find the best path from node a to node j using the Best First Search algorithm and bind it to the Path variable.

#### Result:

Hence the prolog program for Medical Diagnosis is done.

#### Exp 38:

**Aim:**

## Write a Prolog Program for forward Chaining.

**Incorporate required queries.**

Forward chaining incorporate required queries using python

#### Algorithm:

Define the initial facts and rules.

Facts represent the initial knowledge or information.

Rules define the relationships between facts and can be used to derive new facts. Define the forward chaining predicate.

This predicate will be responsible for applying the rules to derive new facts. Implement the forward chaining predicate.

The forward chaining predicate should iterate over the rules and facts.

Check if each rule's conditions (antecedents) are satisfied by the available facts.

If a rule's conditions are satisfied, derive a new fact (consequent) and add it to the set of facts. Continue iterating until no new facts can be derived**.**

#### Program:

% Define the facts and rules bird(penguin) :- cannot\_fly. bird(eagle) :- can\_fly. cannot\_fly.

can\_fly :- has\_wings. has\_wings.

% Define the forward chaining rule infer(X) :- bird(X).

% Example queries

?- infer(penguin).

?- infer(eagle).

?- infer(crow).

Result: Hence its proved

Exp 39 : Write a Prolog Program for backward Chaining. Incorporate required queries. Aim: backward chainiag incorporative requird queries

Program:

% Define the facts and rules bird(penguin) :- cannot\_fly. bird(eagle) :- can\_fly. cannot\_fly.

can\_fly :- has\_wings. has\_wings.

% Define the backward chaining rules infer(X) :- bird(X).

infer(X) :- can\_fly, X = eagle. infer(X) :- cannot\_fly, X = penguin.

% Example queries

?- infer(crow).

?- infer(X).

#### Output:

To start the forward chaining process, you can query ?- forward chaining.. This will execute the forward chaining/0 predicate and derive new facts based on the given rules.

#### Result:

Hence back tracking verified.

**Exp 39 :**

## Write a Prolog Program for Backward Chaining.

**Incorporate required queries.**

#### Aim:

Forward chaining incorporate required queires using python

#### Algorithm:

Define the backward chaining algorithm: Implement a predicate that performs backward chaining by recursively evaluating rules and facts.

Define a base case: Determine the conditions under which the backward chaining process should terminate. This could be when the goal is satisfied or when no further inference is possible.

Implement the backward chaining predicate: Write a predicate that takes a goal as input and attempts to find a rule or fact that matches the goal. If a fact is found, the goal is considered satisfied. If a rule is found, recursively call the backward chaining predicate with the subgoals of the rule.

Query the goal: Use the backward chaining predicate to query a specific goal or set of goals. This will trigger the inference process and provide the desired output.

#### Program:

% Define the facts and rules bird(penguin) :- cannot\_fly. bird(eagle) :- can\_fly. cannot\_fly.

can\_fly :- has\_wings. has\_wings.

% Define the forward chaining rule infer(X) :- bird(X).

% Example queries

?- infer(penguin).

?- infer(eagle).

?- infer(crow).

Result: Hence its proved

Exp 39 : Write a Prolog Program for backward Chaining. Incorporate required queries. Aim: backward chainiag incorporative requird queries

Program:

% Define the facts and rules bird(penguin) :- cannot\_fly. bird(eagle) :- can\_fly. cannot\_fly.

can\_fly :- has\_wings. has\_wings.

% Define the backward chaining rules infer(X) :- bird(X).

infer(X) :- can\_fly, X = eagle. infer(X) :- cannot\_fly, X = penguin.

% Example queries

?- infer(crow).

?- infer(X).

#### Output:

**True**

#### Result:

Hence back tracking verified.

## Ex 40

**Create a Web Blog using Word press to demonstrate Anchor Tag, Title Tag, etc**.

**Aim:**

To use web blog sing python programming.

#### procedure:

* Install WordPress on a web server or on your local machine.
* Choose a theme that supports custom menus and widgets.
* Create a new page in WordPress and add some text to it.
* Use anchor tags to link to specific sections of the page by adding the anchor tag in the HTML editor. For example, to create an anchor tag for a section with an ID of "section1", you would use the following code:

<a href="#section1">Click here to go to Section 1</a>

* Use title tags to optimize your page for search engines by adding a title tag in the HTML editor. For example, to create a title tag for your page, you would use the following code:

#### Program:

<ul>

<li><a href="#manually-create-anchor-links-wordpress">How to Manually Create Anchor Links in WordPress</a></li>

<li><a href="#anchor-links-wordpress-plugin">How to Create Anchor Links in WordPress with a Plugin</a></li>

<li><a href="#anchor-links-wordpress-gutenberg">How to Create Anchor Links in WordPress with Gutenberg</a></li>

</ul>

<ul>

<li><a href="#manually-create-anchor-links-wordpress">How to Manually Create Anchor Links in WordPress</a></li>

<li><a href="#anchor-links-wordpress-plugin">How to Create Anchor Links in WordPress with a Plugin</a></li>

<li><a href="#anchor-links-wordpress-gutenberg">How to Create Anchor Links in WordPress with Gutenberg</a></li>

</ul>

**<title>My Blog Page Title</title>**

* **Publish the page and test the anchor tag links to make sure they work corr**ectly.
* Add more pages to your WordPress site and use anchor tags and title tags as needed.

**Output:**
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#### Result:

Hence Web Blog using Word press to demonstrate Anchor Tag, Title Tag, etc. Web Blog using Word press to demonstrate Anchor Tag, Title Tag, etc is done.