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**Evolving Artificial Neural Networks to Play Games**

**Problem Definition**

Use genetic algorithms to gradually improve generations of artificial neural networks

**Introduction**

In this project we make use of artificial neural networks and genetic algorithms to develop a network that can successfully play a simple 2D game. The game is called CartPole and revolves around a simulation of a cart on a track with a pole balanced on top of it. The goal of the game is to keep the pole upright by moving the cart. The longer it stays upright, the higher your score. The network takes four observations from the environment at any time and must decide whether to push the cart in the left or the right direction. The observations describe the carts position, the carts velocity and the poles angle and the velocity of the pole at the tip. The game ends when the pole falls below a certain angle, the cart reaches the game boundaries, or the maximum number of steps have been reached.

We use multiple generations of many artificial neural networks. New generations are made using crossover and mutation algorithms and careful selection of parent networks. We must choose the parameters and method implementations that efficiently performs this generational evolutionary learning process. Hopefully, the networks will increase in ability to play the game and the outcome will be a high-performance network.

**Participation in Project**

|  |  |
| --- | --- |
| ***Ronny Wathne***  Discussion of final code and choice of methods  Report writing  Planning of presentation  Preparation for presentation  ***Kristian Fredrik Molina***  Initial discussions and planning of project  Organising group communication  Discussion of final code and choice of methods  Preparation for presentation  ***Ivica Kostric***  Initial discussions and planning of project  Wrote and implemented final version of code with classes and methods  Discussion of final code and choice of methods  Testing different implemented genetic algorithms  Planning of presentation | ***Andreas Nesse***  Initial discussions and planning of project  Wrote preliminary code script - following assignment suggestions  Discussion of final code and choice of methods  Report writing  Planning of presentation and preparing structure of presentation  ***Clement Couronne***  Review of code  Preparation for presentation |

**Process**

We initially met and discussed the project. We decided to work in GitHub and code separately in different branches at first. Some preliminary code was written using just functions to run the training, simulation and generating new generations of ANNs. This code followed the suggestions in the assignment text closely. Eventually a class-based solution was implemented instead, that also diverged somewhat from the suggested approach. After most of the coding work was done, we met to discuss choices made in the code, the different implemented methods, further testing to be done and planning of the presentation and the report. The code was further updated, testing was carried out and the report was written, describing the project and summarizing the results.

**Included in Project Submission**

3 scripts holding the necessary classes to run the project

* genetic\_algorithm.py
* neural\_network.py
* dna.py

1 script for defining parameters and running the entire project

* run.py

**Our Solution to the Problem – A Brief Description of the Code**

There are three scripts containing the classes necessary to run this project. GA is a class that stores all networks in one generation, simulates them, stores rewards and the best networks for each generation, chooses parents and creates new child generations. The classes Entities and ANN initialize the individual artificial neural network objects. The DNA creates an object with the necessary genetic algorithm methods we will use to create child networks from the chosen parents.

In the run.py script, there is a main function for running the entire project, and all the parameters are defined here. The descriptions of the classes and their methods are not exhaustive. For more information, the methods in the scripts also contains docstrings explaining their use and abilities.

The GA class creates an object that contains everything we need to run the multiple generation learning process. It contains every artificial neural network in a generation at any time, holds the object containing the genetic algorithm methods, stores the fitness measures over time and the best networks for every generation. It has methods of its own to create new generations, run simulations and calculate the fitness for the ANNs in every generation. It also has functions for reporting results, running and rendering simulations for the best resulting network and the average network for one run of the multigenerational process.

The ANN class is a subclass of the MLPClassifier SciKit-Learn class. In addition to the features of MLPClassifier, it also stores the parameters passed to it through an Entities object. It has methods for returning its weights and biases, cloning itself, useful when creating new child ANNs. Lastly, the method run\_simulation() will perform the simulation itself, by receiving observations for every step, and predicting the next step. This simulation can be rendered if that is desirable and is limited by the maximum number of iterations passed to it. It will also end if the network fails to keep the pole upright or the cart hits the boundaries.

The Entities class is a helper class holding the parameters common to all the networks that we have defined from the start. It also has a method for creating the ANNs that pass the properties of the Entities object to the new ANN object.

The DNA class contains the genetic algorithms we use in the project. It stores parameters related to method choice and configurations and mutation rate. These are the functions used to create two new children ANNs from two parent ANNs. The combine()-method oversees the crossover and mutation algorithms and returns the new child weights and biases.

The methods handling the mutation use the mutation rate as a probability that any weight or bias will mutate. The mutation itself can be done in multiple ways. Our implementation can set the mutated weight or bias to zero, make a new permutation of the weights and biases to be mutated, add a uniformly distributed number between in the range [-1, 1], or add a normally distributed number, with expectation 0 and standard deviation 1.

The methods handling the crossover also has multiple opportunities for different configurations. The crossover algorithm performs the operations on two sets of weights and biases from two parent ANNs and produces a new set for the child ANNs. There are three versions of the crossover algorithm implemented:

* One-point crossover

On each row of correlating weights or biases for both ANNs, there is a split set at a random index, and the weights before this switches place between the two ANNs.

* Two-point crossover

Similar as one-point crossover, but two splits are made and the data between these points is exchanged between the ANNs.

* Uniform crossover

This uses a random number to give a 50% chance for any weight or bias to switch place with its corresponding weight or bias in the other ANN.

While the weights and biases belong to ANNs, the crossover and mutation algorithms themselves only act on lists of arrays containing the weights and biases belonging to ANNs.

There exists an option for unravelling the weights and the biases between/on a layer and making a crossover on the entire set of weights or biases. The parameter indicating this is stored as a property of the DNA object and is called crossover\_ravel and set to False as default.

The run script contains the parameters and a function for running the project. The environment is initialized here, and you can choose whether to render the game during the training.

In the run script, parameters can be changed to run the procedure in many different configurations, but in the result section we will discuss our choices for the methods we ended up setting in the final version of the run script. This becomes our preferred configuration.

**Results**

We wrote a script for testing our algorithm with many different configurations of parameters and choices of methods. We ran the entire process using 10 generations of 50 networks per generation.

From this we could see that especially the activation function and the network structure play a large role in how the algorithm will perform. We settled on using a different activation function than the rectifier function (ReLU) that was recommended in the assignment text. We found that using the hyperbolic tangent function (tanh) gave the best results in combination with other sound parameter choices. This gave us consistent results and quick convergence.

We also found that the network seemed to perform slightly better with a reduced number of nodes in the hidden layer. In fact, having a single node in the hidden layer seemed to work just as well even though this becomes less of a network. We still decided to go with using one node because it is simpler.

The choices and parameters for the crossover and mutation methods are also important. The mutation algorithm seems to have a bigger impact. This could be due to the small size of our network and the small number of coefficients to change. All the implemented mutation methods work, but the best result seems to be by adding a small number to the weight or bias that is to be mutated. This number is normally distributed . As far as the crossover, we use single-point crossover, and we do not unravel the weights and biases, but make the divide on each row of the matrix, if there exists one.

The mutation rate has a bigger impact than the method itself. If the rate is to low, the solution space is poorly explored. With a mutation rate too high, we might undo any advances we have done. Because of this we settled on using a function that sets the mutation rate according to the average score of the parent networks. That way a network with low scoring parents is changed more drastically, and we get to explore the solution space. The children of better scoring networks are more protected from mutations that might ruin a good solution.

To summarize, we include a graph showing a typical result from using these parameters.

![](data:image/png;base64,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)

***Parameters***

*Activation function:* tanh

*Hidden layer size:* 1

*Crossover method:* Single point

*Mutation method:* Adding normally distributed number .

*Mutation rate:* 5/average parental score

**Sources:**

Sources used to gather information on methods implemented in our code

* Davidrajuh, R. “Genetic Algorithms - I”, Lecture slides, Spring 2015
* Chakravorty, A. “Genetic Algorithms #L13”, Lecture slides, 23.03.2017
* “Genetic algorithm” Wikipedia.org <https://en.wikipedia.org/wiki/Genetic_algorithm>
* “Crossover (genetic algorithm)” Wikipedia.org <https://en.wikipedia.org/wiki/Crossover_(genetic_algorithm)>
* “Mutation (genetic algorithm)” Wikipedia.org <https://en.wikipedia.org/wiki/Mutation_(genetic_algorithm)>
* “Activation function” Wikipedia.org <https://en.wikipedia.org/wiki/Activation_function>