**============================= ТЕОРІЯ ==============================**

**1. Об’єкти**

Об'єкти в JavaScript поєднують в собі два важливих функціонали. Перший - це асоціативний масив: структура, придатна для зберігання будь-яких даних; другий - можливості для об'єктно-орієнтованого програмування.

Порожній об'єкт може бути оголошено за допомогою одного з двох синтаксисів: за допомогою конструктора та за допомогою літералу.

**var змінна = new Object (); // за допомогою конструктора**

**var змінна = {}; // за допомогою літералу**

Об’єкти призначені для опису властивостей та функціональних можливостей сутностей, з якими працюємо у програмі.

Об'єкт можна заповнити значеннями при створенні, вказавши їх у фігурних дужках:

**{ властивість1: значення1,**

**властивість2: значення2,**

**...**

**властивістьN: значенняN**

**}**

Приклад

|  |  |
| --- | --- |
| Опис користувача | Програмна реалізація |
| Властивості   * ім’я * прізвище * вік | var user = {  name: "Іван",  surname: "Петров",  age: 25  }; |

Приклад

|  |  |
| --- | --- |
| Опис учня | Програмна реалізація |
| Властивості   * Ім’я * Клас * Оцінки з 3-х предметів | var pupil = {  name: "Ivan",  class\_: "8B",  marks: [10, 11, 12],  } |

Доступ до властивостей (полів) здійснюється за іменем властивості. Для звертання до властивостей використовується уточнюючий запис через оператор «крапка»: об'єкт.властивість. Ім'я властивості при уточнюючому записі повинне бути правильним ідентифікатором.

Також існує альтернативний синтаксис звертання до властивості за індексом: об'єкт['властивість']. Звертання user['name'] еквівалентне user.name. Як індекс можна використати змінну: об'єкт[property]. Змінна property повинна містити ім'я властивості. При звертанні через індекс можна використовувати будь-який рядок. Якщо використано значення іншого типу, то воно буде автоматично приведене (перетворено) до рядка.

Звертання до властивості через оператор «крапка» використовується, якщо ми на етапі написання програми вже знаємо назву властивості. А якщо назва властивості буде визначена тільки в ході виконання програми, наприклад, введена користувачем і записана в змінну, то єдиний вихід звертання за індексом.

Основні операції над об'єктами:

Присвоєння значення властивості виконується як звичайне присвоєння:

**об’єкт.властивість = значення;**

Якщо в об’єкта дана властивість вже є, то змінюється її значення, якщо ж властивості немає, то вона додається. В результаті виконання наступного коду створюються два ідентичні об’єкти.

//Опис 1 (одразу вказуємо властивості і їх значення)

var test1 = {

**field1**:123,

**field2**:true

}

//Опис 2 (спочатку об’єкт порожній, а вже потім додаємо властивості

var test1 = {}; 🡨 створення порожнього об’єкту

test1.**field1** = 123; 🡨 додали нову властивість **field1**

test1[**'field2'**] = true; 🡨 додали нову властивість **field2**

Видалення властивостей за іменем здійснюється за допомогою спеціального оператора **delete**:

**delete об’єкт.властивість**

// Приклад

**delete** test1.field2;

Якщо такої властивості в об’єкта нема, то оператор не робить нічого.

Перевірка існування властивості з певним іменем здійснюється за допомогою оператора **in**. Його синтаксис наступний:

**"властивість" in об’єкт**

// Приклад

var person = {

name:”Ivan”

};

if ("name" in person) { 🡨 "name" in person == true (бо властивість "name" існує)

alert ("Властивість ім’я існує!");

}

if ("age" in person) { 🡨 "age" in person == false (бо властивість "age" не існує)

alert ("Властивість вік існує!");

}

Також можна використовувати інший спосіб - порівняння значення з undefined. В JavaScript можна звернутися до будь-якої властивості об'єкта, навіть якщо її не існує. Якщо властивість не існує, то повернеться значення undefined. Порівняння з undefined не працює, якщо значення властивості рівне undefined. А оператор in гарантує завжди правильний результат.

Для перебору всіх властивостей об'єкта використовується цикл за властивостями:

**for (властивість in об’єкт) {**

**// що робити з об’єкт[властивість] ...**

**}**

Приклад

var user = {

name: "Іван",

surname: "Петров",

age: 25

};

for (var **propertyName** in user) {

document.write(**propertyName** + " - " + user[**propertyName**]);

document.write("<br>");

}

Результат
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Задача. Для рядка тексту вивести на екран кількість входжень кожної літери (побудувати об’єкт, у якому поля – літери, а значення – кількість входжень).

function getDiffLetters(text) {

var diffLetters = { };

for (var i = 0; i < text.length; i++) {

if (text[i] in diffLetters) {

diffLetters[text[i]]++;

}

else {

diffLetters[text[i]] = 1; }

}

return diffLetters;

}

//-----------------

var letters = getDiffLetters("HELLO");

for (var c in letters) {

document.write(c + " : " + letters[c]);

document.write("<br>");

}

![](data:image/png;base64,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)

***Методи об’єктів***

Об’єкти реальної дійсності характеризуються не тільки деякими властивостями а й функціональними можливостями (діями, що може виконати сам об'єкт, або можна виконати над об’єктом). Функціональні можливості об’єкта описують за допомогою методів (властивостей – функцій).

Приклад.

|  |  |
| --- | --- |
|  |  |
| Властивості   * ім’я * прізвище * вік   **Функціональні можливості**   * **вивести привітання** * **попрощатися** | var user = {  //------ Властивості ------  name: "Іван",  surname: "Петров",  age: 25,  //------- Методи ------  sayHi: function () {  alert('Привіт!');  },  sayBye: function () {  alert('До побачення!');  }  }; |

Виклик методів здійснюється як і властивостей за допомогою оператора крапка «.»

|  |  |
| --- | --- |
| Загальний вигляд | Приклад |
| Об’єкт . метод(*список фактичних параметрів*) | user.sayHi();  user.sayBye(); |

Властивості-функції (*методи*) об'єктів можна додавати і видаляти в будь-який момент, в тому числі і явним присвоєнням:

//---- Опис об’єкта ------

var user = {

   name: 'Василь'

};

//------ Додавання методу -------

user.sayHi = function () {

   alert('Привіт!');

};

user[‘satHi’]= function () {

   alert('Привіт!');

};

//------ Виклик методу -------

user.sayHi();

Для повноцінної роботи метод повинен мати доступ до даних об'єкта. Зокрема, метод user.sayHi() може вивести ім'я користувача. Для доступу до об'єкта з методу використовується ключове слово **this**. Значення this називається *контекстом виклику* і буде визначено в момент виклику функції. Значенням this є об'єкт, в контексті якого викликаний метод, наприклад:

var user = {

   name: 'Василь',

   sayHi: function () {

    alert (**this.name**);

   }

};

user.name=’Ivan’

var s=12;

// Виклик методу

user.sayHi();

Тут при виклику функції user.sayHi() в this буде зберігатися посилання на поточний об'єкт user.

В даному випадку замість this можна було б і використовувати і змінну: alert(user.name), але об'єкт user може бути кудись переданий, змінна user перезаписана і т.п. Використання this гарантує, що функція працює саме з тим об'єктом, в контексті якого викликана.

Приклад.

|  |  |
| --- | --- |
| Опис учня | Програмна реалізація |
| Властивості   * Ім’я * Клас * Оцінки з 3-х предметів   Методи (дії)   * Знаходження середнього * Перетворення у string | var pupil = {  name: "Ivan",  class\_: "8B",  marks: [10, 11, 12],    toString: function () {  return this.name + ", " +  this.marks + ", оцінки:" +  this.marks;  },  getAverage: function () {  var s = 0;  for (var i = 0; i < this.marks.length; i++)  {  s += this.marks[i];  }  return s / this.marks.length;  } |

**-----------------------------------------------------------------------------**

**2. Конструктори**

Оголошення об’єкта за допомогою літералу {...} дозволяє створити один об'єкт. Але зазвичай потрібно створювати багато однотипних об'єктів. Для цього використовують функції, викликаючи їх за допомогою спеціального оператора **new**. У JavaScript конструктором стає будь-яка функція, викликана через оператор **new**.

Наприклад:

function Animal(name) {

this.name = name; // властивість, для подання назви тваринки

}

var animal = new Animal("їжачок");

В результаті виклику new Animal("їжачок"); отримуємо такий об'єкт:

var animal = {

name: "їжачок"

}

Технічно, будь-яку функцію можна викликати за допомогою оператора new. Але при цьому вона працює дещо іншим чином.

Алгоритм роботи функції, запущеної через оператор **new**:

1. Автоматично створюється новий порожній об'єкт.
2. Ключове слово **this** отримує посилання на цей об'єкт.
3. Функція виконується. Як правило, вона модифікує **this**, додає методи, властивості.
4. Повертається **this**.

Так, наприклад, при виклику new Animal відбувається наступне:

function Animal(name) {

// this = {}

// в this записуються поля, властивості та методи

this.name = name;

// return this

}

Як правило, конструктори нічого не повертають. Їх завдання - записати все, що потрібно, в **this**, який автоматично стане результатом. У JavaScript дозволено явний виклик **return**. Такі функції-конструктори називаються *фабричними*. У фабричних функціях-конструкторах застосовується просте правило:

* при виклику **return** з об'єктом, буде повернуто цей об’єкт, а не **this**;
* при виклику **return** з примітивним значенням, воно буде відкинуте.

Наприклад:

function BigAnimal() {

this.name = "Миша";

return { name: "Годзила" }; // повертаємо об’єкт

}

alert( new BigAnimal().name ); // Годзила // отримали об’єкт замість this

function BigAnimal() {

this.name = "Миша";

return "Годзила"; // повертаємо примітив

}

alert( new BigAnimal().name ); // Миша // отримали this

Окрім властивостей конструктор може містити також методи.

Наприклад, new User(name) створює об'єкт із заданим значенням властивості name і методом sayHi:

function User(name) {

this.name = name;

this.sayHi = function() {

alert( "Моє ім’я: " + this.name );

};

}

// Використання

var ivan = new User("Іван");

ivan.sayHi(); // Моє ім’я: Іван

Приклад. Прямокутник

<script>

function Rect(a, b) {

//---- Унікальні (у кожного об'єкта вони свої)

this.a = a;

this.b = b;

}

//------ Статичні поля (спільні для усіх)

Rect.Scale = 10;

//------- Властивості-методи

Rect.prototype.S = function () {

return this.a \* this.b \* Rect.Scale;

}

//---------------

var obj = new Rect(2,3);

document.write("s=" + obj.S());

Rect.c = 6;

var obj2 = new Rect(1, 5);

document.write("<br>s2=" + obj2.S());

//-----------------

Rect.prototype.P = function () {

return 2 \* (this.a + this.b);

}

//--------------------

document.write("<br>p2=" + obj2.P());

=========================== ПРАКТИКА =======================

Задача. Створити об’єкт «Діапазон»

|  |  |
| --- | --- |
| Діапазон |  |
| Поля (властивості) | Нижня межа  Верхня межа |
| Методи (дії) | Перевірка того, чи належить діапазону  Генерування випадкового числа з вказаного діапазону |

        function Range(pstart,pend) {

            //Ті властивості, які у об"єктів можуть бути різні

            this.start=pstart

            this.end=pend

        }

        //----------- Описуємо властивості, які у всіх об"єктів однакові

        Range.prototype.includes=function(mum){

                return num>=this.start && num<=this.end

            }

        Range.prototype.getRandNum=function(){

                return Math.floor(this.start+Math.random()\*(this.end-this.start+1))

            }

        Range.prototype.f1=function(){

            alert("----- Range  -----")

        }

Задача. Створити об’єкт «Клієнт»

|  |  |
| --- | --- |
| Клієнт |  |
| Поля(властивості) | ПІБ  Номер рахунку  Кількість коштів |
| Методи (дії) | Зняття грошей з рахунку  Додавання грошей на рахунок |

    <script>

        function Сlient(name,account,money) {

            //Ті властивості, які у об"єктів можуть бути різні

            this.name=name

            this.account=account

            this.money=parseFloat(money)

        }

        //----------- Описуємо властивості, які у всіх об"єктів однакові

        Сlient.prototype.getMoney=function(amount){

            if(amount<=this.money)

            {

                this.money-amount

                return true

            }

            else

                return false

        }

        Сlient.prototype.putMoney=function(amount){

                this.money+=amount

        }

        Сlient.prototype.toString=function(){

            return `${this.name} - ${this.money}`

        }

        //-------------------------

        const cl1=new Сlient('Ivanov I.I.','sdsd232edsd','30000')

        document.write(cl1+'<br>')

        cl1.putMoney(500)

        document.write(cl1+'<br>')

    </script>

Задача. Створити об’єкт «Гральний кубик»

|  |  |
| --- | --- |
| Гральний кубик |  |
| Поля(властивості) | Кількість граней |
| Методи (дії) | Перевірка того, чи належить діапазону  Генерування випадкового числа з вказаного діапазону |

<script>

var gameCube = {

//------ Властивості-поля ------

edgesCount:6,

//------- Властивості-Методи ------

isNumberCorrect: function (number) {

return (number >= 1 && number <= this.edgesCount);

},

getRandomNumber: function () {

return 1 + Math.floor(Math.random() \* 6);

}

};

//------------------

var score1 = gameCube.getRandomNumber();

var score2 = gameCube.getRandomNumber();

document.write(`${score1} - ${score2}`);

</script>

//------------------------------------- Реалізації з використанням функції-конструктора

//===================================

function Dice(faceNumber,attemptNumber) {

//------ Всередині функції-коструктора описуємо поля

this.faceNumber=faceNumber

this.attemptNumber=attemptNumber

}

//----------- Методи додаємо у prototype

Dice.prototype.toString=function(){

return `faceN=${this.faceNumber} , attemptN=${this.attemptNumber}`

}

Dice.prototype.getRandomNumber=function(){

return 1+Math.floor(Math.random()\*this.faceNumber)

}

Dice.prototype.getScore=function(){

let s=0;

for (let i = 0; i < this.attemptNumber; i++) {

s+=this.getRandomNumber()

}

return s/this.attemptNumber

}

//------------------------------

let dice= new Dice(6,3)

let score1 = dice.getScore()

document.write(`Score1 = ${score1}`)

Задача. Створити об’єкт «Рулетка»

|  |  |
| --- | --- |
| Рулетка |  |
| Поля(властивості) | Масив, у якому зберігаються бали ігрового барабану |
| Методи (дії) | Метод для випадкового визначення кількості балів  Виведення ігрового барабану на екран (у формі таблиці) |

Задача. Створити об’єкт «Тир». У масиві зберігаються 1, якщо у цьому квадраті є заєць і 0 в іншому випадку.

|  |  |
| --- | --- |
| Тир |  |
| Поля(властивості) | Масив, у якому зберігається поле з зайцями |
| Методи (дії) | Метод пострілу (задається позиція пострілу)  Виведення ігрового поля |

Задача. Створити об’єкт «Авто».

|  |  |
| --- | --- |
| Авто |  |
| Поля(властивості) | Марка  Розмір бака  Кількість наявних літрів  Кількість місць  Кількість пасажирів |
| Методи (дії) | Заправка на вказану кількість літрів  Виведення кількості пасажирів  Додавання пасажирів  Висадка пасажирів |