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**Code:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Collections;

using System.IO;

namespace sessional11

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button\_click(object sender, EventArgs e)

{

//taking user input from rich textbox

string userInput = File.ReadAllText("C:\\Users\\HP\\Desktop\\file.txt");

//List of keywords which will be used to seperate keywords from variables

List<String> keywordList = new List<String>();

keywordList.Add("int");

keywordList.Add("float");

keywordList.Add("while");

keywordList.Add("main");

keywordList.Add("if");

keywordList.Add("else");

keywordList.Add("new");

keywordList.Add("double");

//row is an index counter for symbol table

int row = 1;

//count is a variable to incremenet variable id in tokens

int count = 1;

//line\_num is a counter for lines in user input

int line\_num = 0;

//SymbolTable is a 2D array that has the following structure

//[Index][Variable Name][type][value][line#]

//rows are incremented with each variable information entry

String[,] SymbolTable = new String[20, 6];

String[,] HashTable = new string[20, 6];

List<String> varListinSymbolTable = new List<String>();

//Input Buffering

ArrayList finalArray = new ArrayList();

ArrayList finalArrayc = new ArrayList();

ArrayList tempArray = new ArrayList();

char[] charinput = userInput.ToCharArray();

//Regular Expression for Variables

Regex variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

//Regular Expression for Constants

Regex constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

//Regular Expression for Operators

Regex operators\_Reg = new Regex(@"^[-\*+/><&&||=]$");

//Regular Expression for Special\_Characters

Regex Special\_Reg = new Regex(@"^[.,'\[\]{}();:?]$");

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

Match Match\_Special = Special\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success || Match\_Operator.Success || Match\_Special.Success || charinput[itr].Equals(' '))

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals('\n'))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

}

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

// Final Array SO far correct

tokens.Clear();

symbol.Clear();

//looping on all lines in user input

for (int i = 0; i < finalArray.Count; i++)

{

String line = finalArray[i].ToString();

//tfTokens.AppendText(line + "\n");

char[] lineChar = line.ToCharArray();

line\_num++;

//taking current line and splitting it into lexemes by space

for (int itr = 0; itr < lineChar.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(lineChar[itr] + "");

Match Match\_Constant = constants\_Reg.Match(lineChar[itr] + "");

Match Match\_Operator = operators\_Reg.Match(lineChar[itr] + "");

Match Match\_Special = Special\_Reg.Match(lineChar[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(lineChar[itr]);

}

if (lineChar[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success || Match\_Special.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

finalArrayc.Add(lineChar[itr]);

}

}

if (tempArray.Count != 0)

{

String fina = "";

for (int k = 0; k < tempArray.Count; k++)

{

fina += tempArray[k];

}

finalArrayc.Add(fina);

tempArray.Clear();

}

// we have asplitted line here

for (int x = 0; x < finalArrayc.Count; x++)

{

Match operators = operators\_Reg.Match(finalArrayc[x].ToString());

Match variables = variable\_Reg.Match(finalArrayc[x].ToString());

Match digits = constants\_Reg.Match(finalArrayc[x].ToString());

Match punctuations = Special\_Reg.Match(finalArrayc[x].ToString());

if (operators.Success)

{

// if a current lexeme is an operator then make a token e.g. < op, = >

tokens.AppendText("< op, " + finalArrayc[x].ToString() + "> ");

}

else if (digits.Success)

{

// if a current lexeme is a digit then make a token e.g. < digit, 12.33 >

tokens.AppendText("< digit, " + finalArrayc[x].ToString() + "> ");

}

else if (punctuations.Success)

{

// if a current lexeme is a punctuation then make a token e.g. < punc, ; >

tokens.AppendText("< punc, " + finalArrayc[x].ToString() + "> ");

}

else if (variables.Success)

{

// if a current lexeme is a variable and not a keyword

if (!keywordList.Contains(finalArrayc[x].ToString())) // if it is not a keyword

{

// check what is the category of varaible, handling only two cases here

//Category1- Variable initialization of type digit e.g. int count = 10 ;

//Category2- Variable initialization of type String e.g. String var = ' Hello ' ;

Regex reg1 = new Regex(@"^(int|float|double)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s([0-9]+([.][0-9]+)?([e][+|-]?[0-9]+)?)\s(;)$"); // line of type int alpha = 2 ;

Match category1 = reg1.Match(line);

Regex reg2 = new Regex(@"^(String|char)\s([A-Za-z|][A-Za-z|0-9]{0,10})\s(=)\s[']\s([A-Za-z|][A-Za-z|0-9]{0,30})\s[']\s(;)$"); // line of type String alpha = ' Hello ' ;

Match category2 = reg2.Match(line);

//if it is a category 1 then add a row in symbol table containing the information related to that variable

if (category1.Success)

{

SymbolTable[row, 1] = row.ToString(); //index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //variable name

SymbolTable[row, 3] = finalArrayc[x - 1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x + 2].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tokens.AppendText("<var" + count + ", " + row + "> ");

hash.AppendText(SymbolTable[row, 1].ToString() + " \t ");

hash.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

//if it is a category 2 then add a row in symbol table containing the information related to that variable

else if (category2.Success)

{

// if a line such as String var = ' Hello ' ; comes and the loop moves to index of array containing Hello ,

//then this if condition prevents addition of Hello in symbol Table because it is not a variable it is just a string

if (!(finalArrayc[x - 1].ToString().Equals("'") && finalArrayc[x + 1].ToString().Equals("'")))

{

SymbolTable[row, 1] = row.ToString(); // index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //varname

SymbolTable[row, 3] = finalArrayc[x - 1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x + 3].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tokens.AppendText("<var" + count + ", " + row + "> ");

hash.AppendText(SymbolTable[row, 1].ToString() + " \t ");

hash.AppendText(SymbolTable[row, 2].ToString() + " \t ");

hash.AppendText(SymbolTable[row, 3].ToString() + " \t ");

hash.AppendText(SymbolTable[row, 4].ToString() + " \t ");

hash.AppendText(SymbolTable[row, 5].ToString() + " \n ");

symbol.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbol.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

else

{

tokens.AppendText("<String" + count + ", " + finalArrayc[x].ToString() + "> ");

}

}

else

{

// if any other category line comes in we check if we have initializes that varaible before,

// if we have initiazed it before then we put the index of that variable in symbol table, in its token

String ind = "Default";

String ty = "Default";

String val = "Default";

String lin = "Default";

for (int r = 1; r <= SymbolTable.GetLength(0); r++)

{

//search in the symbol table if variable entry already exists

if (SymbolTable[r, 2].Equals(finalArrayc[x].ToString()))

{

ind = SymbolTable[r, 1];

ty = SymbolTable[r, 3];

val = SymbolTable[r, 4];

lin = SymbolTable[r, 5];

tokens.AppendText("<var" + ind + ", " + ind + "> ");

break;

}

}

}

}

// if a current lexeme is not a variable but a keyword then make a token such as: <keyword, int>

else

{

tokens.AppendText("<keyword, " + finalArrayc[x].ToString() + "> ");

}

}

}

tokens.AppendText("\n");

finalArrayc.Clear();

}

}

}

}

**Output:** ![](data:image/png;base64,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)
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