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**-------------------------------------Introduction to R----------------------------------**

R is a programming language and software environment for statistical computing and graphics. It is widely used for data analysis, statistical modeling, and visualization. R was created by Ross Ihaka and Robert Gentleman at the University of Auckland, New Zealand in the mid-1990s.

R is open source and freely available under the GNU General Public License. This means that anyone can use, modify, and distribute the software. R has a large and active community of users and developers, who contribute to the development of the language and its associated packages.

R is primarily a command-line interface (CLI) language, meaning that it is driven by entering commands into the console. However, there are also several graphical user interfaces (GUIs) available for R, such as RStudio, which provide a more user-friendly interface.

R has a wide range of built-in functions and packages for statistical analysis and visualization, as well as for data manipulation and cleaning. R also has a powerful and flexible graphics system, which allows for the creation of high-quality plots and charts.

Overall, R is a powerful and versatile language for data analysis and visualization, with a large and active community of users and developers.

**---------------------------------------Features of R-----------------------------------**

R has a wide range of features that make it a popular language for statistical computing, data analysis, and visualization. Some of the key features of R include:

Open source: R is free and open-source software under the GNU General Public License, meaning anyone can use, modify, and distribute the software.

Cross-platform compatibility: R can run on various operating systems, including Windows, macOS, and Linux.

Command-line interface: R is primarily a command-line interface (CLI) language, which allows for quick and efficient data manipulation and analysis.

Large and active community: R has a large and active community of users and developers who contribute to the development of the language and its associated packages.

Data analysis and statistical modeling: R has a wide range of built-in functions and packages for statistical analysis and modeling, such as linear and nonlinear modeling, time-series analysis, clustering, and regression analysis.

Data visualization: R has a powerful and flexible graphics system, which allows for the creation of high-quality plots, charts, and graphs.

Data manipulation and cleaning: R provides a range of functions for data manipulation and cleaning, such as merging datasets, subsetting, sorting, filtering, and transforming data.

Reproducibility: R allows for reproducible research, meaning that analyses and visualizations can be easily reproduced and shared with others.

Integration with other languages: R can be integrated with other programming languages, such as Python and SQL, using various packages.

Overall, R is a powerful and versatile language for data analysis, visualization, and manipulation, with a large and active community of users and developers, and it is widely used in various industries, including finance, healthcare, and academia.

**---------------------------------PROBLEM STATEMENT--------------------------**

This data set is related with retail domain and challenge is to predict whether a store should get opened or not based on certain factors such as sales, population,area etc.Use two datasets ,store\_train.csv and store\_test.csv . You need to use data store\_train to build predictive model for response variable ‘store’. store\_test data contains all other factors except ‘store’, you need to predict that using the model that you developed and submit your predicted values in a csv files.

------------------------**FUNCTION USED IN PROJECT-----------**

**Getwd :** getwd() is a built-in R function that is used to get the current working directory (i.e., the directory where R is currently executing). The syntax for getwd()

**read.csv :** read.csv() is a built-in R function that is used to read data from a comma-separated value (CSV) file into a data frame. The syntax for read.csv()

**library(dplyr):** library(dplyr) is a command in R that loads the dplyr package, which is a popular package for data manipulation and transformation. The dplyr package provides a set of functions for selecting, filtering, arranging, and summarizing data in data frames.

**Glimpse :** glimpse() is a function in the dplyr package of R that provides a compact and informative view of a data frame, similar to str() function but more user-friendly. The glimpse() function displays the first few rows of the data frame and shows the data types of each column and the first few values of each column. The syntax for glimpse()

Rbind : rbind() is a built-in R function that is used to combine two or more data frames vertically by rows. The function is short for "row bind". The syntax for rbind()

Str: str() is a built-in R function that is used to inspect the structure of an object. The function returns a compact and informative description of the object, including its data type, dimensions, and contents. The syntax for str()

Table: table() is a built-in R function that is used to create a frequency table of a categorical variable. The function takes a single argument, which is usually a factor or a character vector. The syntax for table()

as.factor: as.factor() is a built-in R function that is used to convert a vector or column of a data frame into a factor. A factor is a special data type in R that represents categorical data. Factors are useful for modeling and visualizing data, as they allow you to group and summarize data by category.

Paste: paste() is a built-in R function that is used to concatenate two or more strings into a single string. The function takes one or more arguments, which can be either strings or variables that contain strings. The syntax for paste()

Gsub:gsub() is a built-in R function that is used to replace all occurrences of a pattern in a string with a new string. The function stands for "global substitution". gsub() is particularly useful for cleaning and formatting text data.

Length:length() is a built-in R function that is used to get the number of elements in a vector, list, or other data structure. The function returns an integer that represents the length of the object.

Unique:unique() is a built-in R function that is used to get the unique elements in a vector or data frame column. The function returns a vector of the unique elements in the input, in the order they first appear.

Select:select() is a function from the dplyr package in R that is used to select columns from a data frame. The function is useful when you want to work with only a subset of the columns in a large data frame.

Lapply:lapply() is a built-in R function that is used to apply a function to each element of a list or vector, and returns a list of the same length as the input.

Sum:sum() is a built-in R function that is used to calculate the sum of the elements in a vector or data frame column. The function returns a numeric value that represents the sum of the elements.

Is.na : is.na() is a built-in R function that is used to identify missing or NA (Not Available) values in a vector or data frame column. The function returns a logical vector of the same length as the input, with TRUE values indicating missing or NA values, and FALSE values indicating non-missing values

Filter:filter() is a function from the dplyr package in R that is used to select rows from a data frame that meet specified conditions. The function is useful when you want to work with only a subset of the rows in a large data frame.

set.seed: set.seed() is a built-in R function that is used to set the random number generator seed to a specific value. This ensures that the same sequence of random numbers will be generated each time you run the code, making your results reproducible.

Randomforest: randomForest is an R package that provides a set of functions for building and analyzing random forests, which are an ensemble learning method used for classification, regression, and other types of predictive modeling.

Randomforest():randomForest() is a function from the randomForest package in R that is used to fit a random forest model to a data set. A random forest is an ensemble learning method that constructs a multitude of decision trees at training time and outputs the class that is the mode of the classes (classification) or mean prediction (regression) of the individual trees. It is a popular machine learning algorithm for both classification and regression problems.

Predict:predict() is a built-in R function that is used to generate predictions from a fitted model. The function can be used with a variety of models, including linear regression, logistic regression, and decision trees.

Caret:caret is a popular R package that provides a unified interface for several machine learning algorithms and tools for data pre-processing, model selection, and performance evaluation. It stands for "Classification And REgression Training" and is widely used in the R community for building predictive models.

Some of the key functions provided by caret include:

* train() - used to train a model on a given dataset using a specified algorithm and tuning parameters.
* predict() - used to generate predictions from a trained model.
* confusionMatrix() - used to compute various classification metrics such as accuracy, sensitivity, and specificity.
* preProcess() - used to pre-process the data prior to model training, including scaling, centering, and imputation of missing values.
* createDataPartition() - used to create a stratified random sample of the data for training and testing purposes.

To use the caret package, you must first install it by running install.packages("caret"), and then load it into your R session using the library() function.

confusionMatrix: confusionMatrix() is a function from the caret package in R that is used to compute various classification metrics, such as accuracy, sensitivity, specificity, and F1 score, based on a set of predicted and actual class labels. The function takes as input the predicted class labels and the true class labels, and returns a confusion matrix and a table of classification metrics.

library(pROC): pROC is an R package that provides tools for computing and visualizing Receiver Operating Characteristic (ROC) curves, which are commonly used in machine learning for evaluating binary classification models. The package also provides functions for computing various performance metrics, such as the area under the ROC curve (AUC), sensitivity, specificity, and positive and negative predictive values.

Some of the key functions provided by pROC include:

* roc() - used to compute an ROC curve for a given set of predicted and actual class labels.
* auc() - used to compute the AUC for a given ROC curve.
* ci() - used to compute confidence intervals for the AUC and other performance metrics.
* coords() - used to extract the coordinates of the ROC curve for plotting.
* plot() - used to create a plot of the ROC curve.

To use the pROC package, you must first install it by running install.packages("pROC"), and then load it into your R session using the library() function.

Auc:auc() - used to compute the AUC for a given ROC curve.

Plot: In R, the plot() function is used to create various types of plots and visualizations.

Importance: In R, importance() is a function that is commonly used in the context of decision trees and random forests to compute the importance of predictor variables for predicting the outcome variable. The importance() function is part of the randomForest package in R, which provides tools for fitting random forest models.

The importance() function returns a matrix that shows the importance scores of each predictor variable. The importance scores are computed based on the decrease in node impurity or the increase in the mean squared error (MSE) when a predictor variable is randomly permuted. The higher the importance score of a variable, the more important it is for predicting the outcome variable.

as.data.frame: In R, as.data.frame() is a function that is used to convert a matrix, list, or other object to a data frame. The resulting data frame will have the same number of rows as the input object, and the columns will be named according to the names of the input object, if applicable.

Rowname: In R, as.data.frame() is a function that is used to convert a matrix, list, or other object to a data frame. The resulting data frame will have the same number of rows as the input object, and the columns will be named according to the names of the input object, if applicable.

Arrange: In R, arrange() is a function from the dplyr package that is used to reorder the rows of a data frame based on one or more variables.

Desc:The desc() function is used to indicate that the variables should be sorted in descending order.

varImpPlot:In R, varImpPlot() is a function from the randomForest package that is used to create a variable importance plot for a random forest model. This plot shows the relative importance of each predictor variable in the model, as measured by the MeanDecreaseGini variable importance measure.

**-----------------------------------R source code --------------------------------------**

**#Let us load data wrangling library dplyr so as to glimpse our data.**

**library(dplyr)**

**# read in data**

**s\_train <- read.csv("store\_train.csv")**

**s\_test <- read.csv("store\_test.csv")**

**#summary of data**

**glimpse(s\_train)**

**glimpse(s\_test)**

**#Data Preparation**

**s\_test$store=NA**

**s\_train$data="train"**

**s\_test$data="test"**

**s=rbind(s\_train,s\_test)**

**glimpse(s)**

**str(s)**

**table(s$country)**

**table(s$State)**

**s$store=as.factor(s$store)**

**glimpse(s)**

**#Next we will convert all categorical variables to dummies.**

**#We will write a function which will take care of that instead of converting them one by one.**

**CreateDummies=function(data,var,freq\_cutoff=0){**

**t=table(data[,var])**

**t=t[t>freq\_cutoff]**

**t=sort(t)**

**categories=names(t)[-1]**

**for( cat in categories){**

**name=paste(var,cat,sep="\_")**

**name=gsub(" ","",name)**

**name=gsub("-","\_",name)**

**name=gsub("\\?","Q",name)**

**name=gsub("<","LT\_",name)**

**name=gsub("\\+","",name)**

**name=gsub("\\/","\_",name)**

**name=gsub(">","GT\_",name)**

**name=gsub("=","EQ\_",name)**

**name=gsub(",","",name)**

**data[,name]=as.numeric(data[,var]==cat)**

**}**

**data[,var]=NULL**

**return(data)**

**}**

**#categorical variables by writing following lines of codes**

**names(s)[sapply(s,function(x) is.character(x))]**

**#length of var**

**length(unique(s$countyname))**

**length(unique(s$storecode))**

**length(unique(s$Areaname))**

**length(unique(s$countytownname))**

**length(unique(s$state\_alpha))**

**length(unique(s$store\_Type))**

**#We will ignore columns or variables like countyname,storecode,Areaname,countytownname for their High-Cardinality.**

**#Further we will ignore data column for obvious reason.**

**s=s %>% select(-countyname,-storecode,-Areaname,-countytownname)**

**#Above codes will discard those four variables & we are left with 14 variables now.**

**#Next Let us make dummies for the rest of columns - state\_alpha & store\_Type.**

**cat\_cols=c("state\_alpha","store\_Type")**

**for(cat in cat\_cols){**

**s=CreateDummies(s,cat,100)**

**}**

**glimpse(s)**

**#Let us see if there is any missing values in our data..**

**lapply(s,function(x) sum(is.na(x)))**

**#From above we can see that We do have missing values in columns like country, population & store.**

**#Next we impute those missing values with the mean of train data as shown below.**

**for(col in names(s)){**

**if(sum(is.na(s[,col]))>0 & !(col %in% c("data","store"))){**

**s[is.na(s[,col]),col]=mean(s[s$data=='train',col],na.rm=T)**

**}**

**}**

**#We can always cross check if those NAs has been replaced with mean or not by using lapply function again.**

**lapply(s,function(x) sum(is.na(x)))**

**#Now we are done with data preparation , lets separate the data next.**

**s\_train=s %>% filter(data=="train") %>% select(-data)**

**s\_test=s %>% filter(data=="test") %>% select(-data,-store)**

**#Next we will break our train data into 2 parts. We will build model on one part & check its performance on the other.**

**set.seed(2)**

**s=sample(1:nrow(s\_train),0.8\*nrow(s\_train))**

**s\_train1=s\_train[s,]**

**s\_train2=s\_train[-s,]**

**#Model Building**

**library(randomForest)**

**#Next we will build our model with 5 variables randomly subsetted at each node i.e mtry & let just say we want to grow 100 such trees.**

**model\_rf=randomForest(store~.-Id,data=s\_train1,mtry=5,ntree=100)**

**model\_rf**

**#Model Validation**

**#Lets see performance of this model on the validation data s\_train2 that we kept aside.**

**val.score=predict(model\_rf,newdata=s\_train2,type='response')**

**#Again we need to check the accuracy using confusionMatrix from caret package.**

**#What we will get is an accuracy of 78% which seems to be a fair model.**

**library(caret)**

**confusionMatrix(val.score,s\_train2$store)**

**#Now let us calculate probability score for our validation data set s\_train2.**

**val.prob\_score=predict(model\_rf,newdata=s\_train2,type='prob')**

**#In order to check the performance of our model let us calculate its auc score.**

**#For that we need to first import a package named ‘pROC’.**

**library(pROC)**

**auc\_score=auc(roc(s\_train2$store,val.prob\_score[,1]))**

**#From above it is clear that the auc score or the tentative score performance of our model is going to be around 0.82**

**plot(roc(s\_train2$store,val.prob\_score[,1]))**

**#Next we will build the random forest model on the entire training data set ‘s\_train’ & predict the same on test data set ‘s\_test’**

**model\_rf\_final=randomForest(store~.-Id,data=s\_train,mtry=5,ntree=100)**

**model\_rf\_final**

**#We will now use this model to predict probability score for test data .**

**test.score=predict(model\_rf\_final,newdata = s\_test,type='prob')[,1]**

**test.score**

**#Variable Importance**

**#We will run below codes to find out the importance of variable.**

**#Higher the mean decrease ginni for any variable better is the variable for prediction. So population is the most important variable.**

**d=importance(model\_rf\_final)**

**d=as.data.frame(d)**

**d$VariableNames=rownames(d)**

**d %>% arrange(desc(MeanDecreaseGini))**

**#Upon plotting we get a plot like this.**

**varImpPlot(model\_rf\_final)**

---------------------------------------------Output-----------------------------------------

![Rplot1](data:image/png;base64,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)

![Rplot2](data:image/png;base64,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)

**---------------------------------------Conclusion----------------------------------------**

In this project, we have used R and the linear regression to build a predictive model for store opening. We have trained a linear regression model using the training data and used it to predict the opening of store in the testing data. We have also visualized the variable importance scores of the input features in the model. The results show that the number of population and the location of the store are the most important features in predicting the opening of store. Overall, the linear regression model is an effective tool for predicting store opening and can be used for similar prediction tasks in the future