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**Experiment No.:**

**Aim**

Entropy

**Procedure**

import matplotlib.pyplot as plt

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import accuracy\_score

import pandas as pd

import numpy as np

from sklearn import tree

from sklearn.datasets import load\_iris

data = load\_iris()

df = pd.DataFrame(data.data, columns=data.feature\_names)

df['target'] = data.target

X\_train, X\_test, Y\_train, Y\_test = train\_test\_split(df[data.feature\_names], df['target'], random\_state=0)

# Step 1: Import the model you want to use

# This was already imported earlier in the notebook so commenting out

# from sklearn.tree import DecisionTreeClassifier

# Step 2: Make an instance of the Model

clf = DecisionTreeClassifier(max\_depth=2,

                             random\_state=0)

# Step 3: Train the model on the data

clf.fit(X\_train, Y\_train)

# Step 4: Predict labels of unseen (test) data

# Not doing this step in the tutorial

# clf.predict(X\_test)

# tree.plot\_tree(clf);

fn = ['sepal length (cm)', 'sepal width (cm)', 'petal length (cm)', 'petal width (cm)']

cn = ['setosa', 'versicolor', 'virginica']

# fig, axes = plt.subplots(nrows=1, ncols=1, figsize=(4, 4), dpi=300)

tree.plot\_tree(clf,

               feature\_names=fn,

               class\_names=cn,

               filled=True

               )

y\_pred = clf.predict(X\_test)

print("Train data accuracy:",accuracy\_score(y\_true = Y\_train, y\_pred=clf.predict(X\_train)))

print("Test data accuracy:",accuracy\_score(y\_true = Y\_test, y\_pred=y\_pred))

plt.show()

**Output**
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# Split a dataset based on an attribute and an attribute value

def test\_split(index, value, dataset):

  left, right = list(), list()

  for row in dataset:

    if row[index] < value:

      left.append(row)

    else:

      right.append(row)

  return left, right

# Calculate the Gini index for a split dataset

def gini\_index(groups, classes):

  # count all samples at split point

  n\_instances = float(sum([len(group) for group in groups]))

  # sum weighted Gini index for each group

  gini = 0.0

  for group in groups:

    size = float(len(group))

    # avoid divide by zero

    if size == 0:

      continue

    score = 0.0

    # score the group based on the score for each class

    for class\_val in classes:

      p = [row[-1] for row in group].count(class\_val) / size

      score += p \* p

    # weight the group score by its relative size

    gini += (1.0 - score) \* (size / n\_instances)

  return gini

# Select the best split point for a dataset

def get\_split(dataset):

  class\_values = list(set(row[-1] for row in dataset))

  b\_index, b\_value, b\_score, b\_groups = 999, 999, 999, None

  for index in range(len(dataset[0])-1):

    for row in dataset:

      groups = test\_split(index, row[index], dataset)

      gini = gini\_index(groups, class\_values)

      if gini < b\_score:

        b\_index, b\_value, b\_score, b\_groups = index, row[index], gini, groups

  return {'index':b\_index, 'value':b\_value, 'groups':b\_groups}

# Create a terminal node value

def to\_terminal(group):

  outcomes = [row[-1] for row in group]

  return max(set(outcomes), key=outcomes.count)

# Create child splits for a node or make terminal

def split(node, max\_depth, min\_size, depth):

  left, right = node['groups']

  del(node['groups'])

  # check for a no split

  if not left or not right:

    node['left'] = node['right'] = to\_terminal(left + right)

    return

  # check for max depth

  if depth >= max\_depth:

    node['left'], node['right'] = to\_terminal(left), to\_terminal(right)

    return

  # process left child

  if len(left) <= min\_size:

    node['left'] = to\_terminal(left)

  else:

    node['left'] = get\_split(left)

    split(node['left'], max\_depth, min\_size, depth+1)

  # process right child

  if len(right) <= min\_size:

    node['right'] = to\_terminal(right)

  else:

    node['right'] = get\_split(right)

    split(node['right'], max\_depth, min\_size, depth+1)

# Build a decision tree

def build\_tree(train, max\_depth, min\_size):

  root = get\_split(train)

  split(root, max\_depth, min\_size, 1)

  return root

# Print a decision tree

def print\_tree(node, depth=0):

  if isinstance(node, dict):

    print('%s[X%d < %.3f]' % ((depth\*' ', (node['index']+1), node['value'])))

    print\_tree(node['left'], depth+1)

    print\_tree(node['right'], depth+1)

  else:

    print('%s[%s]' % ((depth\*' ', node)))

dataset = [[2.771244718,1.784783929,0],

  [1.728571309,1.169761413,0],

  [3.678319846,2.81281357,0],

  [3.961043357,2.61995032,0],

  [2.999208922,2.209014212,0],

  [7.497545867,3.162953546,1],

  [9.00220326,3.339047188,1],

  [7.444542326,0.476683375,1],

  [10.12493903,3.234550982,1],

  [6.642287351,3.319983761,1]]

tree = build\_tree(dataset, 1, 1)

print\_tree(tree)

**Output**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKkAAABGCAYAAAC3x7R4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAUeSURBVHhe7dzBi9pYHAfw7+7/IPRS2JHQP0AGhDl56EF6Dp6rZOawzNkJ3sc6nudkRfY61vPiYWFzWAakU/+AEqTQhZb6R7jv5b1odCY2sa/ZB34/EDqJk6qTb97v5eXpLysBRBb7Vf9LZC2GlKzHkJL1GFKyHkNK1mNIyXoMKVmPISXrMaRkPYaUrJcrpPNeGeWyXlpjLPV2OtDXMVrx37Pcwvir3k5bcrektf4Mi8UCi1EDJb1NhbeLuV6XlpNWyrYyug96Q4G2TrBe8lV9X/y6o+XJk3OJcUs+vhO0rRA+8b6fNTCSf8vFBJ7eRI8ZKfcVf4ZebQg3Pvji4Fy1gd59B5VogzqIV6j/+MGIDvx2+PdTz+1iok4uufjqVWUhw139s45ZvG/i5IwtJ1fwX3g77008b2eK+r3eb+xh2GBreQhDfdISGt0eaoNbcRDkwfGB/g0az9Sj8iCGvy8wch214VAPXZTPfDjjOPwZPLwVARIBzRHMNXFC3H7sYfZEMNfiE/J1XW+Iib/JaLT+G+BUnqABwn/1OmVm7sJJlK7LiwD+WRV+4OHS3RzWkjtC51SvHCgquY1QtM6LXP/X/K8hak6I7r6ym2L5zxTBC+DvqJSrpTVJFvvHJySZZy6kQuW1aE3Fv7X+efaWLoOo5LYdTBaJlimTJcKPQNAOUY/LdY6y+zkMgMEU6Op973tAu7oJuWyl0cNN4oRMM++5GNZ6OP/Bk/UYGQypalXEYRWhuDLY95pjOtA/HshLdg9Oz0X/OXvZrSVbyahaAOEn2ZrO0ZUte3dPV0CTVcAdeJjs6zZQKmMhjS4eRJmfLORFlCj7HVNDVBV0RCs264dwcw/TlOCIcq1Cld9zp4Yg/KzXdjxMMRSnpH8WdwVESxmvJ0YPZECrWxeRlJv8+EhWH96crJrvvum1pA+r65PEY1/uVk2xfv1erW6o33u8PaP316uTvPtH+1yLZ9Z21yX9ek+ad6utdxdtb67uvqSsb5Hvbfuxb++a4rnSfj/p8b60YaAllUM8qr+17puJsnjTr236fvKqfN3aQGxXrU/u8dLTTtQvDBs5hqDEPqoV1i1eA6K1z9iqyXHMsbNpLc/kkFLWfvEcb9tR5yfR2oqFN0Fyy/VBPHkBc+vMMMpwoUB5iP5t+RZO5hPguBi9uif6GXKHNGhXWbZMWd82Vd0geho/d0/WY7kn6zGkZD2GlKxnMKRyvDQxHphrzqYcgtns+3/MNyV7GW9JvbGejLE7NW49oC+X3dub6tbnIrqlqjcRacWUeznUoqfZyQDP+oB/lmfiMh2zQkI6/8NHcHG5vptSci/hYYgpyzplUEBI1ZxO72Vc/vW9fvHTobOT6LgUU+419WG4KqavZqLk75kGR5RQWEjlzCc5OUX2SeUEFTnrveY8148SpSsgpGriMS4midlTqgvg/MbZVPR9hbSklZceMHC3PxsUeKjz8z6UQTHlXk5Wjj4Ap8dJ80w8pqNX3IWTDGo0YC8XBpSyKy6kRAcyHtJ1ST/o3r38Ygm9iUjjpGeyHss9WY8hJesxpGQ9hpSsZzCknJlPP4fxljR1Zr6Q/nXknJlP6Qoq96qVNfJ15HR0Cgmpsa8jp6NUSEhNfB05Ha+Cyj3R4RhSsh5DStZjSMl6xYTU1NeR01EqJqRbs/I3C6/4KQuWe7Ke8ZByZj6Zxpn5ZD2We7IeQ0rWY0jJegwpWY8hJesxpGQ9hpSsx5CS9RhSsh5DSpYD/gN7SnVfHWafIgAAAABJRU5ErkJggg==)**

# Make a prediction with a decision tree

def predict(node, row):

  if row[node['index']] < node['value']:

    if isinstance(node['left'], dict):

      return predict(node['left'], row)

    else:

      return node['left']

  else:

    if isinstance(node['right'], dict):

      return predict(node['right'], row)

    else:

      return node['right']

# Make a prediction with a decision tree

def predict(node, row):

  if row[node['index']] < node['value']:

    if isinstance(node['left'], dict):

      return predict(node['left'], row)

    else:

      return node['left']

  else:

    if isinstance(node['right'], dict):

      return predict(node['right'], row)

    else:

      return node['right']

dataset = [[2.771244718,1.784783929,0],

  [1.728571309,1.169761413,0],

  [3.678319846,2.81281357,0],

  [3.961043357,2.61995032,0],

  [2.999208922,2.209014212,0],

  [7.497545867,3.162953546,1],

  [9.00220326,3.339047188,1],

  [7.444542326,0.476683375,1],

  [10.12493903,3.234550982,1],

  [6.642287351,3.319983761,1]]

#  predict with a stump

stump = {'index': 0, 'right': 1, 'value': 6.642287351, 'left': 0}

for row in dataset:

  prediction = predict(stump, row)

  print('Expected=%d, Got=%d' % (row[-1], prediction))

**Output**
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