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# Мета лабораторної роботи

Мета роботи – вивчити основні підходи розробки метаеврестичних алгоритмів для типових прикладних задач. Опрацювати методологію підбору прийнятних параметрів алгоритму.

# Завдання

Згідно варіанту, формалізувати алгоритм вирішення задачі відповідно загальної методології.

Записати розроблений алгоритм у покроковому вигляді. З достатнім степенем деталізації.

Виконати його програмну реалізацію на будь-якій мові програмування.

Перелік задач наведено у таблиці 2.1.

Перелік алгоритмів і досліджуваних параметрів у таблиці 2.2.

Задача і алгоритм наведені в таблиці 2.3.

Змінюючи параметри алгоритму, визначити кращі вхідні параметри алгоритму. Для цього необхідно:

* обрати критерій зупинки алгоритму (кількість ітерацій або значення ЦФ);
* зафіксувати усі параметри крім одного і змінювати цей параметр, поки не буде досягнуто пікової ефективності;
* після цього параметр фіксується і змінюються інші параметри;
* далі повторюємо процедуру спочатку, з першого зафіксованого параметру;
* зупиняємось коли будуть знайдені оптимальні параметри для даної задачі або встановлена залежність одних параметрів від інших.

Зробити узагальнений висновок в якому обов’язково описати залежність якості розв’язку від вхідних параметрів.

Таблиця 2.1 – Прикладні задачі

|  |  |
| --- | --- |
| **№** | **Задача** |
| 1 | **Задача про рюкзак** (місткість P=500, 100 предметів, цінність предметів від 2 до 30 (випадкова), вага від 1 до 20 (випадкова)). Для заданої множини предметів, кожен з яких має вагу і цінність, визначити яку кількість кожного з предметів слід взяти, так, щоб сумарна вага не перевищувала задану, а сумарна цінність була максимальною.  Задача часто виникає при розподілі ресурсів, коли наявні фінансові обмеження, і вивчається в таких областях, як комбінаторика, інформатика, теорія складності, криптографія, прикладна математика. |
| 2 | **Задача комівояжера** (300 вершин, відстань між вершинами випадкова від 5 до 150) полягає у знаходженні найвигіднішого маршруту, що проходить через вказані міста хоча б по одному разу. В умовах завдання вказуються критерій вигідності маршруту (найкоротший, найдешевший, сукупний критерій тощо) і відповідні матриці відстаней, вартості тощо. Зазвичай задано, що маршрут повинен проходити через кожне місто тільки один раз, в такому випадку розв'язок знаходиться серед гамільтонових циклів.  **Розглядається симетричний, асиметричний та змішаний варіанти.**  В загальному випадку, асиметрична задача комівояжера відрізняється тим, що ребра між вершинами можуть мати різну вагу в залежності від напряму, тобто, задача моделюється орієнтованим графом. Таким чином, окрім ваги ребер графа, слід також зважати і на те, в якому напрямку знаходяться ребра.  У випадку симетричної задачі всі пари ребер між одними й тими самими вершинами мають однакову вагу.  У випадку реальних міст може бути як симетричною, так і асиметричною в залежності від тривалості або довжини маршрутів і напряму руху.  Застосування:   * доставка товарів (в цьому випадку може бути більш доречна постановка транспортної задачі - доставка в кілька магазинів з декількох складів); * доставка води; * моніторинг об'єктів; * поповнення банкоматів готівкою; * збір співробітників для доставки вахтовим методом. |
| 3 | **Розфарбовування графа** (300 вершин, степінь вершини не більше 30, але не менше 2) – називають таке приписування кольорів (або натуральних чисел) його вершинам, що ніякі дві суміжні вершини не набувають однакового кольору. Найменшу можливу кількість кольорів у розфарбуванні називають хроматичне число.  Застосування:   * розкладу для освітніх установ; * розкладу в спорті; * планування зустрічей, зборів, інтерв'ю; * розклади транспорту, в тому числі - авіатранспорту; * розкладу для комунальних служб; |
| 4 | **Задача вершинного покриття** (300 вершин, степінь вершини не більше 30, але не менше 2)**.** Вершинне покриття для неорієнтованого графа G = (V, E) - це множина його вершин S, така, що, у кожного ребра графа хоча б один з кінців входить в вершину з S.  Задача вершинного покриттяполягає в пошуку вершинного покриття найменшого розміру для заданого графа (цей розмір називається числом вершинного покриття графа).  На вході: Граф G = (V, E).  Результат: множина C ⊆ V - найменше вершинне покриття графа G.    Застосування:   * розміщення пунктів обслуговування; * призначення екіпажів на транспорт; * проектування інтегральних схем і конвеєрних ліній. |
| 5 | **Задача про кліку** (300 вершин, степінь вершини не більше 30, але не менше 2)**.** Клікою в неорієнтованому графі називається підмножина вершин, кожні дві з яких з'єднані ребром графа. Іншими словами, це повний підграф первісного графа. Розмір кліки визначається як число вершин в ній.  Задача про кліку існує у двох варіантах: у **задачі розпізнавання** потрібно визначити, чи існує в заданому графі G кліка розміру k, тоді як в **обчислювальному варіанті** потрібно знайти в заданому графі G кліку максимального розміру або всі максимальні кліки (такі, що не можна збільшити).  Застосування:   * біоінформатика; * електротехніка; |
| 6 | **Задача про найкоротший шлях** (300 вершин, відстань між вершинами випадкова від 5 до 150, степінь вершини не більше 10, але не менше 1) - задача пошуку найкоротшого шляху (ланцюга) між двома точками (вершинами) на графі, в якій мінімізується сума ваг ребер, що складають шлях.  Важливість задачі визначається її різними практичними застосуваннями. Наприклад, в GPS-навігаторах здійснюється пошук найкоротшого шляху між точкою відправлення і точкою призначення. Як вершин виступають перехрестя, а дороги є ребрами, які лежать між ними. Якщо сума довжин доріг між перехрестями мінімальна, тоді знайдений шлях найкоротший. |

Таблиця 2.2 – Варіанти алгоритмів і досліджувані параметри

|  |  |
| --- | --- |
| **№** | **Алгоритми і досліджувані параметри** |
| 1 | **Генетичний алгоритм:**   * оператор схрещування (мінімум 3); * мутація (мінімум 2); * оператор локального покращення (мінімум 2). |
| 2 | **Мурашиний алгоритм**:   * α; * β; * ρ; * Lmin; * кількість мурах М і їх типи (елітні, тощо…); * маршрути з однієї чи різних вершин. |
| 3 | **Бджолиний алгоритм:**   * кількість ділянок; * кількість бджіл (фуражирів і розвідників). |

Таблиця 2.3 – Варіанти задач і алгоритмів

|  |  |
| --- | --- |
| **№** | **Задачі і алгоритми** |
| 1 | Задача про рюкзак + Генетичний алгоритм |
| 2 | Задача про рюкзак + Бджолиний алгоритм |
| 3 | Задача комівояжера (асиметрична мережа) + Генетичний алгоритм |
| 4 | Задача комівояжера (симетрична мережа) + Генетичний алгоритм |
| 5 | Задача комівояжера (змішана мережа) + Генетичний алгоритм |
| 6 | Задача комівояжера (асиметрична мережа) + Мурашиний алгоритм |
| 7 | Задача комівояжера (симетрична мережа) + Мурашиний алгоритм |
| 8 | Задача комівояжера (змішана мережа) + Мурашиний алгоритм |
| 9 | Задача вершинного покриття + Генетичний алгоритм |
| 10 | Задача вершинного покриття + Бджолиний алгоритм |
| 11 | Задача комівояжера (асиметрична мережа) + Бджолиний алгоритм |
| 12 | Задача комівояжера (симетрична мережа) + Бджолиний алгоритм |
| 13 | Задача комівояжера (змішана мережа) + Бджолиний алгоритм |
| 14 | Розфарбовування графа + Генетичний алгоритм |
| 15 | Розфарбовування графа + Бджолиний алгоритм |
| 16 | Задача про кліку (задача розпізнавання) + Генетичний алгоритм |
| 17 | Задача про кліку (задача розпізнавання) + Бджолиний алгоритм |
| 18 | Задача про кліку (обчислювальна задача) + Генетичний алгоритм |
| 19 | Задача про кліку (обчислювальна задача) + Бджолиний алгоритм |
| 20 | Задача про найкоротший шлях + Генетичний алгоритм |
| 21 | Задача про найкоротший шлях + Мурашиний алгоритм |
| 22 | Задача про найкоротший шлях + Бджолиний алгоритм |
| 23 | Задача про рюкзак + Генетичний алгоритм |
| 24 | Задача про рюкзак + Бджолиний алгоритм |
| 25 | Задача комівояжера (асиметрична мережа) + Генетичний алгоритм |
| 26 | Задача комівояжера (симетрична мережа) + Генетичний алгоритм |
| 27 | Задача комівояжера (змішана мережа) + Генетичний алгоритм |
| 28 | Задача комівояжера (асиметрична мережа) + Мурашиний алгоритм |
| 29 | Задача комівояжера (симетрична мережа) + Мурашиний алгоритм |
| 30 | Задача комівояжера (змішана мережа) + Мурашиний алгоритм |

# Виконання

## Покроковий алгоритм

Основний алгоритм

1. Створити популяцію шлях створення клік, які складаються з однієї вершини графа, для кожної вершини.
2. Запам’ятатати max ЦФ серед популяції.
3. ЦИКЛ ДЛЯ i ВІД 0 до 100 000:
   1. Вибрати батьків шляхом вибору найкращого і випадкового індивіда в популяції.
   2. Створити дитину шляхом схрещування батьків.
   3. З ймовірністю MUTATION\_PROB застосувати оператор мутації до дитини.
   4. ЯКЩО ЦФ(дитина) = 0:
      1. Продовжити цикл.
   5. ІНАКШЕ:
      1. Застосувати оператор локального покращення.
   6. ЯКЩО ЦФ(дитина) > рекорд:
      1. Запам’ятатати новий рекорд
   7. ЯКЩО в популяції немає індивіда із генотипом, ідентичним генотипові дитини:
      1. Додати дитину до популяції.
      2. Забрати з популяції особину з min ЦФ.
4. Кінець.

Алгоритм визначення ЦФ

1. Визначити вершини у кліці:
   1. ДЛЯ гену, номера гену У вершині:
      1. ЯКЩО ген = 1:
         1. Додати ген до масиву.
2. Перевірити чи вершини дійсно складають кліку:
   1. ДЛЯ вершини У кліці:
      1. ДЛЯ сусіда У кліці:
         1. ЯКЩО сусід != вершина:
            1. ЯКЩО сусід НЕ Є сусідом вершини у графі:

Повернути 0.

* 1. Повернути розмір кліки.

1. Кінець.

Оператори схрещування:

Одноточкове схрещування (a, b)

1. p = randint(0, size(a)).
2. Повернути a[:p] + b[p:].

Двоточкове схрещування (a, b)

1. p1 = randint(0, size(a)-1).
2. p2= randint(p1, size(a)).
3. Повернути a[:p1] + b[p1:p2] + a[p2:].

Рівномірне схрещування (a, b)

1. ДЛЯ генів x, y У a, b:
   1. Вибрати випадковим чином x або y і додати до нової хромосоми.
2. Повернути нову хромосому.

Оператори мутації

Фліп гена (c)

1. Вибрати випадковий ген.
2. Поміняти його на протилежний.
3. Оновити індивіда.

Фліп проміжку (c)

1. p1 = randint(0, size(с)-1).
2. p2= randint(p1, size(с)).
3. ДЛЯ гена МІЖ c[p1], c[p2]:
   1. Поміняти ген на протилежний.
4. Оновити індивіда.

Оператор локального покращення

Додавання випадкової вершини

1. Визначити вершини у кліці nodes.
2. Пройтись по сусідах шукаючи сумісного:
   1. ДЛЯ node У nodes:
      1. ДЛЯ neighbour У graph[nodes]:
         1. ЯКЩО усі елементи nodes У graph[neighbour]:
            1. Додати neighbour до кліки.
            2. Кінець.
3. Кінець.

Додавання вершини з евристикою

* + - 1. Визначити вершини у кліці nodes.
      2. Визначити усі вершини, сусідні з nodes як neighbours.
      3. Відсортувати neighbours за степенем у порядку спадання.
      4. Пройтись по сусідах шукаючи сумісного:
         1. ДЛЯ neighbour У neighbours:

ЯКЩО усі елементи nodes У graph[neighbour]:

Додати neighbour до кліки.

Кінець.

* + - 1. Кінець.

## Програмна реалізація алгоритму

### Вихідний код

from individual import Individual

from graph\_module import nodes\_n

import random as rand

import crossover, mutation, local

MUTATION\_PROB = 0.25

def create\_population(population):

for i in range(nodes\_n):

chromosome = [0 for \_ in range(nodes\_n)]

chromosome[i] = 1

population.append(Individual(chromosome))

return 1

def max\_and\_rand(population):

a = max(population)

b = rand.choice(population)

while a == b:

b = rand.choice((population))

return a, b

def delete\_rand\_min(population):

minimum = []

m = population[0].f

for ind in population:

if ind.f < m:

minimum.clear()

m = ind.f

minimum.append(ind)

elif ind.f == m:

minimum.append(ind)

population.remove(rand.choice(minimum))

def run(crossover\_func, mutation\_func, local\_func):

a, b, c = 100000, 100000, 100000

population = []

record = create\_population(population)

for i in range(100\_000):

if not i % 10\_000:

print(i)

parents = max\_and\_rand(population)

kid = crossover\_func(\*parents)

if rand.random() <= MUTATION\_PROB:

mutation\_func(kid)

if not kid.f:

continue

local\_func(kid)

if kid.f > record:

record = kid.f

print(i, record)

if record == 15:

a = i

if record == 16:

b = i

if record >= 17:

c = i

break

if kid not in population:

population += kid,

delete\_rand\_min(population)

return a, b, c

if \_\_name\_\_ == '\_\_main\_\_':

run(crossover.two\_point, mutation.rand\_change\_one, local.add\_adj\_node\_heuristic)

import random as rand

from individual import Individual

def even(a, b):

chromosome = []

a, b = a.chromosome, b.chromosome

for x, y in zip(a, b):

chromosome += rand.choice([x, y]),

return Individual(chromosome)

def one\_point(a, b):

a, b = a.chromosome, b.chromosome

point = rand.randint(0, len(a)-1)

return Individual(a[:point+1] + b[point+1:])

def two\_point(a, b):

a, b = a.chromosome, b.chromosome

point1 = rand.randint(0, len(a)//2)

point2 = rand.randint(point1, len(b) - 1)

return Individual(a[:point1 + 1] + b[point1 + 1:point2+1] + a[point2+1:])

import random as rand

from itertools import combinations

def generate\_rand\_graph(n, p, min\_d, max\_d):

nodes = list(range(1, n+1))

adj\_list = {i: [] for i in nodes}

possible\_edges = combinations(nodes, 2)

for u, v in possible\_edges:

if rand.random() < p and len(adj\_list[v]) < max\_d and len(adj\_list[u]) < max\_d:

adj\_list[u].append(v)

adj\_list[v].append(u)

for node, neighbours in adj\_list.items():

if len(neighbours) < min\_d:

nodes.remove(node)

neighbours.append(rand.choice(nodes))

return adj\_list

def dump\_graph():

graph = generate\_rand\_graph(300, 0.90, 2, 30)

with open("\_\_graph\_", "w") as f:

f.write(str(graph))

nodes\_n = len(graph)

return graph, nodes\_n

def load\_graph():

with open("graph", "r") as f:

graph = eval(f.read())

nodes\_n = len(graph)

return graph, nodes\_n

graph, nodes\_n = dump\_graph()

from graph\_module import graph

class Individual:

def \_\_init\_\_(self, chromosome):

self.chromosome = chromosome

self.f = self.max\_clique(chromosome)

@staticmethod

def max\_clique(chromosome):

nodes = []

for i, gene in enumerate(chromosome):

if gene:

nodes.append(i+1)

for node in nodes:

for neighbour in nodes:

if node == neighbour:

continue

else:

if neighbour not in graph[node]:

return 0

return len(nodes)

def update(self, chromosome):

self.chromosome = chromosome

self.f = self.max\_clique(chromosome)

def \_\_lt\_\_(self, other):

return self.f.\_\_lt\_\_(other.f)

def \_\_gt\_\_(self, other):

return self.f.\_\_gt\_\_(other.f)

def \_\_le\_\_(self, other):

return self.f.\_\_le\_\_(other.f)

def \_\_ge\_\_(self, other):

return self.f.\_\_ge\_\_(other.f)

def \_\_repr\_\_(self):

return f"{self.f}"

def \_\_eq\_\_(self, other):

return self.chromosome == other.chromosome

from graph\_module import graph

import random as rand

def add\_rand\_adj\_node(c):

nodes = []

for i, gene in enumerate(c.chromosome):

if gene:

nodes.append(i + 1)

rand.shuffle(nodes)

for node in nodes:

neighbours = graph[node]

rand.shuffle(neighbours)

for neighbour in neighbours:

if neighbour in nodes:

continue

# if nodes in clique are all in neighbours of the neighbour of the node

if set(nodes) <= set(graph[neighbour]):

chromosome = list(c.chromosome)

chromosome[neighbour-1] = 1

c.update(chromosome)

return

def add\_adj\_node\_heuristic(c):

nodes = []

for i, gene in enumerate(c.chromosome):

if gene:

nodes.append(i + 1)

rand.shuffle(nodes)

neighbours = []

for node in nodes:

neighbours += graph[node]

neighbours = list(set(neighbours))

rand.shuffle(neighbours)

for neighbour in sorted(neighbours, key=lambda x: len(graph[x])):

if neighbour in nodes:

continue

# if nodes in clique are all in neighbours of the neighbour of the node

if set(nodes) <= set(graph[neighbour]):

chromosome = list(c.chromosome)

chromosome[neighbour-1] = 1

c.update(chromosome)

return

import random as rand

def rand\_change\_one(c):

i = rand.randint(0, len(c.chromosome)-1)

chromosome = list(c.chromosome)

chromosome[i] = 0 if chromosome[i] else 1

c.update(chromosome)

def rand\_change\_interval(c):

chromosome = list(c.chromosome)

point1 = rand.randint(0, len(chromosome)-2)

point2 = rand.randint(point1, len(chromosome))

for i in range(point1, point2):

chromosome[i] = 0 if chromosome[i] else 1

c.update(chromosome)

from main import run

import crossover, local, mutation

def test1():

functions = {crossover.one\_point: (0, 0, 0, 0), crossover.two\_point: (0, 0, 0, 0), crossover.even: (0, 0, 0, 0)}

for func in functions:

print(func.\_\_name\_\_)

a, b, c, stuck = 0, 0, 0, 0

for i in range(10):

print(i)

res = run(func, mutation.rand\_change\_interval, local.add\_rand\_adj\_node)

a += res[0]

b += res[1]

c += res[2]

if res[2] == 100000:

stuck += 1

functions[func] = (a / 10, b / 10, c / 10, stuck)

for func, results in functions.items():

print(func.\_\_name\_\_, ":", results[3], ":", results[0], results[1], results[2])

def test2():

functions = {mutation.rand\_change\_one: (0, 0, 0, 0), mutation.rand\_change\_interval: (0, 0, 0, 0)}

for func in functions:

print(func.\_\_name\_\_)

a, b, c, stuck = 0, 0, 0, 0

for i in range(20):

print(i)

res = run(crossover.two\_point, func, local.add\_rand\_adj\_node)

a += res[0]

b += res[1]

c += res[2]

if res[2] == 100000:

stuck += 1

functions[func] = (a / 20, b / 20, c / 20, stuck)

for func, results in functions.items():

print(func.\_\_name\_\_, ":", results[3], ":", results[0], results[1], results[2])

def test3():

functions = {local.add\_rand\_adj\_node: (0, 0, 0, 0), local.add\_adj\_node\_heuristic: (0, 0, 0, 0)}

for func in functions:

print(func.\_\_name\_\_)

a, b, c, stuck = 0, 0, 0, 0

for i in range(20):

print(i)

res = run(crossover.two\_point, mutation.rand\_change\_one, func)

a += res[0]

b += res[1]

c += res[2]

if res[2] == 100000:

stuck += 1

functions[func] = (a / 20, b / 20, c / 20, stuck)

for func, results in functions.items():

print(func.\_\_name\_\_, ":", results[3], ":", results[0], results[1], results[2])

if \_\_name\_\_ == "\_\_main\_\_":

test1()

### Приклади роботи

На рисунках 3.1 і 3.2 показані приклади роботи програми.
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## Тестування алгоритму

Маємо наступні досліджувані параметри:

1. Оператори схрещування
   1. Одноточкове схрещування
   2. Двоточкове схрещування
   3. Рівномірне схрещування
2. Оператор мутації
   1. Випадковий фліп гена
   2. Випадковий фліп проміжку з хромосоми
3. Оператори локального покращення
   1. Додавання до кліки випадкової вершини, сумісної з клікою
   2. Додавання до кліки вершини, сумісної з клікою, з евристикою перевірки спочатку вершин з найбільшими степенями

Зупиняємо виконання алгоритму коли досягли ЦФ=17 або к-ті ітерацій в 100 000.

Зафіксуємо оператор мутації — випадковий фліп гена, оператор локального покращеня — випадковий. Таблиця кількості тупиків (незнаходження глобального розв’язку) та середніх кількостей ітерацій t15, t16 та t17 з 10 тестувань операторів схрещування наведена в таблиці 3.1. Графіки t(i) показані на рисунку 3.3.

Таблиця 3.1 — Показники тестування операторів схрещування.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Назва оператора | Кількість незнаходжень глобального розв’язку | t15 | t16 | t17 |
| Одноточкове | 2 | 710,1 | 18 619,8 | 33 594,4 |
| Двоточкове | 0 | 460,3 | 2 688,3 | 9 199,0 |
| Рівномірне | 6 | 45 510,3 | 60 306,2 | 60 326,5 |
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Рисунок 3.3 — Показники операторів схрещування

Обираємо оператор довоточковий оператор схрещування як найефективніший, фіксуємо разом із випадковим оператором локального покращення. Таблиця кількості тупиків (незнаходження глобального розв’язку) та середніх кількостей ітерацій t15, t16 та t17 з 20 тестувань операторів мутації наведена в таблиці 3.2. Графіки t(i) показані на рисунку 3.4.

Таблиця 3.2 — Показники тестування операторів мутації.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Назва оператора | Кількість незнаходжень глобального розв’язку | t15 | t16 | t17 |
| Фліп гена | 0 | 400,5 | 2 931,35 | 9 439,1 |
| Фліп проміжку | 1 | 287,45 | 3 876,9 | 18 890,3 |

![](data:image/png;base64,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)

Рисунок 3.4 — Показники операторів мутації

Обираємо фліп гена, фіксуємо разом з двоточковим схрещуванням. Таблиця кількості тупиків (незнаходження глобального розв’язку) та середніх кількостей ітерацій t15, t16 та t17 з 20 тестувань операторів локального покращення наведена в таблиці 3.3. Графіки t(i) показані на рисунку 3.5.

Таблиця 3.3 — Показники тестування операторів локального покращення.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Назва оператора | Кількість незнаходжень глобального розв’язку | t15 | t16 | t17 |
| Випадкова вершина | 0 | 431,65 | 2 133,45 | 11 062,3 |
| Вершина з евристикою | 0 | 784,35 | 1 525,4 | 10 772,2 |
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Рисунок 3.5 — Показники операторів локального покращення

Обираємо оператор локального покращення з евристикою.

В результаті отримали наступну оптимальну конфігурацію алгоритму: двоточкове схрещування, мутація, в якій мутує один ген, оператор локального покращення, в якому до кліки додається доступна вершина, починаючи з вершини із найбільшим степенем.

Висновок

В рамках даної лабораторної роботи було формалізовано алгоритм вирішення обчислювальної задачі про кліку генетичним алгоритмом. Було записано розроблений алгоритм у покроковому вигляді та виконано його програмну реалізацію на мові програмування Python.

Змінюючи наступні параметри алгоритму: оператор схрещування, оператор мутації та оператор локального покращення, було визначено найкращі з них, ними виявилися двоточкове схрещування, оператор мутації, в якому мутує один випадковий ген та оператор локального покращення, в якому алгоритм намагається додати вершину до кліки, починаючи із сусідніх вершин з найбільшим степенем. В такій конфігурації популяція доволі рідко застряє в локальному максимумі. При цьому було зроблено висновок, що рівномірне схрещування та оператор мутації, в якому мутує проміжок генів у хромосомі, є далеко не оптимальними для вирішення нашої задачі.

Було зроблено висновок, що генетичний алгоритм є доволі ефективним метаевристичним алгоритмом розв’язування задач.

Критерії оцінювання

При здачі лабораторної роботи до 11.12.2022 включно максимальний бал дорівнює – 5. Після 11.12.2022 максимальний бал дорівнює – 1.

Критерії оцінювання у відсотках від максимального балу:

* покроковий алгоритм – 15%;
* програмна реалізація алгоритму – 50%;
* тестування алгоритму– 30%;
* висновок – 5%.