Instructions

1. The project must be submitted in Moodle until May Friday 15th at 11:59 PM.
2. A Python file named ***asserts.py*** is available to check if your implementation code is programmed correctly. Your grade will be based on the number of asserts that your code pass correctly.

Project Deliverables

1. **File 1:** A PDF file named ***FinalProjectReport\_{Student1LastName}\_{Student2Last Name}.pdf***[[1]](#footnote-1) containing a brief introduction about Backpropagation, your answers to questions 1 and 2, and computed accuracy measure score values.
2. **File 2:** A Python file named ***project.py*** containing the classes and main implementing the source code as a solution to points 3, 4, and 5.
3. **File 3:** The provided text file ***data.txt***.

Project Definition

1. Write a class *errors* without a constructor containing a static method to compute the Mean Squared Error (MSE) between two vectors. The signature of this function must be ***mse(real, predicted)***. Use the formula shown below:
2. The sigmoid function with is defined as follows:
   1. Demonstrate that the derivative of , is equal to the following:
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=>

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALoAAAA6CAYAAAAHvkMpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAY2SURBVHhe7ZwxVus6EIbNexsASkrooIPb0cIOgJISWEGgfCXsACgpAysILAHooAosIdBR5vkT0kUI25HsyA72fOf4JJIcJRn9Ho9GSubGKYkgtJx/9KMgtBoRutAJROhCJxChC52g9GT04eEhOTk5Se7u7pLhcJisrKzolk9ub29V2+LiYjIajZLl5eVka2tL1R0eHuqzBKEmEHpZBoPBeH5+Xpe+6PV6436/r0ufmHN5FIS6qRS6PD4+Ki9tgyd/f39Pdnd3dc0n29vbyrvzKAh1U0nohCGu0G9ubpL19XVd+s7Ozo5+Jgj1UmnBaG5u7kd8jsdOQ5Tk+vpa13zx8vLyI5YXhDoIEvrZ2Zl6ZGIJBwcHydvbm3puQOB7e3vKq/OIx9/Y2NCtgtAQCN2HVLDj8/NzXRqP0zBEHVnc39+r8+meI70wxqPRSLcKQv14xegXFxfq0U0L/vnzRz/7Dh6cSWnafzIYDFQd3l8QmsJL6OTL3Ylk1kSUGNyFmP309DR5fX3VNYJQPxOFjnhJF9qiZrGIOjv2pi5PzExOTVwvCE0wUegIGuxsie3NCVGAOnOuy+XlpYQuQqNMFDpeG49sIMvS7/f/5sqNF0fo1LsQ3xPL/8aFIr6ryTSF4Puasv3PIjFsNU3beKUX8dosBBkvThiClzYpxIWFheT4+Fh9MB5teM0siTxkDw6ru1nrAZNg0JnXmEl8HmX7r4MQO0EMW/na0QuE3hVC9uCkE+hK+3J4Hzsd61LUP/WpE1Fp2iYI3asU01aT7OhLZ4TOQKTzBF36Dnl+F4RWlaI+stqGw6ESDQLHBzUh9FA7QRO2CsUrvdgGQvbgcAuexuSZW33W7Tyvfyb8hH5NriSH7lWKbSsoavOlM0Jn0kx8mYU7UMw/MG5V6CO99erSF9PqPwYhdoLYtoKiNm+0Z289xHp8XW6DJjzIg1g0D27t9JUOugo1KBNDUs7a5pDVV1H/Bj5rE6FLiJ0gtq0MPjYrYiaFjiHMXppJBxMnXxi01DuogeQg5swyeF4syusZOPOcvsxEidcwkC68j0te/zZNCR187QSxbWUoavOhMx7dBUNjcC4WGzxP3uQHD2dg8DC+EUBeZgBPZIukqH8b+m5K6DZ5doLYtrIpavNhYozOnvMYR52E7MHJW90Fe42AODYdfLWGAHm/gyUPbVPUfxnId/NdfI5J+ejQvUqxbWVT1OaFFnxrwZtk3SaBetdT4TXybsc2eDJzay7CjS19+2do6vTooXaC2LayKWrzYSazLlzxrLT5HO5KrAveJGQPDl4nHUBd+o7Z14Pnc38v67tcXdR/k4TaCWLbaqpowbcWJkFZ3og40Y4jbfBAeCsbzjfeyzw351AmXnWhjvd3yerfhaHJ87AxKGMniG0rKGrz5d//Uj4l306enp6UR8Lz47XMwaLM/v6+Pus7eDb2WaytremaT+/18fGh2jY3N9VxdXWlypxnn2tgkWN1dfXHD1Sy+gfqGA4+7/Pzs/rsxMbEp0tLS/qsOJSxE8S2FRS1eaMFXwriOq40usm6Sn8rfJcs7xYKtsny3NPqfxaIbSsoavOlUozO1d7r9dQ23jb9up/vYjxVWYhNsQvezWUa/c8KsW1V1BaEFnxpiN/a4p1s8FQsXJUlb/XPULX/WSKmrSbZ0ZfKQue2wgSjjTAZ9EmLuWAPn9Rg2f5nkRi28rWjD5WFzk2BK7qtlPluIa9pk+2mbatp2ib4n7pMDnQ550+MyJ8SszFjJ34na8BBLpUVtsqxliCUQcndEzdMITa343NuM+b2ZTIy5nxyqXXmhQXBxjvrYvZJuPsU7NwmXpzVSgNlflMKeHf2TQhCE3iHLoQchB620KkziwouhDipV6/8yxBBmAZeHp1cJnF3Goromuw/MbJJQ5i/3lwQmsZL6Aga7EUhPLkRvtnAM3MbeQRB4yV0vDarUwayLHjsdetPjIjhj46OVJmLwGRlgLZ00qpLglA/3jE63rroT4xGo5EqMzmlDvEjeMqcmxfiCEIdBOfRBeE3UmlTlyD8FkToQicQoQudQIQudAIRutAJROhCJxChC51AhC50AhG60AlE6EInEKELnUCELnQCEbrQCUToQgdIkv8Bo+9u6BlFRbMAAAAASUVORK5CYII=)

* 1. Write a class *activations* without a constructor containing two static methods to compute the sigmoid and its derivative, respectively. The signatures of these functions must be ***sigmoid(x)*** and ***sigmoid\_derivative(x)***, respectively.

1. Write a class *network* with the following:
   1. The constructor with four arguments, including the inputs, targets, number of neurons in the hidden layer, and learning rate. The last two arguments have default values of 2 and 0.5, respectively. The signature of this constructor must be ***\_\_init\_\_(self, inputs, targets, hidden\_layer\_neurons = 2, learning\_rate = 0.5)***.
      1. This constructor must set the inputs, targets, hidden\_layer\_neurons, and learning\_rate arguments to their associated instance field variables.
      2. The constructor will also set the following instant field variables:
         1. ***weights\_layer\_1***: This variable represents the weight matrix of the neurons in the input layer and the neurons in the hidden layer, and it must be initiated with random values. Its dimension is the number of columns in the inputs by the number of hidden layer neurons plus one.
         2. ***weights\_layer\_2***: This variable represents the weight matrix between the neurons in the hidden layer and the neurons in the output layer, and it must be initiated with random values. Its dimension is the number of hidden layer neurons plus one by one, since our architecture will only have one output.
         3. ***activations***: This variable is a pointer to the class *activations*.
         4. ***errors***: This variable is a pointer to the class *errors*.
   2. The *fit* method with one argument, the number of epochs[[2]](#footnote-2):
      1. For each epoch do the following:
         1. **Forward Pass[[3]](#footnote-3)**
            1. Compute the dot product between the inputs and the weight matrix of the neurons in the input layer and the neurons in the hidden layer.
            2. Activate the output in 1.a using the sigmoid function.
            3. Compute the dot product between the output in 1.b and the weight matrix of the neurons in the hidden layer and the neuron in the output layer.
            4. Activate the output in 1.c. using the sigmoid function.
         2. **Backward Pass (Backpropagation)**
            1. Output Layer

Compute the local error of the output layer by subtracting the predicted values in 1.d from their associated target values.

Deltas

Compute the derivative of sigmoid for the predicted values in 1.d.

Multiply the local error in 2.a.i by the output in 2.a.ii.1.

* + - * 1. Hidden Layer

Compute the dot product between the output in 2.a.ii.2 and the transpose of the weight matrix of the neurons in the hidden layer and the neuron in the output layer.

Deltas

Compute the derivative of sigmoid for the output in 1.b.

Multiply the output in 2.b.i by the output in 2.b.ii.1.

* + - * 1. Adjusts weights

Compute the dot product between the transpose of the output in 1.b and the output in 2.a.ii.2.

Multiply the output in 2.c.i by the learning rate and add it to the weight matrix between the neurons in the hidden layer and the neurons in the output layer.

Compute the dot product between the transpose of the inputs and the output in 2.b.ii.2.

Multiply the output in 2.c.iii by the learning rate and add it to the weight matrix of the neurons in the input layer and the neurons in the hidden layer.

* 1. The *predict* method with one argument, the inputs:
     1. Compute the dot product between the inputs and the weight matrix of the neurons in the input layer and the neurons in the hidden layer.
     2. Activate the output in c.i using the sigmoid function.
     3. Compute the dot product between the output in c.ii and the weight matrix of the neurons in the hidden layer and the neuron in the output layer.
     4. Activate the output in c.iii using the sigmoid function.
     5. Return the output in c.iv.

1. Write the *main* method for your program:
   1. Read text files in row-column format:
      1. The first line contains the number of input-target data.
      2. The subsequent lines contain the bias, x1, x2, and target separated by spaces.
      3. **DO NOT MODIFY THE TEXT FILES PROVIDED TO YOU!**
   2. For this project, your inputs array must have a dimension equals to the number of input-target data by three that corresponds to the cardinality of a row vector containing its corresponding bias, x1, and x2 values.
   3. For instance, if your file contains the following:

4

1 0 0 0

1 0 1 0

1 1 0 0

1 1 1 1

Your inputs array must have a dimension equals to (4, 3):

Inputs =

[[1,0,0],

[1,0,0],

[1,0,0],

[1,0,0]]

and your target array must have a dimension equals to (4, 1).

Targets =

[[0],

[0],

[0],

[1]]

1. Compute the Precision, Recall, F1, and Accuracy score values.

1. Example: ***FinalProjectReport\_GarzonAlfonso\_RosaDeJesus.pdf*** [↑](#footnote-ref-1)
2. Read Chapter 6 Section 1 to have a good understanding about backpropagation. [↑](#footnote-ref-2)
3. The output of steps 1.b and 1.d must be held somewhere as they will be used in the backward pass. [↑](#footnote-ref-3)