## **Create Authentication Service that Returns JWT**

### **Objective:**

Create a REST endpoint that authenticates user credentials using **Basic Auth** and returns a **JWT token** as a response.

### **1. Add JWT Dependencies to pom.xml**

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.9.1</version>

</dependency>

### **2. Create JWT Utility Class**

package com.cognizant.springlearn.util;

import io.jsonwebtoken.Jwts;

import io.jsonwebtoken.SignatureAlgorithm;

import java.util.Date;

public class JwtUtil {

private static final String SECRET\_KEY = "secretkey"; // Use env variable in real apps

private static final long EXPIRATION\_TIME = 1000 \* 60 \* 10; // 10 minutes

public static String generateToken(String username) {

return Jwts.builder()

.setSubject(username)

.setIssuedAt(new Date(System.currentTimeMillis()))

.setExpiration(new Date(System.currentTimeMillis() + EXPIRATION\_TIME))

.signWith(SignatureAlgorithm.HS256, SECRET\_KEY)

.compact();

}

}

### **3. Create Authentication Controller**

package com.cognizant.springlearn.controller;

import com.cognizant.springlearn.util.JwtUtil;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

import javax.servlet.http.HttpServletRequest;

import java.util.Base64;

import java.util.HashMap;

import java.util.Map;

@RestController

public class AuthenticationController {

@GetMapping("/authenticate")

public Map<String, String> authenticate(HttpServletRequest request) {

String authHeader = request.getHeader("Authorization");

if (authHeader == null || !authHeader.startsWith("Basic ")) {

throw new RuntimeException("Missing or invalid Authorization header.");

}

// Decode Base64 credentials

String base64Credentials = authHeader.substring("Basic ".length()).trim();

byte[] decodedBytes = Base64.getDecoder().decode(base64Credentials);

String credentials = new String(decodedBytes);

String[] parts = credentials.split(":", 2);

String username = parts[0];

String password = parts[1];

// Dummy check (replace with actual user check)

if ("user".equals(username) && "pwd".equals(password)) {

String token = JwtUtil.generateToken(username);

Map<String, String> response = new HashMap<>();

response.put("token", token);

return response;

} else {

throw new RuntimeException("Invalid username or password");

}

}

}

### **4. Configure Spring Security**

package com.cognizant.springlearn.config;

import org.springframework.context.annotation.Configuration;

import org.springframework.security.config.annotation.web.builders.HttpSecurity;

import org.springframework.security.config.annotation.web.configuration.WebSecurityConfigurerAdapter;

@Configuration

public class SecurityConfig extends WebSecurityConfigurerAdapter {

@Override

protected void configure(HttpSecurity http) throws Exception {

http.csrf().disable()

.authorizeRequests().anyRequest().permitAll();

}

}

### **5 . Output :**

![](data:image/png;base64,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)