**Core Java**

1.Oops concept in java with example.

Ans:-

* [1.1 Abstraction](https://www.journaldev.com/12496/oops-concepts-java-example" \l "abstraction)
* [1.2 Encapsulation](https://www.journaldev.com/12496/oops-concepts-java-example" \l "encapsulation)
* [1.3 Polymorphism](https://www.journaldev.com/12496/oops-concepts-java-example#polymorphism)
* [1.4 Inheritance](https://www.journaldev.com/12496/oops-concepts-java-example#inheritance)
* [1.5 Association](https://www.journaldev.com/12496/oops-concepts-java-example#association)
* [1.6 Aggregation](https://www.journaldev.com/12496/oops-concepts-java-example#aggregation)
* [1.7 Composition](https://www.journaldev.com/12496/oops-concepts-java-example#composition)
  1. Abstraction

Abstraction is the concept of hiding the internal details and describing things in simple terms. For example, a method that adds two integers. The method internal processing is hidden from outer world. There are many ways to achieve abstraction in object oriented programming, such as encapsulation and inheritance.

A java program is also a great example of abstraction. Here java takes care of converting simple statements to machine language and hides the inner implementation details from outer world.

* 1. Encapsulation

Encapsulation is the technique used to implement abstraction in object oriented programming. Encapsulation is used for access restriction to a class members and methods.

Access modifier keywords are used for encapsulation in object oriented programming. For example, encapsulation in java is achieved using private, protected and public keywords.

* 1. Polymorphism

Polymorphism is the concept where an object behaves differently in different situations. There are two types of polymorphism – compile time polymorphism and runtime polymorphism.

Compile time polymorphism is achieved by method overloading. For example, we can have a class as below.

public class Circle {

public void draw(){

System.out.println("Drwaing circle with default color Black and diameter 1 cm.");

}

public void draw(int diameter){

System.out.println("Drwaing circle with default color Black and diameter"+diameter+" cm.");

}

public void draw(int diameter, String color){

System.out.println("Drwaing circle with color"+color+" and diameter"+diameter+" cm.");

}

}

Here we have multiple draw methods but they have different behavior. This is a case of method overloading because all the methods name is same and arguments are different. Here compiler will be able to identify the method to invoke at compile time, hence it’s called compile time polymorphism.

Runtime polymorphism is implemented when we have “IS-A” relationship between objects. This is also called as method overriding because subclass has to override the superclass method for runtime polymorphism. If we are working in terms of superclass, the actual implementation class is decided at runtime. Compiler is not able to decide which class method will be invoked. This decision is done at runtime, hence the name as runtime polymorphism or dynamic method dispatch.

package com.journaldev.test;

public interface Shape {

public void draw();

}

package com.journaldev.test;

public class Circle implements Shape{

@Override

public void draw(){

System.out.println("Drwaing circle");

}

}

package com.journaldev.test;

public class Square implements Shape {

@Override

public void draw() {

System.out.println("Drawing Square");

}

}

Shape is the superclass and there are two subclasses Circle and Square. Below is an example of runtime polymorphism.

Shape sh = new Circle();

sh.draw();

Shape sh1 = getShape(); //some third party logic to determine shape

sh1.draw();

In above examples, java compiler don’t know the actual implementation class of Shape that will be used at runtime, hence runtime polymorphism

* 1. Inheritance

Inheritance is the object oriented programming concept where an object is based on another object. Inheritance is the mechanism of code reuse. The object that is getting inherited is called superclass and the object that inherits the superclass is called subclass.

We use extends keyword in java to implement inheritance. Below is a simple example of inheritance in java.

package com.journaldev.java.examples1;

class SuperClassA {

public void foo(){

System.out.println("SuperClassA");

}

}

class SubClassB extends SuperClassA{

public void bar(){

System.out.println("SubClassB");

}

}

public class Test {

public static void main(String args[]){

SubClassB a = new SubClassB();

a.foo();

a.bar();

}

}

* 1. Association.

Association is the OOPS concept to define the relationship between objects. Association defines the multiplicity between objects. For example Teacher and Student objects. There is one to many relationship between a teacher and students. Similarly a student can have one to many relationship with teacher objects. However both student and teacher objects are independent of each other.

* 1. Aggregation.

Aggregation is a special type of association. In aggregation, objects have their own life cycle but there is an ownership. Whenever we have “HAS-A” relationship between objects and ownership then it’s a case of aggregation.

* 1. Composition.

Composition is a special case of aggregation. Composition is a more restrictive form of aggregation. When the contained object in “HAS-A” relationship can’t exist on it’s own, then it’s a case of composition. For example, House has-a Room. Here room can’t exist without house.

Object

Any entity that has state and behavior is known as an object. For example: chair, pen, table, keyboard, bike etc. It can be physical and logical.

state: represents data (value) of an object.

behavior: represents the behavior (functionality) of an object such as deposit, withdraw etc.

identity: Object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. But, it is used internally by the JVM to identify each object uniquely.

Q.)Class A has constructor with one parameter and class B extends class A and does not have any constructor whether it will compile or not.

Ans-No.

Q.)A class have two overloaded methods with one int I and second Integer I arguments which one will be called. Method(5)

**public** **class** Test {

**public** **void** get(**int** i){

System.***out***.println("int i");

}

**public** **void** get(Integer f){

System.***out***.println("float");

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Test t = **new** Test();

t.get(5);

}

}

o/p int i

Q.)A class have two overloaded methods with int I and flaot I arguments which one will be called if we call method(5).

**public** **class** Test {

**public** **void** get(**float** f){

System.***out***.println("float");

}

**public** **void** get(**int** i){

System.***out***.println("int i");

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Test t = **new** Test();

t.get(5);

}

}

o/p int i

Q.)List<Animal> list = new ArrayList<Dog>();------will compile or not.

No. Class.

Q.)why java does not multiple inheritance ?

Ans

Q.)what is generic in java.

Q.)print name without semicolon.

Q.)what is purpose of default method in interface of java1.8

Q.)diffrenece between java1.8 and 1.7

Q.)new features in java 1.8

2.Overloading Concept in java.

If a class has multiple methods having same name but different in type signature, it is known as Method Overloading. Where type signature is

Number of parameter

Type of parameter

Order of parameter.

One of them must be involved in order to for overloading.

If we have to perform only one operation, having same name of the methods increases the readability of the program.

Advantage of method overloading

Method overloading increases the readability of the program.

Q) Why Method Overloading is not possible by changing the return type of method only?

In java, method overloading is not possible by changing the return type of the method only because of ambiguity. Let's see how ambiguity may occur:

class Adder{

static int add(int a,int b){return a+b;}

static double add(int a,int b){return a+b;}

}

class TestOverloading3{

public static void main(String[] args){

System.out.println(Adder.add(11,11));//ambiguity

}}

Output:

Compile Time Error: method add(int,int) is already defined in class Adder.

Method Overloading and Type Promotion

One type is promoted to another implicitly if no matching datatype is found. Let's understand the concept by the figure given below:
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As displayed in the above diagram, byte can be promoted to short, int, long, float or double. The short datatype can be promoted to int,long,float or double. The char datatype can be promoted to int,long,float or double and so on.

Example of Method Overloading with TypePromotion

1. **class** OverloadingCalculation1{
2. **void** sum(**int** a,**long** b){System.out.println(a+b);}
3. **void** sum(**int** a,**int** b,**int** c){System.out.println(a+b+c);}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation1 obj=**new** OverloadingCalculation1();
7. obj.sum(20,20);//now second int literal will be promoted to long
8. obj.sum(20,20,20);
10. }
11. }

Example of Method Overloading with Type Promotion if matching found

If there are matching type arguments in the method, type promotion is not performed.

class OverloadingCalculation2{

void sum(int a,int b){System.out.println("int arg method invoked");}

void sum(long a,long b){System.out.println("long arg method invoked");}

public static void main(String args[]){

OverloadingCalculation2 obj=new OverloadingCalculation2();

obj.sum(20,20);//now int arg sum() method gets invoked

}

}

Example of Method Overloading with Type Promotion in case of ambiguity

If there are no matching type arguments in the method, and each method promotes similar number of arguments, there will be ambiguity.

1. **class** OverloadingCalculation3{
2. **void** sum(**int** a,**long** b){System.out.println("a method invoked");}
3. **void** sum(**long** a,**int** b){System.out.println("b method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation3 obj=**new** OverloadingCalculation3();
7. obj.sum(20,20);//now ambiguity
8. }
9. }

Compile time error.

# Method Overriding in Java

In other words, If subclass provides the specific implementation of the method that has been provided by one of its parent class, it is known as method overriding.

### Usage of Java Method Overriding

* Method overriding is used to provide specific implementation of a method that is already provided by its super class.
* Method overriding is used for runtime polymorphism

#### Rules for Java Method Overriding

1. method must have same name as in the parent class
2. method must have same parameter as in the parent class.
3. must be IS-A relationship (inheritance).

### Understanding the problem without method overriding

Let's understand the problem that we may face in the program if we don't use method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike **extends** Vehicle{
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Bike();
8. obj.run();
9. }
10. }

Output:Vehicle is running

Problem is that I have to provide a specific implementation of run() method in subclass that is why we use method overriding.

Example of method overriding

In this example, we have defined the run method in the subclass as defined in the parent class but it has some specific implementation. The name and parameter of the method is same and there is IS-A relationship between the classes, so there is method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike2 **extends** Vehicle{
5. **void** run(){System.out.println("Bike is running safely");}
7. **public** **static** **void** main(String args[]){
8. Bike2 obj = **new** Bike2();
9. obj.run();
10. }

Real example of Java Method Overriding

Consider a scenario, Bank is a class that provides functionality to get rate of interest. But, rate of interest varies according to banks. For example, SBI, ICICI and AXIS banks could provide 8%, 7% and 9% rate of interest.

![Java method overriding example of bank](data:image/png;base64,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)

### Can we override static method?

No, static method cannot be overridden. It can be proved by runtime polymorphism

### Why we cannot override static method?

because static method is bound with class whereas instance method is bound with object. Static belongs to class area and instance belongs to heap area.

### Can we override java main method?

No, because main is a static method.

|  |  |
| --- | --- |
| overloading | *overriding* |
| In java, method overloading can't be performed by changing return type of the method only. *Return type can be same or different* in method overloading. But you must have to change the parameter. | *Return type must be same or covariant* in method overriding. |

🡪Covariant return type

When we are changing the return type while overriding then it is called Covariant return type.in this case changing the return type can be allowed on only Non-primitive type not on primitive data type.

For example.

1. **class** A{
2. A get(){**return** **this**;}
3. }
5. **class** B1 **extends** A{
6. B1 get(){**return** **this**;}
7. **void** message(){System.out.println("welcome to covariant return type");}
9. **public** **static** **void** main(String args[]){
10. **new** B1().get().message();
11. }
12. }

Output:welcome to covariant return type

2nd example

Here it is compile time error

**package** com.hcl.demo;

**class** A{

**public** **int** get(**int** a){

System.***out***.println("in A");

**return** a;

}

}

**class** B **extends** A{

**public** **long** get(**int** a){

System.***out***.println("in B");

**return** a;

}

}

**public** **class** Test4 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

}

}

Here it will show return type is incompatible with A.get().

**\*\*Instance Initializer block** is used to initialize the instance data member. It run each time when object of the class is created.

**Rule:-**

1.instance Initiliazer block will be created each time whenever object is created.

2.instance Initializer blow will be executed after parent class constructor invoked.

3.It execute in the same fashion in which order has been written.

**class** A{

**int** b;

{sysout(b);}

public A(){

sysout(“in A”);

}

}

**public** **class** Test4 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

A a = **new** A();

System.***out***.println(a.b);

}

}

Output
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In A

Instance Initializer block will be added at the time of class object creation.

**class** A{

**int** b=100;

**public** A(){

System.***out***.println("In A"+b);

}

{System.***out***.println(b);}

}

In above code when we will create an object then also memory space will be created for B object then what is difference between 2nd last and 1st code.

In this case

If we want to execute some code while creation of an object of class.

Or we have requirement for fill array of element while initialization of an object of class.in this case we use Instance Initializer block.

In summary,

Whenever an object of class created all instance initialize blocks will be added inside the comstructor and executed first .but in case of parent/child relationship first parent class constructor will be executed then subclass constructor will be executed so priority of Intance initialize block depends on constructor of super and sub class.

## Program of instance initializer block that is invoked after super()

1. **class** A{
2. A(){
3. System.out.println("parent class constructor invoked");
4. }
5. }
6. **class** B2 **extends** A{
7. B2(){
8. **super**();
9. System.out.println("child class constructor invoked");
10. }
12. {System.out.println("instance initializer block is invoked");}
14. **public** **static** **void** main(String args[]){
15. B2 b=**new** B2();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B2)

Output:parent class constructor invoked

instance initializer block is invoked

child class constructor invoked

Q.)Is final method inherited?

Ans) Yes, final method is inherited but you cannot override it. For Example:

1. **class** Bike{
2. **final** **void** run(){System.out.println("running...");}
3. }
4. **class** Honda2 **extends** Bike{
5. **public** **static** **void** main(String args[]){
6. **new** Honda2().run();
7. }
8. }

Output

running..

Que) Can we initialize blank final variable?

Yes, but only in constructor. For example:

1. **class** Bike10{
2. **final** **int** speedlimit;//blank final variable
4. Bike10(){
5. speedlimit=70;
6. System.out.println(speedlimit);
7. }
9. **public** **static** **void** main(String args[]){
10. **new** Bike10();
11. }
12. }

static blank final variable

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

Example of static blank final variable

1. **class** A{
2. **static** **final** **int** data;//static blank final variable
3. **static**{ data=50;}
4. **public** **static** **void** main(String args[]){
5. System.out.println(A.data);
6. }
7. }

Q) What is final parameter?

If you declare any parameter as final, you cannot change the value of it.

1. **class** Bike11{
2. **int** cube(**final** **int** n){
3. n=n+2;//can't be changed as n is final
4. n\*n\*n;  //can't be changed as n is
5. Return
6. }
7. **public** **static** **void** main(String args[]){
8. Bike11 b=**new** Bike11();
9. b.cube(5);
10. }
11. }