**Data Structures**

Merging of two sorted linked lists

**Merging of two sorted linked lists:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAABPCAMAAAFHSReiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAAD8SURBVHhe7dZBbsNADATB9f8/bcPYF4gHQuiqUy4SM2gbyRn7jHj+/vDQ+58fuu95yvMzr39++oIZ5xc5v8j5Rfdv55r7a+xwfpHzi5xf5Pwi5xc5v2j7v61VxlcZX2V8lfFVxlcZX2V8lfFVxlf9xlN1PwNBxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX1UfD0H3C0CI8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXzUPzw953wBznuSfRUF2jMAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAAjCAMAAAFQqQ2SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAhUExURQAAAAAfXwAfXwAfXwAfXwAfXwAgYAAgYAAgYAAgYAAgYPS8c+kAAAAKdFJOUwAQMEBggJ+/3/7QMI3BAAAACXBIWXMAABcRAAAXEQHKJvM/AAAA70lEQVQ4T7WVAQ7CIAxFqw51u/+Bbbu/ALOENikvJiv1+wQyNjI5+FNp6jcCTFN2DH+L74doANmeQduagdmkB643yoaipxzSx590cB9Vz2a2dzPN3X+K2aWC65TBSmyKLkTAlKZoHLWD0TaZ7G93mKMueIHeqITdUaInrvlMj0fL/DA18MahciDbXCsPobCmUToIhTmNwsOqaUQWKFkPkayEUTmIZGO3aDahJ1yE+jRMhsVr1Cru1Z8Uvqe4VaORx6XGMJNTjUEuokaZzWuFeNeXGgZ5nNp08aVNvo+rNgs9eflaFa/QqniFlsU3LdEPtUc4aewdo+kAAAAASUVORK5CYII=) 1 add 2nd 3 add 3rd 5 NULL ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAABSCAMAAAHV1n50AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABBJREFUGFdjYGBgGtyQgREAM+UAonLvSkIAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAABPCAMAAAFHSReiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAAD8SURBVHhe7dZBbsNADATB9f8/bcPYF4gHQuiqUy4SM2gbyRn7jHj+/vDQ+58fuu95yvMzr39++oIZ5xc5v8j5Rfdv55r7a+xwfpHzi5xf5Pwi5xc5v2j7v61VxlcZX2V8lfFVxlcZX2V8lfFVxlf9xlN1PwNBxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX1UfD0H3C0CI8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXzUPzw953wBznuSfRUF2jMAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAABPCAMAAAFHSReiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAAD8SURBVHhe7dZBbsNADATB9f8/bcPYF4gHQuiqUy4SM2gbyRn7jHj+/vDQ+58fuu95yvMzr39++oIZ5xc5v8j5Rfdv55r7a+xwfpHzi5xf5Pwi5xc5v2j7v61VxlcZX2V8lfFVxlcZX2V8lfFVxlf9xlN1PwNBxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX1UfD0H3C0CI8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXzUPzw953wBznuSfRUF2jMAAAAASUVORK5CYII=)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAAjCAMAAAFQqQ2SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAhUExURQAAAAAfXwAfXwAfXwAfXwAfXwAgYAAgYAAgYAAgYAAgYPS8c+kAAAAKdFJOUwAQMEBggJ+/3/7QMI3BAAAACXBIWXMAABcRAAAXEQHKJvM/AAAA70lEQVQ4T7WVAQ7CIAxFqw51u/+Bbbu/ALOENikvJiv1+wQyNjI5+FNp6jcCTFN2DH+L74doANmeQduagdmkB643yoaipxzSx590cB9Vz2a2dzPN3X+K2aWC65TBSmyKLkTAlKZoHLWD0TaZ7G93mKMueIHeqITdUaInrvlMj0fL/DA18MahciDbXCsPobCmUToIhTmNwsOqaUQWKFkPkayEUTmIZGO3aDahJ1yE+jRMhsVr1Cru1Z8Uvqe4VaORx6XGMJNTjUEuokaZzWuFeNeXGgZ5nNp08aVNvo+rNgs9eflaFa/QqniFlsU3LdEPtUc4aewdo+kAAAAASUVORK5CYII=) 2 add 2nd 4 add 3rd 6 NULL ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAABSCAMAAAHV1n50AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABBJREFUGFdjYGBgGtyQgREAM+UAonLvSkIAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAABPCAMAAAFHSReiAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAAD8SURBVHhe7dZBbsNADATB9f8/bcPYF4gHQuiqUy4SM2gbyRn7jHj+/vDQ+58fuu95yvMzr39++oIZ5xc5v8j5Rfdv55r7a+xwfpHzi5xf5Pwi5xc5v2j7v61VxlcZX2V8lfFVxlcZX2V8lfFVxlf9xlN1PwNBxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX2V8lfFVxlcZX1UfD0H3C0CI8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXyU8FHCRwkfJXzUPzw953wBznuSfRUF2jMAAAAASUVORK5CYII=)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABCCAMAAAHGaadfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAADRSURBVGhD7dJBCsJAEEXBeP9LG6QZgm4i5C0GqtZj5/Pw+NPrPq9/na87841bPL6agHfNr57m8pXLV+nlynzhcQ4vDi8OLw4vGx7uzBd2YXHP4p7FPYt7Fvcs7lnc23Lxdmb6JgyuGVwzuGZwzeCawTWDawbXDK4ZXDO4ZnDN4JrBNYNr52D4Nv8OCgrXFK4pXFO4pnBN4ZrCNYVrCtcUrilcU7imcE3hmsI1hWsK1xSuKVxTuKZwTeGawjWFawrXFK4pXFO4pnBN4dqnMKHjeAN2gVSHlCwaegAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABCCAMAAAHGaadfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAADRSURBVGhD7dJBCsJAEEXBeP9LG6QZgm4i5C0GqtZj5/Pw+NPrPq9/na87841bPL6agHfNr57m8pXLV+nlynzhcQ4vDi8OLw4vGx7uzBd2YXHP4p7FPYt7Fvcs7lnc23Lxdmb6JgyuGVwzuGZwzeCawTWDawbXDK4ZXDO4ZnDN4JrBNYNr52D4Nv8OCgrXFK4pXFO4pnBN4ZrCNYVrCtcUrilcU7imcE3hmsI1hWsK1xSuKVxTuKZwTeGawjWFawrXFK4pXFO4pnBN4dqnMKHjeAN2gVSHlCwaegAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABCCAMAAAHGaadfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAADRSURBVGhD7dJBCsJAEEXBeP9LG6QZgm4i5C0GqtZj5/Pw+NPrPq9/na87841bPL6agHfNr57m8pXLV+nlynzhcQ4vDi8OLw4vGx7uzBd2YXHP4p7FPYt7Fvcs7lnc23Lxdmb6JgyuGVwzuGZwzeCawTWDawbXDK4ZXDO4ZnDN4JrBNYNr52D4Nv8OCgrXFK4pXFO4pnBN4ZrCNYVrCtcUrilcU7imcE3hmsI1hWsK1xSuKVxTuKZwTeGawjWFawrXFK4pXFO4pnBN4dqnMKHjeAN2gVSHlCwaegAAAABJRU5ErkJggg==) 1 add 2nd 2 add 3rd ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAA/CAMAAAFhvGLwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABRJREFUGFdjYGBgogAyIrFJhgxMAB5HAHzj11QpAAAAAElFTkSuQmCC) 3 add 4th ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAA/CAMAAAFhvGLwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABRJREFUGFdjYGBgogAyIrFJhgxMAB5HAHzj11QpAAAAAElFTkSuQmCC) 4 add 5th ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAA/CAMAAAFhvGLwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABRJREFUGFdjYGBgogAyIrFJhgxMAB5HAHzj11QpAAAAAElFTkSuQmCC)5 add 6th ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAA/CAMAAAFhvGLwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABRJREFUGFdjYGBgogAyIrFJhgxMAB5HAHzj11QpAAAAAElFTkSuQmCC) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABCCAMAAAHGaadfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAADRSURBVGhD7dJBCsJAEEXBeP9LG6QZgm4i5C0GqtZj5/Pw+NPrPq9/na87841bPL6agHfNr57m8pXLV+nlynzhcQ4vDi8OLw4vGx7uzBd2YXHP4p7FPYt7Fvcs7lnc23Lxdmb6JgyuGVwzuGZwzeCawTWDawbXDK4ZXDO4ZnDN4JrBNYNr52D4Nv8OCgrXFK4pXFO4pnBN4ZrCNYVrCtcUrilcU7imcE3hmsI1hWsK1xSuKVxTuKZwTeGawjWFawrXFK4pXFO4pnBN4dqnMKHjeAN2gVSHlCwaegAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAA/CAMAAAFhvGLwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYAAgYAAgYNNyWo4AAAACdFJOU5/fliaUqAAAAAlwSFlzAAAXEQAAFxEByibzPwAAABRJREFUGFdjYGBgogAyIrFJhgxMAB5HAHzj11QpAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWEAAABCCAMAAAHGaadfAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURQAgYHOV0wAAAFESBgsAAAADdFJOU///ANfKDUEAAAAJcEhZcwAAFxEAABcRAcom8z8AAADRSURBVGhD7dJBCsJAEEXBeP9LG6QZgm4i5C0GqtZj5/Pw+NPrPq9/na87841bPL6agHfNr57m8pXLV+nlynzhcQ4vDi8OLw4vGx7uzBd2YXHP4p7FPYt7Fvcs7lnc23Lxdmb6JgyuGVwzuGZwzeCawTWDawbXDK4ZXDO4ZnDN4JrBNYNr52D4Nv8OCgrXFK4pXFO4pnBN4ZrCNYVrCtcUrilcU7imcE3hmsI1hWsK1xSuKVxTuKZwTeGawjWFawrXFK4pXFO4pnBN4dqnMKHjeAN2gVSHlCwaegAAAABJRU5ErkJggg==) 6 NULL

* Given two sorted linked lists, merge both the linked lists into a single linked

list which should contain data in ascending order.

* Recursive approach.
* Base condition is if linked list A becomes NULL return linked list B and if

Linked list B becomes NULL return linked list A.

* In other cases compare data of corresponding nodes of both the linked list.
* If the data in linked list A is greater than data in linked list B,then we call

The function recursively with linkedlistB->next and linkedlist A and then

Return linkedlist B else we call The function recursively with linkedlistA->next and linkedlist B and then Return linkedlist A.

**Recursive function for merging of two sorted linked lists:**

//merging of two sorted linnked lists  
lin\_list \*mergeLinkedList(lin\_list \*headA,lin\_list \*headB){  
 **if**(headA==NULL && headB!=NULL){  
 **return** headB;  
 }  
 **if**(headA!=NULL && headB==NULL){  
 **return** headA;  
 }  
 **if**(headA->data > headB->data){  
 headB->next=mergeLinkedList(headA,headB->next);  
 **return** headB;  
 }  
 **else**{  
 headA->next=mergeLinkedList(headA->next,headB);  
 **return** headA;  
 }  
}

headA=1 3 5 7 , headB=2 4 6 8

fun(headA,headB) fun(headA,headB)

[1] headA->next=fun(3 5 7,2 4 6 8) [7]headA->next=fun( ,8)

return headA return headA

fun(headA,headB) fun(headA,headB)

[2] headB->next=fun(3 5 7,4 6 8) if(headA==NULL)

return headB return headB

fun(headA,headB) [8]

[3] headA->next=fun(5 7,4 6 8)

return headA

fun(headA,headB)

[4] headB->next=fun(5 7,6 8)

return headB

fun(headA,headB)

[5] headA->next=fun( 7,6 8)

return headA

fun(headA,headB)

[6] headB->next=fun(7, 8)

return headB

**Whole Program:**

#include<stdio.h>  
#include<stdlib.h>  
//creating a node.  
**typedef struct** lin\_list{  
 **int** data;  
 **struct** lin\_list \*next;  
}lin\_list;  
//inserting nodes  
lin\_list \*insertnode(lin\_list \*head,**int** data) {  
 lin\_list \*newnode=(lin\_list\*)malloc(**sizeof**(lin\_list));  
 newnode->data=data;  
 newnode->next=head;  
 head=newnode;  
 **return** head;  
}  
//printing the linked list.  
**void** PrintElements(lin\_list \*head){  
 //base condition  
 **if**(head==NULL){  
 **return**;  
 }  
 printf("%d ",head->data);  
 PrintElements(head->next);  
}  
//merging of two sorted linnked lists  
lin\_list \*mergeLinkedList(lin\_list \*headA,lin\_list \*headB){  
 **if**(headA==NULL && headB!=NULL){  
 **return** headB;  
 }  
 **if**(headA!=NULL && headB==NULL){  
 **return** headA;  
 }  
 **if**(headA->data > headB->data){  
 headB->next=mergeLinkedList(headA,headB->next);  
 **return** headB;  
 }  
 **else**{  
 headA->next=mergeLinkedList(headA->next,headB);  
 **return** headA;  
 }  
}  
//main  
**int** main(){  
 lin\_list \*headA=NULL;  
 lin\_list \*headB=NULL;  
 //inserting elements into linked list A and B  
 headA=insertnode(headA,7);  
 headA=insertnode(headA,5);  
 headA=insertnode(headA,3);  
 headA=insertnode(headA,1);  
  
 headB=insertnode(headB,8);  
 headB=insertnode(headB,6);  
 headB=insertnode(headB,4);  
 headB=insertnode(headB,2);  
 PrintElements(headA);printf("\n");  
 PrintElements(headB);printf("\n");  
 headA=mergeLinkedList(headA,headB);  
 PrintElements(headA);  
 **return** 0;  
}

**Output:**

1 3 5 7

2 4 6 8

1 2 3 4 5 6 7 8