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**Цель работы:** разработать программу шифрования/дешифрирования текста с использованием перестановочного шифра.

**Задание:** разработать программу, выполняющую шифрование и расшифровывание произвольного текстового файла с использованием перестановочного шифра используя в качестве ключа последовательность, соответствующую номеру варианта. Выполнить проверку путем двоичного сравнения исходного файла и фала, полученного после расшифровывания.

|  |  |
| --- | --- |
| Номер варианта | Последовательность перестановки |
| 2 | 3 9 8 1 6 10 5 2 7 4 |

**Описание работы программы:** имеется исходный файл source.txt, который шифруется по ключу. Результат шифрования записывается в файл encrypted.txt. Далее текст из этого файла расшифровывается и записывается в файл decrypted.txt. После этого сравниваем файл с исходным текстом source.txt и расшифрованный файл decrypted.txt. Результат сравнения выводим в консоль.

Файл с исходным текстом:
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Результат работы программы:

![](data:image/png;base64,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)

Листинг:

#include "pch.h"

#include <iostream>

void check\_file(FILE \*file, const char \*filename)

{

if (!file)

{

printf("Can't open file %s!", filename);

exit(1);

}

}

char\* read\_file(const char\* filename)

{

FILE \*file = fopen(filename, "rb");

check\_file(file, filename);

fseek(file, 0, SEEK\_END);

size\_t size = ftell(file);

fseek(file, 0, SEEK\_SET);

size\_t newSize = size;

while (newSize % 10 != 0) newSize++;

char \*source\_text = (char\*)malloc(newSize \* sizeof(char) + 1);

fread(source\_text, 1, size, file);

for (int i = size; i < newSize; i++) source\_text[i] = ' ';

source\_text[newSize] = '\0';

fclose(file);

return source\_text;

}

char\* encrypt\_str(const char\* text)

{

const int key[10] = { 3, 9, 8, 1, 6, 10, 5, 2, 7, 4 };

size\_t size = strlen(text);

size\_t blocks = size / 10;

char\* encrypted\_text = (char \*)malloc(sizeof(char) \* size + 1);

for (int i = 0; i < blocks; i++)

{

for (int j = 0; j < 10; j++)

{

encrypted\_text[10 \* i + j] = text[10 \* i + key[j] - 1];

}

}

encrypted\_text[size] = '\0';

return encrypted\_text;

}

char\* decrypt\_str(const char\* text)

{

const int key[10] = { 3, 9, 8, 1, 6, 10, 5, 2, 7, 4 };

//const int key[10] = { 4, 8, 1, 10, 7, 5, 9, 3, 2, 6 };

size\_t size = strlen(text);

size\_t blocks = size / 10;

char\* decrypted\_text = (char \*)malloc(sizeof(char) \* size + 1);

for (int i = 0; i < blocks; i++)

{

for (int j = 0; j < 10; j++)

{

decrypted\_text[10 \* i + key[j] - 1] = text[10 \* i + j];

}

}

decrypted\_text[size] = '\0';

return decrypted\_text;

}

void encrypt\_file(const char\* source\_fname, const char\* output\_fname)

{

FILE \*fsource = fopen(source\_fname, "rb");

check\_file(fsource, source\_fname);

char \*source\_text = read\_file(source\_fname);

printf("Source text for encryption: [%s] with length %d\n", source\_text, strlen(source\_text));

char \*encrypted\_text = encrypt\_str(source\_text);

printf("Encrypted text: [%s] with length %d\n", encrypted\_text, strlen(encrypted\_text));

FILE \*foutput = fopen(output\_fname, "wb");

check\_file(foutput, output\_fname);

fwrite(encrypted\_text, 1, strlen(encrypted\_text), foutput);

fclose(fsource);

fclose(foutput);

free(source\_text);

free(encrypted\_text);

}

void decrypt\_file(const char\* source\_fname, const char\* output\_fname)

{

FILE \*fsource = fopen(source\_fname, "rb");

if (!fsource)

{

printf("Can't open file %s!\n", source\_fname);

exit(1);

}

char \*source\_text = read\_file(source\_fname);

printf("Source text for decryption: [%s] with length %d\n", source\_text, strlen(source\_text));

char \*decrypted\_text = decrypt\_str(source\_text);

printf("Decrypted text: [%s] with length %d\n", decrypted\_text, strlen(decrypted\_text));

FILE \*foutput = fopen(output\_fname, "wb");

if (!foutput)

{

printf("Can't open file %s!\n", output\_fname);

exit(1);

}

fwrite(decrypted\_text, 1, strlen(decrypted\_text), foutput);

fclose(fsource);

fclose(foutput);

free(source\_text);

free(decrypted\_text);

}

bool file\_equals(const char\* file1\_name, const char\* file2\_name)

{

bool files\_are\_equal = true;

FILE \*file1 = fopen(file1\_name, "rb");

check\_file(file1, file1\_name);

FILE \*file2 = fopen(file2\_name, "rb");

check\_file(file2, file2\_name);

int c1, c2;

while ((c1 = fgetc(file1)) != EOF && (c2 = fgetc(file2)) != EOF)

{

if (c1 != c2)

{

files\_are\_equal = false;

break;

}

}

fclose(file1);

fclose(file2);

return files\_are\_equal;

}

int main()

{

const char \*source\_fname = "source.txt";

const char \*encrypted\_fname = "encrypted.txt";

const char \*decrypted\_fname = "decrypted.txt";

encrypt\_file(source\_fname, encrypted\_fname);

decrypt\_file(encrypted\_fname, decrypted\_fname);

if (file\_equals(source\_fname, decrypted\_fname))

{

printf("Files are equal!\n");

}

else

{

printf("Files are not equal!\n");

}

return 0;

}

**Вывод:** разработали программу шифрования/дешифрирования текста с использованием перестановочного шифра.