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**STL. АЛГОРИТМИ ПЕРЕМІЩЕННЯ ТА ПОШУКУ**

**Мета:** На практиці порівняти STL алгоритми, що не модифікують послідовність.

1 ЗАВДАННЯ ДО РОБОТИ

**Загальне завдання.** Поширити попередню лабораторну роботу, додаючи наступні можливості діалогового меню:

* вивід всіх елементів масиву за допомогою STL функції f*or\_each*;
* визначення кількості елементів за заданим критерієм (рис. 2);
* пошук елементу за заданим критерієм (рис. 3).

2 РОЗРОБКА АЛГОРИТМІВ ФУНКЦІЙ

**Клас ConsoleUI<typename T>**

**private поля:**

vector<T> Vector – контейнер std::vector<>, для використання: #include <vector>

set<T> Set – контейнер std::set<>, для використання: #include <set>

list<T> List – контейнер std::list<>, для використання: #include <list>

map<int, T> Map – контейнер std::map<>, для використання #include <map>

**Функції:  
 int main ( )** Призначення: головна функція.  
 Опис роботи:   
 1) створення об’єкта класу ConsoleUI;   
 2) виклик метода ConsoleUI::RunExe.

**void RunExe ( )** Призначення: головне меню програми.  
 Опис роботи: користувачу пропонується вибрати один з контейнерів. Будь-який з варіантів призведе до виклику вибору функцій, що відповідають за обраний контейнер. Функція буде працювати до тих пір, поки користувач не введе «0» (умова виходу з програми).

**void VectorCount ( int ch )**  
 Призначення: рахування елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв рахування елементів вектору («0» - скасування операції). Після вибору виконується рахування, виведення результату на екран.

**void ListCount ( int ch )** Призначення: рахування елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв рахування елементів вектору («0» - скасування операції). Після вибору виконується рахування, виведення результату на екран.

**void SetCount ( int ch )** Призначення: рахування елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв рахування елементів вектору («0» - скасування операції). Після вибору виконується рахування, виведення результату на екран.

**void MapCount ( int ch )** Призначення: рахування елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв рахування елементів вектору («0» - скасування операції). Після вибору виконується рахування, виведення результату на екран.

**void VectorFind ( int ch )**  
 Призначення: пошук елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв пошуку елементів вектору («0» - скасування операції). Після вибору виконується пошук елементів, виведення результату на екран.

**void ListFind ( int ch )**  
 Призначення: пошук елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв пошуку елементів вектору («0» - скасування операції). Після вибору виконується пошук елементів, виведення результату на екран.

**void SetFind ( int ch )**  
 Призначення: пошук елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв пошуку елементів вектору («0» - скасування операції). Після вибору виконується пошук елементів, виведення результату на екран.

**void MapFind ( int ch )**  
 Призначення: пошук елементів за заданим критерієм.  
 Опис роботи: перевіряється наявність елементів у контейнері. Якщо елементів не має, то функція виводить на екран відповідне повідомлення. В іншому випадку користувачу пропонується обрати один з трьох критеріїв пошуку елементів вектору («0» - скасування операції). Після вибору виконується пошук елементів, виведення результату на екран.

3 ТЕКСТ ПРОГРАМИ

**Текст файлу main.cpp**

#include "Dialog.h"

int main()

{

setlocale(LC\_ALL, "rus");

ConsoleUI<Point> UI;

UI.RunExe();

system("PAUSE");

return 0;

}

**Текст файлу Dialog.h**

#pragma once

#include <vector>

#include <set>

#include <list>

#include <map>

#include <algorithm>

#include <iterator>

#include <Windows.h>

#include"Point.h"

void SetColor(int text, int background)

{

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

SetConsoleTextAttribute(hStdOut, (WORD)((background << 4) | text));

}

using std::vector;

using std::set;

using std::list;

using std::map;

using std::for\_each;

using std::count\_if;

using std::copy\_if;

using std::inserter;

using std::back\_inserter;

using std::cout;

using std::cin;

using std::endl;

template<typename T>

class ConsoleUI

{

public:

/\* Меню - отвечает за работу диалогового окна \*/

void RunExe();

private:

// Используемые контейнеры

vector<T> Vector;

set<T> Set;

list<T> List;

map<int, T> Map;

// Выбор контейнера

int ContainerSelect();

// Выбор операции

int OperationSelect();

// Выполнение операции над Вектором

void DoVectorOperation(int ch);

// Добавление элемента в Вектор

void AddToVector(int ch);

// Удаление элемента из вектора

void DelFromVector(int ch);

// Получение данных из вектора

T VectorGet(int ch);

// Вывод содержимого Вектора на экран

void VectorShow();

// Подсчет элементов по заданому критерию

void VectorCount(int ch);

// Поиск элементов по заданому критерию

void VectorFind(int ch);

// Уведомление об отсутствии данных в Векторе

bool NoVectorData();

// Уведомление о выборе Вектора

void ChoseVector();

// Выполнение операции над Сетом

void DoSetOperation(int ch);

// Добавление элемента в Сет

void AddToSet();

// Удаление элемента из Сета

void DelFromSet();

// Получение данных из Сета

T SetGet();

// Вывод содержимого Сета на экран

void SetShow();

// Подсчет элементов по заданому критерию

void SetCount(int ch);

// Поиск элементов по заданому критерию

void SetFind(int ch);

// Уведомление об отсутствии данных в Сете

bool NoSetData();

// Уведомление о выборе Сета

void ChoseSet();

// Выполнение операции над Списком

void DoListOperation(int ch);

// Добавление элемента в Список

void AddToList(int ch);

// Удаление элемента из Списка

void DelFromList(int ch);

// Получение данных из Списка

T ListGet(int ch);

// Вывод содержимого Списка на экран

void ListShow();

// Подсчет элементов по заданому критерию

void ListCount(int ch);

// Поиск элементов по заданому критерию

void ListFind(int ch);

// Уведомление об отсутствии данных в Списке

bool NoListData();

// Уведомление о выборе Списка

void ChoseList();

// Выпонение операции над Мапом

void DoMapOperation(int ch);

// Добавление элемента в Мап

void AddToMap();

// Удаление элемента из Мапа

void DelFromMap();

// Получение данных из Мапа

T MapGet();

// Вывод содержимого Мапа на экран

void MapShow();

// Подсчет элементов по заданому критерию

void MapCount(int ch);

// Поиск элементов по заданому критерию

void MapFind(int ch);

// Уведомление об отсутствии данных в Мапе

bool NoMapData();

// Уведомление о выборе Мапа

void ChoseMap();

// Уведомление об успешной операции

void OperationPass();

// Уведомление об отмене операции

void OperationCancel();

// Информация о лабораторной работе

void LabInfo();

// Проверка выбора варианта

bool CheckSelect(int b, int e, int i);

};

// ########################## ГЛАВНОЕ МЕНЮ ##########################

template<typename T>

inline void ConsoleUI<T>::RunExe()

{

int choice;

do {

back:

choice = ContainerSelect();

switch (choice)

{

case 1:

DoVectorOperation(choice);

system("cls");

break;

case 2:

DoListOperation(choice);

system("cls");

break;

case 3:

DoSetOperation(choice);

system("cls");

break;

case 4:

DoMapOperation(choice);

system("cls");

break;

case 0:

SetColor(13, 0);

cout << "\nСпасибо за работу!\n";

SetColor(7, 0);

}

} while (choice);

}

// ######################## ВЫБОР КОНТЕЙНЕРА ########################

template<typename T>

inline int ConsoleUI<T>::ContainerSelect()

{

int choice;

LabInfo();

cout << "Выберите контейнер:\n";

cout << "1. Vector.\n";

cout << "2. List.\n";

cout << "3. Set.\n";

cout << "4. Map.\n";

cout << "0. Выход.\n";

cout << "Введите ваш ответ сюда: ";

cin >> choice;

CheckSelect(0, 4, choice);

return choice;

}

// ######################### ВЫБОР ОПЕРАЦИЙ #########################

template<typename T>

inline int ConsoleUI<T>::OperationSelect()

{

int choice;

cout << "Список доступных операций:\n";

cout << "1. Добавление элемента.\n";

cout << "2. Удаление элемента.\n";

cout << "3. Получение данных.\n";

cout << "4. Вывод содержимого на экран.\n";

cout << "5. Подсчет количества элементов.\n";

cout << "6. Поиск элементов.\n";

cout << "0. Вернуться к выбору контейнера.\n";

cout << "Введите ваш ответ сюда: ";

cin >> choice;

CheckSelect(0, 6, choice);

return choice;

}

// ######################## ОПЕРАЦИЯ УСПЕШНА ########################

template<typename T>

inline void ConsoleUI<T>::OperationPass()

{

SetColor(10, 0);

cout << "Операция прошла успешно!\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

}

// ######################### ОТМЕНА ОПЕРАЦИИ ########################

template<typename T>

inline void ConsoleUI<T>::OperationCancel()

{

SetColor(12, 0);

cout << "Операция отменена.\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

}

// ########################### ИНФО О ЛАБЕ ##########################

template<typename T>

inline void ConsoleUI<T>::LabInfo()

{

SetColor(9, 0);

cout << " Лабораторная работа №12: \"STL контейнеры\" \*Выполнил: Пумня Александр\n";

SetColor(7, 0);

}

// ################## ПРОВЕРКА ПРАВИЛЬНОСТИ ВЫБОРА ##################

template<typename T>

inline bool ConsoleUI<T>::CheckSelect(int b, int e, int i)

{

if (i < b || i > e)

{

SetColor(12, 0);

cout << "\nВы ошиблись. Введите число от " << b << " до " << e << endl;

SetColor(7, 0);

system("PAUSE");

system("cls");

return false;

}

return true;

}

template<typename T> // Предикатор вывода

void Print\_Pred(const T &elem)

{

cout << elem << " ";

}

template<typename T> // Предикатор вывода map

void Print\_Map(std::pair<int, T> elem)

{

cout << '[' << elem.first << "] : " << elem.second << endl;

}

#include "Vector.hpp" // Реализация функций над Вектором

#include "Set.hpp" // Реализация функций над Сетом

#include "List.hpp" // Реализация функций над Списком

#include "Map.hpp" // Реализация функций над Мапом

**Текст файлу Vector.hpp**

#pragma once

#include "Dialog.h"

// ##################### ОПЕРАЦИИ НАД ВЕКТОРОМ ######################

template<typename T>

inline void ConsoleUI<T>::DoVectorOperation(int ch)

{

do {

ChoseVector();

ch = OperationSelect();

switch (ch)

{

case 1:

AddToVector(ch);

break;

case 2:

DelFromVector(ch);

break;

case 3:

VectorGet(ch);

break;

case 4:

VectorShow();

break;

case 5:

VectorCount(ch);

break;

case 6:

VectorFind(ch);

break;

case 0:

return;

}

} while (ch);

}

// ###################### ДАБАВЛЕНИЕ В ВЕКТОР #######################

template<typename T>

inline void ConsoleUI<T>::AddToVector(int ch)

{

T value;

int index;

auto iterator = Vector.begin();

do

{

ChoseVector();

cout << "Выберите способ добавления:\n";

cout << "1. Добавление в конец.\n";

cout << "2. Вставка.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 2, ch));

switch (ch)

{

case 1:

cout << "\nВведите значение для добавления: ";

cin >> value;

Vector.push\_back(value);

OperationPass();

break;

case 2:

cout << "\nВведите значение для добавления: ";

cin >> value;

do

{

cout << "Введите индекс: ";

cin >> index;

if (index > Vector.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << Vector.size() << endl;

SetColor(7, 0);

}

} while (index > Vector.size() || index < 0);

std::advance(iterator, index);

Vector.insert(iterator, value);

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ###################### УДАЛЕНИЕ ИЗ ВЕКТОРА #######################

template<typename T>

inline void ConsoleUI<T>::DelFromVector(int ch)

{

if (NoVectorData())

return;

int index;

auto iterator = Vector.begin();

do

{

ChoseVector();

cout << "Выберите способ удаления:\n";

cout << "1. Удаление с конца.\n";

cout << "2. Удаление по индексу.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 2, ch));

switch (ch)

{

case 1:

Vector.pop\_back();

cout << endl;

OperationPass();

break;

case 2:

do

{

cout << "Введите индекс: ";

cin >> index;

if (index >= Vector.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << Vector.size() - 1 << endl;

SetColor(7, 0);

}

} while (index > Vector.size() || index < 0);

std::advance(iterator, index);

Vector.erase(iterator);

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ################## ПОЛУЧЕНИЕ ДАННЫХ ИЗ ВЕКТОРА ###################

template<typename T>

inline T ConsoleUI<T>::VectorGet(int ch)

{

if (NoVectorData())

return T();

int index;

auto iterator = Vector.begin();

do

{

ChoseVector();

cout << "Выберите вариант получения:\n";

cout << "1. Вывести первый элемент.\n";

cout << "2. Вывести элемент по индексу.\n";

cout << "3. Вывести последний элемент.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << endl << Vector.front() << endl;

OperationPass();

return Vector.front();

break;

case 2:

do

{

cout << "Введите индекс: ";

cin >> index;

if (index >= Vector.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << Vector.size() - 1 << endl;

SetColor(7, 0);

}

} while (index > Vector.size() || index < 0);

cout << endl << Vector[index] << endl;

OperationPass();

return Vector[index];

break;

case 3:

cout << endl << Vector.back() << endl;

OperationPass();

return Vector.back();

break;

case 0:

cout << endl;

OperationCancel();

}

return T();

}

// ####################### ПОДСЧЕТ ЭЛЕМЕНТОВ ########################

template<typename T>

inline void ConsoleUI<T>::VectorCount(int ch)

{

if (NoVectorData())

return;

T value;

int count;

do

{

ChoseVector();

cout << "Выберите критерий подсчета:\n";

cout << "1. Посчитать все элементы, которые больше заданого.\n";

cout << "2. Посчитать все элементы, которые меньше заданого.\n";

cout << "3. Посчитать все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Vector.begin(), Vector.end(), [&value](const T &elem) { return value < elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Vector.begin(), Vector.end(), [&value](const T &elem) { return value > elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Vector.begin(), Vector.end(), [&value](const T &elem) { return value == elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ######################## ПОИСК ЭЛЕМЕНТОВ #########################

template<typename T>

inline void ConsoleUI<T>::VectorFind(int ch)

{

if (NoVectorData())

return;

T value;

vector<T> temp;

do

{

ChoseVector();

cout << "Выберите критерий подсчета:\n";

cout << "1. Найти все элементы, которые больше заданого.\n";

cout << "2. Найти все элементы, которые меньше заданого.\n";

cout << "3. Найти все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Vector.begin(), Vector.end(), back\_inserter(temp) , [&value](const T &elem) { return value < elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Vector.begin(), Vector.end(), back\_inserter(temp), [&value](const T &elem) { return value > elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Vector.begin(), Vector.end(), back\_inserter(temp), [&value](const T &elem) { return value == elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ######################### ВЫВОД ВЕКТОРА ##########################

template<typename T>

inline void ConsoleUI<T>::VectorShow()

{

if (NoVectorData())

return;

cout << endl;

for\_each(Vector.begin(), Vector.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

}

// ####################### НЕТ ДАННЫХ ВЕКТОРА #######################

template<typename T>

inline bool ConsoleUI<T>::NoVectorData()

{

if (!Vector.size())

{

SetColor(12, 0);

cout << "\nДанные отсутствуют!\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

return true;

}

return false;

}

// ######################### ВЫБОР ВЕКТОРА ##########################

template<typename T>

inline void ConsoleUI<T>::ChoseVector()

{

system("cls");

LabInfo();

cout << "Выбран контейнер: ";

SetColor(11, 0);

cout << "vector\n";

SetColor(7, 0);

}

**Текст файлу Set.hpp**

#pragma once

#include "Dialog.h"

// ####################### ОПЕРАЦИИ НАД СЕТОМ #######################

template<typename T>

inline void ConsoleUI<T>::DoSetOperation(int ch)

{

do {

ChoseSet();

ch = OperationSelect();

switch (ch)

{

case 1:

AddToSet();

break;

case 2:

DelFromSet();

break;

case 3:

SetGet();

break;

case 4:

SetShow();

break;

case 5:

SetCount(ch);

break;

case 6:

SetFind(ch);

break;

case 0:

return;

}

} while (ch);

}

// ######################## ДОБАВЛЕНИЕ В СЕТ ########################

template<typename T>

inline void ConsoleUI<T>::AddToSet()

{

T value;

cout << "\nВведите данные для добавления: ";

cin >> value;

Set.insert(value);

OperationPass();

}

// ######################## УДАЛЕНИЕ ИЗ СЕТА ########################

template<typename T>

inline void ConsoleUI<T>::DelFromSet()

{

if (NoSetData())

return;

T value;

cout << "\nВведите удаляемые данные: ";

cin >> value;

auto iterator = Set.find(value);

if (iterator == Set.end())

{

SetColor(12, 0);

cout << "Данных с таким значением нет в контейнере.\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

return;

}

Set.erase(iterator);

OperationPass();

}

// #################### ПОЛУЧЕНИЕ ДАННЫХ ИЗ СЕТА ####################

template<typename T>

inline T ConsoleUI<T>::SetGet()

{

if (NoSetData())

return T();

T value;

cout << "\nВведите искомые данные: ";

cin >> value;

auto iterator = Set.find(value);

if (iterator == Set.end())

{

SetColor(12, 0);

cout << "Данных с таким значением нет в контейнере.\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

return T();

}

cout << "Данные с таким значением есть в контейнере и успешно возвращены!\n";

OperationPass();

return \*iterator;

}

// ####################### ПОДСЧЕТ ЭЛЕМЕНТОВ ########################

template<typename T>

inline void ConsoleUI<T>::SetCount(int ch)

{

if (NoSetData())

return;

T value;

int count;

do

{

ChoseSet();

cout << "Выберите критерий подсчета:\n";

cout << "1. Посчитать все элементы, которые больше заданого.\n";

cout << "2. Посчитать все элементы, которые меньше заданого.\n";

cout << "3. Посчитать все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Set.begin(), Set.end(), [&value](const T &elem) { return value < elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Set.begin(), Set.end(), [&value](const T &elem) { return value > elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(Set.begin(), Set.end(), [&value](const T &elem) { return value == elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ######################## ПОИСК ЭЛЕМЕНТОВ #########################

template<typename T>

inline void ConsoleUI<T>::SetFind(int ch)

{

if (NoSetData())

return;

T value;

set<T> temp;

do

{

ChoseSet();

cout << "Выберите критерий подсчета:\n";

cout << "1. Найти все элементы, которые больше заданого.\n";

cout << "2. Найти все элементы, которые меньше заданого.\n";

cout << "3. Найти все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Set.begin(), Set.end(), inserter(temp, temp.end()), [&value](const T &elem) { return value < elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Set.begin(), Set.end(), inserter(temp, temp.end()), [&value](const T &elem) { return value > elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(Set.begin(), Set.end(), inserter(temp, temp.end()), [&value](const T &elem) { return value == elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ########################### ВЫВОД СЕТА ###########################

template<typename T>

inline void ConsoleUI<T>::SetShow()

{

if (NoSetData())

return;

cout << endl;

for\_each(Set.begin(), Set.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

}

// ######################## НЕТ ДАННЫХ СЕТА #########################

template<typename T>

inline bool ConsoleUI<T>::NoSetData()

{

if (!Set.size())

{

SetColor(12, 0);

cout << "\nДанные отсутствуют!\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

return true;

}

return false;

}

// ########################### ВЫБОР СЕТА ###########################

template<typename T>

inline void ConsoleUI<T>::ChoseSet()

{

system("cls");

LabInfo();

cout << "Выбран контейнер: ";

SetColor(11, 0);

cout << "set\n";

SetColor(7, 0);

}

**Текст файлу List.hpp**

#pragma once

#include "Dialog.h"

// ###################### ОПЕРАЦИИ НАД СПИСКОМ ######################

template<typename T>

inline void ConsoleUI<T>::DoListOperation(int ch)

{

do {

ChoseList();

ch = OperationSelect();

switch (ch)

{

case 1:

AddToList(ch);

break;

case 2:

DelFromList(ch);

break;

case 3:

ListGet(ch);

break;

case 4:

ListShow();

break;

case 5:

ListCount(ch);

break;

case 6:

ListFind(ch);

break;

case 0:

return;

}

} while (ch);

}

// ###################### ДОБАВЛЕНИЕ В СПИСОЕ #######################

template<typename T>

inline void ConsoleUI<T>::AddToList(int ch)

{

T value;

int index;

auto iterator = List.begin();

do

{

ChoseList();

cout << "Выберите способ добавления:\n";

cout << "1. Добавление в начало.\n";

cout << "2. Вставка.\n";

cout << "3. Добавление в конец.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nВведите значение для добавления: ";

cin >> value;

List.push\_front(value);

OperationPass();

break;

case 2:

cout << "\nВведите значение для добавления: ";

cin >> value;

do

{

cout << "Введите индекс: ";

cin >> index;

if (index > List.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << List.size() << endl;

SetColor(7, 0);

}

} while (index > List.size() || index < 0);

std::advance(iterator, index);

List.insert(iterator, value);

OperationPass();

break;

case 3:

cout << "\nВведите значение для добавления: ";

cin >> value;

List.push\_back(value);

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ####################### УДАЛЕНИЕ ИЗ СПИСКА #######################

template<typename T>

inline void ConsoleUI<T>::DelFromList(int ch)

{

if (NoListData())

return;

int index;

auto iterator = List.begin();

do

{

ChoseList();

cout << "Выберите способ удаления:\n";

cout << "1. Удаление с начала.\n";

cout << "2. Удаление по индексу.\n";

cout << "3. Удаление с конца.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

List.pop\_front();

cout << endl;

OperationPass();

break;

case 2:

do

{

cout << "Введите индекс: ";

cin >> index;

if (index >= List.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << List.size() - 1 << endl;

SetColor(7, 0);

}

} while (index > List.size() || index < 0);

std::advance(iterator, index);

List.erase(iterator);

OperationPass();

break;

case 3:

List.pop\_back();

cout << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ################### ПОЛУЧЕНИЕ ДАННЫХ ИЗ СПИСКА ###################

template<typename T>

inline T ConsoleUI<T>::ListGet(int ch)

{

if (NoListData())

return T();

int index;

auto iterator = List.begin();

do

{

ChoseList();

cout << "Выберите вариант получения:\n";

cout << "1. Вывести первый элемент.\n";

cout << "2. Вывести элемент по индексу.\n";

cout << "3. Вывести последний элемент.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << endl << List.front() << endl;

OperationPass();

return List.front();

break;

case 2:

do

{

cout << "Введите индекс: ";

cin >> index;

if (index >= List.size() || index < 0)

{

SetColor(12, 0);

cout << "Вы ошиблись. Введите число от 0 до " << List.size() - 1 << endl;

SetColor(7, 0);

}

} while (index > List.size() || index < 0);

advance(iterator, index);

cout << endl << \*iterator << endl;

OperationPass();

return \*iterator;

break;

case 3:

cout << endl << List.back() << endl;

OperationPass();

return List.back();

break;

case 0:

cout << endl;

OperationCancel();

}

return T();

}

// ####################### ПОДСЧЕТ ЭЛЕМЕНТОВ ########################

template<typename T>

inline void ConsoleUI<T>::ListCount(int ch)

{

if (NoListData())

return;

T value;

int count;

do

{

ChoseList();

cout << "Выберите критерий подсчета:\n";

cout << "1. Посчитать все элементы, которые больше заданого.\n";

cout << "2. Посчитать все элементы, которые меньше заданого.\n";

cout << "3. Посчитать все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(List.begin(), List.end(), [&value](const T &elem) { return value < elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(List.begin(), List.end(), [&value](const T &elem) { return value > elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

count = count\_if(List.begin(), List.end(), [&value](const T &elem) { return value == elem; });

cout << "\n\nКоличество элементов, подходящих по критерию: " << count << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ######################## ПОИСК ЭЛЕМЕНТОВ #########################

template<typename T>

inline void ConsoleUI<T>::ListFind(int ch)

{

if (NoListData())

return;

T value;

list<T> temp;

do

{

ChoseList();

cout << "Выберите критерий подсчета:\n";

cout << "1. Найти все элементы, которые больше заданого.\n";

cout << "2. Найти все элементы, которые меньше заданого.\n";

cout << "3. Найти все элементы, которые равны заданому.\n";

cout << "0. Отмена.\n";

cout << "Введите ваш ответ сюда: ";

cin >> ch;

} while (!CheckSelect(0, 3, ch));

switch (ch)

{

case 1:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(List.begin(), List.end(), back\_inserter(temp), [&value](const T &elem) { return value < elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 2:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(List.begin(), List.end(), back\_inserter(temp), [&value](const T &elem) { return value > elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 3:

cout << "\nЗадайте значение: ";

cin >> value;

copy\_if(List.begin(), List.end(), back\_inserter(temp), [&value](const T &elem) { return value == elem; });

cout << "\n\nСписок элементов, подходящих по критерию:\n";

for\_each(temp.begin(), temp.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

break;

case 0:

cout << endl;

OperationCancel();

}

}

// ########################## ВЫВОД СПИСКА ##########################

template<typename T>

inline void ConsoleUI<T>::ListShow()

{

if (NoListData())

return;

cout << endl;

for\_each(List.begin(), List.end(), Print\_Pred<T>);

cout << endl;

OperationPass();

}

// ####################### НЕТ ДАННЫХ СПИСКА ########################

template<typename T>

inline bool ConsoleUI<T>::NoListData()

{

if (!List.size())

{

SetColor(12, 0);

cout << "\nДанные отсутствуют!\n";

SetColor(7, 0);

system("PAUSE");

system("cls");

return true;

}

return false;

}

// ########################## ВЫБОР СПИСКА ##########################

template<typename T>

inline void ConsoleUI<T>::ChoseList()

{

system("cls");

LabInfo();

cout << "Выбран контейнер: ";

SetColor(11, 0);

cout << "list\n";

SetColor(7, 0);

}

4 РЕЗУЛЬТАТ РОБОТИ ПРОГРАМИ

![](data:image/png;base64,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)  
Рисунок 1 – Елементи вектору
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Рисунок 2 – Результат розрахунку кількості елементів
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Рисунок 3 – Результат пошуку елементів

ВИСНОВКИ

При виконанні лабораторної роботи було реалізовано діалогове меню для вибору критерію розрахунку кількості елементів колекції та діалогове меню для вибору критерію пошуку елементів колекції. Досліджено алгоритми, що не модифікують колекції.