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# 1 ЦЕЛИ РАБОТЫ

1. Изучить теоретические основы обмена данными в Windows.
2. Освоить инструменты и методы обмена данными между приложениями и пользователями.
3. Научиться использовать функции совместного доступа к файлам и папкам.
4. Разработать алгоритм обмена данными между приложениями.
5. Программно реализовать обмен данными между приложениями с использованием функций совместного доступа.

**2 КРАТКИЕ ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Обмен данными между приложениями: Windows предоставляет различные инструменты и методы для обмена данными между приложениями, такие как буферизация данных, передача файлов, использование общих папок и использование облачных хранилищ.

Обмен данными между пользователями: Windows позволяет пользователям обмениваться данными через общие папки, сетевые папки и облачные хранилища.

Совместный доступ к файлам и папкам: Windows предоставляет функции совместного доступа, которые позволяют нескольким пользователям одновременно работать с одним и тем же файлом или папкой, не мешая друг другу.

Алгоритмы обмена данными: для обмена данными между приложениями используются различные алгоритмы, такие как передача файлов, буферизация данных и использование общих папок.

Реализация обмена данными: программная реализация обмена данными включает использование функций совместного доступа, передачу файлов и буферизацию данных.

Сокеты в Windows — это программный интерфейс для обмена данными между приложениями через сеть. Они обеспечивают передачу данных между компьютерами, находящимися на разных сетях, и позволяют создавать разнообразные сетевые приложения, такие как чаты, игры и системы передачи данных [1].

В Windows сокеты представлены Windows Sockets (Winsock), которые обеспечивают работу с различными протоколами, такими как TCP (надежная, последовательная и двусторонняя передача данных) и UDP (ненадежная, непоследовательная и односторонняя передача данных).

Сокеты в Windows имеют несколько типов:

SOCK\_STREAM (TCP-сокеты) - обеспечивают надежную передачу данных.

SOCK\_DGRAM (UDP-сокеты) - обеспечивают ненадежную передачу данных.

SOCK\_RAW (RAW-сокеты) - предоставляют доступ к протоколам более низкого уровня.

Сокеты являются важной составляющей для разработки сетевых приложений в Windows и обеспечивают гибкость, масштабируемость и надежность при передаче данных через сеть.

# 3 ПОЛУЧЕННЫЕ РЕЗУЛЬТАТЫ

Результат работы программы-клиента после запуска, показан на рисунке 3.1.
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Рисунок 3.1 – Результат работы программы-клиента после запуска

Результат работы программы-сервера после запуска, показан на рисунке 3.2.
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Рисунок 3.2 – Результат работы программы-сервера после запуска

Далее на клиенте можно подключиться с именем пользователя. Пример на рисунке 3.3.
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Рисунок 3.3 – Результат работы программы после подключения к серверу

После можно присоединиться к комнате и писать туда сообщения, как на рисунке 3.4.
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Рисунок 3.4 – Пример общения в приложении

# ВЫВОДЫ

Windows предоставляет разнообразные инструменты и методы для обмена данными между приложениями и пользователями, такие как сетевые протоколы и API.

Выбор конкретного метода обмена данными зависит от требований и возможностей приложений, а также от объема и типа передаваемых данных.

В целом, средства обмена данными в Windows предоставляют широкий спектр возможностей для разработки приложений, работающих с данными, и выбор конкретного метода зависит от специфики приложения и требований к обмену данными.

Были реализованы программы клиент и сервер, которые позволяют общаться внутри комнат. Взаимодействие происходит с помощью сокетов на UDP.

# СПИСОК ЛИТЕРАТУРЫ

1. Programming reference for the Win32 API [Электронный ресурс]. – Режим доступа: https://learn.microsoft.com/en-us/windows/win32/api/ – Дата доступа: 21.09.2023.

# Приложение А

Листинг 1 **–** Код User.h:

#pragma once

#include "ChatMessage.h"

class User {

public:

User() = default;

User(std::string& username) : username\_(username) {}

User(const std::string username) : username\_(username) {}

virtual ~User() {}

virtual void deliver(const ChatMessage& message) = 0;

std::string username() const { return username\_; }

private:

const std::string username\_;

};

typedef boost::shared\_ptr<User> user\_ptr;

Листинг 2 **–** Код Session.h:

#pragma once

#include <boost/enable\_shared\_from\_this.hpp>

#include <boost/asio/io\_service.hpp>

#include <boost/asio/ip/udp.hpp>

#include "Room.h"

class Session

: public User,

public boost::enable\_shared\_from\_this<Session>

{

public:

Session(

boost::asio::ip::udp::socket& socket,

boost::asio::ip::udp::endpoint& remote\_endpoint,

std::string username

) : User(std::move(username)), socket\_(socket), remote\_endpoint\_(remote\_endpoint) {}

void deliver(const ChatMessage& message) override {

std::cout << message.text() << " " << username() << std::endl;

message\_queue\_.push\_back(message);

while(!message\_queue\_.empty()) {

send\_message(message\_queue\_.front());

message\_queue\_.pop\_front();

}

}

boost::shared\_ptr<Room> room() const {

return room\_;

}

void set\_room(const boost::shared\_ptr<Room>& room) {

room\_ = room;

}

private:

void send\_message(ChatMessage& message) {

socket\_.async\_send\_to(

boost::asio::buffer(message.data()),

remote\_endpoint\_,

boost::bind(

&Session::handle\_send,

this,

message,

boost::asio::placeholders::error,

boost::asio::placeholders::bytes\_transferred

)

);

}

void handle\_send(

ChatMessage message,

const boost::system::error\_code &error,

std::size\_t bytes\_transferred

) {

// LOG

}

MessageQueue message\_queue\_;

boost::shared\_ptr<Room> room\_;

boost::asio::ip::udp::socket& socket\_;

boost::asio::ip::udp::endpoint remote\_endpoint\_;

};

Листинг 3 **–** Код Server.cpp:

#include <boost/asio.hpp>

#include <boost/bind.hpp>

#include <boost/smart\_ptr/make\_shared.hpp>

#include <iostream>

#include <map>

#include <set>

#include <unordered\_map>

#include "Session.h"

using boost::asio::ip::udp;

class Server {

public:

Server(boost::asio::io\_service &io\_service, unsigned short port)

: io\_service\_(io\_service),

socket\_(io\_service, udp::endpoint(udp::v4(), port)) {

startReceive();

}

private:

void startReceive() {

socket\_.async\_receive\_from(

boost::asio::buffer(chat\_message\_.data()), remote\_endpoint\_,

boost::bind(&Server::handleReceive, this,

boost::asio::placeholders::error,

boost::asio::placeholders::bytes\_transferred));

}

void handleReceive(const boost::system::error\_code &error,

std::size\_t bytes\_transferred) {

if (!error || error == boost::asio::error::message\_size) {

chat\_message\_.decode();

std::cout << to\_string(chat\_message\_.type()) << std::endl;

if (!users\_.count(remote\_endpoint\_) &&

chat\_message\_.type() != MessageType::CONNECT) {

handleNonJoinedUser();

} else {

switch (chat\_message\_.type()) {

case MessageType::CONNECT:

handleConnect();

break;

case MessageType::COMMAND:

handleCommand();

break;

case MessageType::MESSAGE:

handleMessage();

break;

default:

break;

}

}

}

startReceive();

}

void handleNonJoinedUser() {

Session session(socket\_, remote\_endpoint\_, "SERVER");

session.deliver(ChatMessage("Need connect to some room."));

}

void handleConnect() {

std::vector<std::string> splitted\_message =

chat\_message\_.splitted\_text();

if (splitted\_message.size() == 2) {

std::string username = splitted\_message[1];

if (users\_.count(remote\_endpoint\_)) {

Session session(socket\_, remote\_endpoint\_, "SERVER");

session.deliver(ChatMessage("Login is already exists."));

} else {

users\_[remote\_endpoint\_] = boost::make\_shared<Session>(

socket\_, remote\_endpoint\_, username);

users\_[remote\_endpoint\_]->deliver(

ChatMessage("Welcome to chat."));

}

} else {

Session session(socket\_, remote\_endpoint\_, "SERVER");

session.deliver(ChatMessage("Invalid command form."));

}

}

void handleCommand() {

const auto session = users\_[remote\_endpoint\_];

const std::string username = session->username();

const std::string command = chat\_message\_.text();

if (command == "/users\_list") {

session->deliver(ChatMessage(users\_list(username)));

} else if (command == "/rooms\_list") {

session->deliver(ChatMessage(rooms\_list()));

} else {

std::pair<bool, std::string> result;

if (boost::algorithm::istarts\_with(command, "/create\_room")) {

result = create\_room(username);

} else if (boost::algorithm::istarts\_with(command, "/join\_room")) {

result = join\_room(username);

} else if (boost::algorithm::istarts\_with(command, "/leave\_room")) {

result = leave\_room(username);

}

session->deliver(ChatMessage(result.second));

}

}

void handleMessage() {

const auto &session = users\_[remote\_endpoint\_];

const auto &room = session->room();

const auto &username = session->username();

if (room) {

room->deliver(ChatMessage("[" + session->username() +

"]: " + chat\_message\_.text()),

username);

}

}

std::string users\_list(const std::string &username) {

std::string users =

"Users number: " + std::to\_string(users\_.size()) + "\n";

std::for\_each(begin(users\_), end(users\_),

[&](const std::pair<udp::endpoint,

boost::shared\_ptr<Session>> &pair) {

const auto &[\_, session] = pair;

const auto &username\_ = session->username();

if (username\_ != username) {

users += username\_ + '\n';

}

});

return users;

}

std::string rooms\_list() {

std::string rooms;

std::for\_each(

begin(rooms\_), end(rooms\_),

[&](const std::pair<std::string, boost::shared\_ptr<Room>> &pair) {

const auto &[room\_name, room] = pair;

if (room->is\_public()) {

rooms += room\_name + '\n';

}

});

return rooms;

}

std::pair<bool, std::string> create\_room(const std::string &username) {

std::vector<std::string> splitted\_message =

chat\_message\_.splitted\_text();

if (splitted\_message.size() != 3) {

return {0, "Bad command"};

}

const std::string room\_name = splitted\_message[1];

const std::string room\_password = splitted\_message[2];

if (rooms\_.count(room\_name)) {

return {0, "Room with name = [" + room\_name + "] already exists."};

}

rooms\_[room\_name] = boost::make\_shared<Room>(room\_name, room\_password);

rooms\_[room\_name]->join(users\_[remote\_endpoint\_]);

users\_[remote\_endpoint\_]->set\_room(rooms\_[room\_name]);

return {1, "OK"};

}

std::pair<bool, std::string> join\_room(const std::string &username) {

std::vector<std::string> splitted\_message =

chat\_message\_.splitted\_text();

if (splitted\_message.size() != 3) {

return {0, "Bad command"};

}

const std::string room\_name = splitted\_message[1];

const std::string room\_password = splitted\_message[2];

const auto room\_iterator = rooms\_.find(room\_name);

if (room\_iterator == rooms\_.end()) {

return {0, "Wrong room name"};

}

const auto room = room\_iterator->second;

if (!room->is\_password\_valid(room\_password)) {

return {0, "Wrong password"};

}

room->join(users\_[remote\_endpoint\_]);

users\_[remote\_endpoint\_]->set\_room(room);

return {1, "OK"};

}

std::pair<bool, std::string> leave\_room(const std::string &username) {

return {};

}

ChatMessage chat\_message\_;

std::map<udp::endpoint, boost::shared\_ptr<Session>> users\_;

std::unordered\_map<std::string, boost::shared\_ptr<Room>> rooms\_;

udp::socket socket\_;

udp::endpoint remote\_endpoint\_;

boost::asio::io\_service &io\_service\_;

};

int main(int argc, char \*argv[]) {

if (argc != 2) {

std::cout << "Specify port to use!" << std::endl;

return 1;

}

try {

boost::asio::io\_service io\_service;

Server server(io\_service, std::atoi(argv[1]));

io\_service.run();

} catch (const std::exception &e) {

std::cerr << e.what() << std::endl;

}

}

Листинг 4 **–** Код Room.h:

#pragma once

#include "User.h"

class Room {

public:

Room(std::string name, std::string password)

: name\_(name), password\_(password) {}

void join(const user\_ptr& user) { users\_.insert(user); }

void leave(const user\_ptr& user) { users\_.erase(user); }

void deliver(const ChatMessage& message, const std::string& username) {

message\_queue\_.push\_back(message);

for (const auto& f : users\_) {

std::cout << f->username() << std::endl;

}

std::for\_each(users\_.begin(), users\_.end(), [&](const user\_ptr& user) {

std::cout << username << " " << user->username() << std::endl;

if (username != user->username()) {

user->deliver(message);

}

});

}

std::string name() const { return name\_; }

bool is\_public() const { return true; }

bool is\_password\_valid(const std::string& password) const {

return password == password\_;

}

private:

std::string name\_;

std::string password\_;

std::set<user\_ptr> users\_;

MessageQueue message\_queue\_;

};

Листинг 5 **–** Код Client.cpp:

#include <boost/thread.hpp>

#include <boost/array.hpp>

#include <boost/asio.hpp>

#include <iostream>

#include "ChatMessage.h"

using boost::asio::ip::udp;

class Client {

public:

Client(

boost::asio::io\_service& io\_service,

const std::string& host,

const std::string& port

) : io\_service\_(io\_service), socket\_(io\_service) {

udp::resolver resolver(io\_service\_);

udp::resolver::query query(udp::v4(), host, port);

udp::resolver::iterator iterator = resolver.resolve(query);

endpoint\_ = \*iterator;

boost::asio::connect(socket\_, iterator);

startReceive();

}

void send(const ChatMessage& msg) {

socket\_.send(boost::asio::buffer(msg.data(), msg.size()));

}

~Client() {

socket\_.close();

}

private:

void startReceive() {

socket\_.async\_receive\_from(

boost::asio::buffer(message\_.data()),

endpoint\_,

boost::bind(

&Client::handleReceive,

this,

boost::asio::placeholders::error,

boost::asio::placeholders::bytes\_transferred

)

);

}

void handleReceive(

const boost::system::error\_code& error,

std::size\_t bytes\_transferred

) {

if(!error) {

message\_.decode();

std::cout << message\_.text() << std::endl;

}

startReceive();

}

udp::socket socket\_;

udp::endpoint endpoint\_;

boost::asio::io\_service& io\_service\_;

ChatMessage message\_;

};

int main(int argc, char\* argv[]) {

try {

if(argc != 3) {

std::cerr << "Use: <host> <port>" << std::endl;

}

boost::asio::io\_service io\_service;

Client client(io\_service, argv[1], argv[2]);

boost::thread t(boost::bind(&boost::asio::io\_service::run, &io\_service));

std::string input;

while(std::getline(std::cin, input)) {

ChatMessage msg(input);

client.send(msg);

}

client.~Client();

t.join();

} catch (const std::exception& e) {

std::cout << e.what() << std::endl;

}

}

Листинг 6 **–** Код ChatMessage.h:

#include <boost/algorithm/string.hpp>

#include <boost/array.hpp>

#include <algorithm>

#include <string>

#include <vector>

#include <deque>

enum class MessageType {

CONNECT = 0,

COMMAND = 1,

MESSAGE = 2,

UNKNOWN = 3

};

std::string to\_string(MessageType type) {

switch (type) {

case MessageType::CONNECT: return "CONNECT";

case MessageType::COMMAND: return "COMMAND";

case MessageType::MESSAGE: return "MESSAGE";

default: return "UNKNOWN";

}

}

class ChatMessage {

public:

static constexpr std::size\_t MESSAGE\_LENGTH = 1024;

ChatMessage() : data\_(), type\_(MessageType::UNKNOWN) {}

ChatMessage(const std::string& text) : data\_() {

initMessage(text);

}

boost::array<char, MESSAGE\_LENGTH>& data() {

return data\_;

}

boost::array<char, MESSAGE\_LENGTH> data() const {

return data\_;

}

MessageType type() {

return type\_;

}

std::string text() const {

if(type\_ == MessageType::UNKNOWN) {

return "UNKNOWN MESSAGE";

}

const auto position = std::find(data\_.begin() + 1, data\_.end(), 0);

return std::string(data\_.begin() + 1, position);

}

std::vector<std::string> splitted\_text(const std::string& delims = " ") const {

std::vector<std::string> words;

std::string text\_ = text();

boost::split(words, text\_, boost::is\_any\_of(delims));

return words;

}

std::size\_t size() const {

return data\_.size();

}

void decode() {

switch (data\_[0]) {

case 0:

type\_ = MessageType::CONNECT;

break;

case 1:

type\_ = MessageType::COMMAND;

break;

case 2:

type\_ = MessageType::MESSAGE;

break;

default:

type\_ = MessageType::UNKNOWN;

break;

}

}

private:

void initMessage(const std::string& text) {

if (text.empty()) {

type\_ = MessageType::UNKNOWN;

} else if(boost::algorithm::starts\_with(text, "/connect")) {

type\_ = MessageType::CONNECT;

} else if(boost::algorithm::starts\_with(text, "/")) {

type\_ = MessageType::COMMAND;

} else {

type\_ = MessageType::MESSAGE;

}

data\_[0] = static\_cast<char>(type\_);

memcpy(data\_.data() + 1, text.data(), sizeof(char) \* std::min(MESSAGE\_LENGTH - 1, text.size()));

}

MessageType type\_;

boost::array<char, MESSAGE\_LENGTH> data\_;

};

typedef std::deque<ChatMessage> MessageQueue;