Java String

In [Java](https://www.javatpoint.com/java-tutorial), string is basically an object that represents sequence of char values. An [array](https://www.javatpoint.com/array-in-java)

of characters works same as Java string. For example:

1. **char**[] ch={'j','a','v','a','t','p','o','i','n','t'};
2. String s=**new** String(ch);

is same as:

1. String s="javatpoint";

**Java String** class provides a lot of methods to perform operations on strings such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements *Serializable*, *Comparable* and *CharSequence* [interfaces](https://www.javatpoint.com/interface-in-java)

.
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CharSequence Interface

The CharSequence interface is used to represent the sequence of characters. String,

classes implement it. It means, we can create strings in Java by using these three classes.

![CharSequence in Java](data:image/png;base64,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)

The Java String is immutable which means it cannot be changed. Whenever we change any string, a new instance is created. For mutable strings, you can use StringBuffer and StringBuilder classes.

What is String in Java?

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

How to create a string object?

There are two ways to create String object:

1. By string literal
2. By new keyword

1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance
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In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

Note: String objects are stored in a special memory area known as the "string constant pool".

Why Java uses the concept of String literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

Java String class methods

The java.lang.String class provides many useful methods to perform operations on sequence of char values.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | It returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | It returns string length |
| 3 | [static String format(String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns a formatted string. |
| 4 | [static String format(Locale l, String format, Object... args)](https://www.javatpoint.com/java-string-format) | It returns formatted string with given locale. |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index. |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index and end index. |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | It returns true or false after matching the sequence of char value. |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](https://www.javatpoint.com/java-string-join) | It returns a joined string. |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | It checks the equality of string with the given object. |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | It checks if string is empty. |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | It concatenates the specified string. |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified char value. |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified CharSequence. |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | It compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex. |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex and limit. |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | It returns an interned string. |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index. |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index starting with given index. |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index. |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index starting with given index. |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | It removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | It converts given type into string. It is an overloaded method. |

# Immutable String in Java

A String is an unavoidable type of variable while writing any application program. String references are used to store various attributes like username, password, etc. In Java, **String objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once String object is created its data or state can't be changed but a new String object is created.

Let's try to understand the concept of immutability by the example given below:

**Testimmutablestring.java**

1. **class** Testimmutablestring{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s.concat(" Tendulkar");//concat() method appends the string at the end
5. System.out.println(s);//will print Sachin because strings are immutable objects
6. }
7. }

Now it can be understood by the diagram given below. Here Sachin is not changed but a new object is created with Sachin Tendulkar. That is why String is known as immutable.
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As you can see in the above figure that two objects are created but ***s*** reference variable still refers to "Sachin" not to "Sachin Tendulkar".

But if we explicitly assign it to the reference variable, it will refer to "Sachin Tendulkar" object.

For example:

**Testimmutablestring1.java**

1. **class** Testimmutablestring1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s=s.concat(" Tendulkar");
5. System.out.println(s);
6. }
7. }

In such a case, s points to the "Sachin Tendulkar". Please notice that still Sachin object is not modified.

### Why String objects are immutable in Java?

As Java uses the concept of String literal. Suppose there are 5 reference variables, all refer to one object "Sachin". If one reference variable changes the value of the object, it will be affected by all the reference variables. That is why String objects are immutable in Java.

Following are some features of String which makes String objects immutable.

**1. ClassLoader:**

A ClassLoader in Java uses a String object as an argument. Consider, if the String object is modifiable, the value might be changed and the class that is supposed to be loaded might be different.

To avoid this kind of misinterpretation, String is immutable.

**2. Thread Safe:**

As the String object is immutable we don't have to take care of the synchronization that is required while sharing an object across multiple threads.

As we have seen in class loading, immutable String objects avoid further errors by loading the correct class. This leads to making the application program more secure. Consider an example of banking software. The username and password cannot be modified by any intruder because String objects are immutable. This can make the application program more secure.

**4. Heap Space:**

The immutability of String helps to minimize the usage in the heap memory. When we try to declare a new String object, the JVM checks whether the value already exists in the String pool or not. If it exists, the same value is assigned to the new object. This feature allows Java to use the heap space efficiently.

### Why String class is Final in Java?

The reason behind the String class being final is because no one can override the methods of the String class. So that it can provide the same features to the new String objects as well as to the old ones.

Java String compare
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We can compare String in Java on the basis of content and reference.

It is used in **authentication** (by equals() method), **sorting** (by compareTo() method), **reference matching** (by == operator) etc.

There are three ways to compare String in Java:

1. By Using equals() Method
2. By Using == Operator
3. By compareTo() Method

## 1) By Using equals() Method

The String class equals() method compares the original content of the string. It compares values of string for equality. String class provides the following two methods:

* **public boolean equals(Object another)** compares this string to the specified object.
* **public boolean equalsIgnoreCase(String another)** compares this string to another string, ignoring case.

## 2) By Using == operator

The == operator compares references not values.

3) By Using compareTo() method

The String class compareTo() method compares values lexicographically and returns an integer value that describes if first string is less than, equal to or greater than second string.

Suppose s1 and s2 are two String objects. If:

* **s1 == s2** : The method returns 0.
* **s1 > s2** : The method returns a positive value.
* **s1 < s2** : The method returns a negative value.

String Concatenation in Java

In Java, String concatenation forms a new String that is the combination of multiple strings. There are two ways to concatenate strings in Java:

1. By + (String concatenation) operator
2. By concat() method

1) String Concatenation by + (String concatenation) operator

Java String concatenation operator (+) is used to add strings.

1. **class** TestStringConcatenation1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin"+" Tendulkar";
4. System.out.println(s);//Sachin Tendulkar
5. }
6. }

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In Java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and it's append method. String concatenation operator produces a new String by appending the second operand onto the end of the first operand. The String concatenation operator can concatenate not only String but primitive values also.

### 2) String Concatenation by concat() method

The String concat() method concatenates the specified string to the end of current string. Syntax:

1. **public** String concat(String another)

There are some other possible ways to concatenate Strings in Java,

### 1. String concatenation using StringBuilder class

StringBuilder is class provides append() method to perform concatenation operation. The append() method accepts arguments of different types like Objects, StringBuilder, int, char, CharSequence, boolean, float, double. StringBuilder is the most popular and fastet way to concatenate strings in Java. It is mutable class which means values stored in StringBuilder objects can be updated or changed.

### 2. String concatenation using format() method

String.format() method allows to concatenate multiple strings using format specifier like %s followed by the string values or objects.

### 3. String concatenation using String.join() method (Java Version 8+)

The String.join() method is available in Java version 8 and all the above versions. String.join() method accepts arguments first a separator and an array of String objects.

### 4. String concatenation using StringJoiner class (Java Version 8+)

StringJoiner class has all the functionalities of String.join() method. In advance its constructor can also accept optional arguments, prefix and suffix.

### 5. String concatenation using Collectors.joining() method (Java (Java Version 8+)

The Collectors class in Java 8 offers joining() method that concatenates the input elements in a similar order as they occur.

Substring in Java

A part of String is called **substring**. In other words, substring is a subset of another String. Java String class provides the built-in substring() method that extract a substring from the given string by using the index values passed as an argument. In case of substring() method startIndex is inclusive and endIndex is exclusive.

Suppose the string is "**computer**", then the substring will be com, compu, ter, etc.

Note: Index starts from 0.

You can get substring from the given String object by one of the two methods:

1. **public String substring(int startIndex):**  
   This method returns new String object containing the substring of the given string from specified startIndex (inclusive). The method throws an IndexOutOfBoundException when the startIndex is larger than the length of String or less than zero.
2. **public String substring(int startIndex, int endIndex):**  
   This method returns new String object containing the substring of the given string from specified startIndex to endIndex. The method throws an IndexOutOfBoundException when the startIndex is less than zero or startIndex is greater than endIndex or endIndex is greater than length of String.

In case of String:

* **startIndex:** inclusive
* **endIndex:** exclusive

Let's understand the startIndex and endIndex by the code given below.

1. String s="hello";
2. System.out.println(s.substring(0,2)); //returns he  as a substring

In the above substring, 0 points the first letter and 2 points the second letter i.e., (because end index is exclusive).

Java String Methods

# Java toString() Method

If you want to represent any object as a string, **toString() method** comes into existence.

The toString() method returns the String representation of the object.

If you print any object, Java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object etc. depending on your implementation.

### Advantage of Java toString() method

By overriding the toString() method of the Object class, we can return values of the object, so we don't need to write much code.

# Java String charAt()

The **Java String class charAt()** method returns a char value at the given index number.

The index number starts from 0 and goes to n-1, where n is the length of the string. It returns **StringIndexOutOfBoundsException,** if the given index number is greater than or equal to this string length or a negative number.

### Syntax

1. **public** **char** charAt(**int** index)

The method accepts **index** as a parameter. The starting index is 0. It returns a character at a specific index position in a string. It throws **StringIndexOutOfBoundsException** if the index is a negative value or greater than this string length.

Java String contains()

The **Java String class contains()** method searches the sequence of characters in this string. It returns *true* if the sequence of char values is found in this string otherwise returns *false*.

Signature

The signature of string contains() method is given below:

1. **public** **boolean** contains(CharSequence sequence)

Parameter

**sequence** : specifies the sequence of characters to be searched.

Returns

**true** if the sequence of char value exists, otherwise **false**.Features of Java - Javatpoint

Exception

**NullPointerException** : if the sequence is null.

Internal implementation

1. **public** **boolean** contains(CharSequence s) {
2. **return** indexOf(s.toString()) > -1;
3. }

Here, the conversion of CharSequence takes place into String. After that, the indexOf() method is invoked. The method indexOf() either returns 0 or a number greater than 0 in case the searched string is found.

However, when the searched string is not found, the indexOf() method returns -1. Therefore, after execution, the contains() method returns true when the indexOf() method returns a non-negative value (when the searched string is found); otherwise, the method returns false.

Limitations of the Contains() method

Following are some limitations of the contains() method:

* The contains() method should not be used to search for a character in a string. Doing so results in an error.
* The contains() method only checks for the presence or absence of a string in another string. It never reveals at which index the searched index is found. Because of these limitations, it is better to use the indexOf() method instead of the contains() method.

Java String isEmpty()

The **Java String class isEmpty()** method checks if the input string is empty or not. Note that here empty means the number of characters contained in a string is zero.

Signature

The signature or syntax of string isEmpty() method is given below:

1. **public** **boolean** isEmpty()

Returns

true if length is 0 otherwise false.

Empty Vs. Null Strings

Earlier in this tutorial, we have discussed that the empty strings contain zero characters. However, the same is true for a null string too. A null string is a string that has no value.

1. String str = ""; // empty string
2. String str1 = **null**; // null string. It is also not containing any characters.

The isEmpty() method is not fit for checking the null strings. The following example shows the same.

Java String join()

The **Java String class join()** method returns a string joined with a given delimiter. In the String join() method, the delimiter is copied for each element. The join() method is included in the Java string since JDK 1.8.

There are two types of join() methods in the Java String class.

Signature

The signature or syntax of the join() method is given below:

1. **public** **static** String join(CharSequence delimiter, CharSequence... elements)
2. and
3. **public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

Parameters

**delimiter** : char value to be added with each element

**elements** : char value to be attached with delimiter

Returns

joined string with delimiter

Exception Throws

**NullPointerException** if element or delimiter is null.

Java String length()

The **Java String class length()** method finds the length of a string. The length of the Java string is the same as the Unicode code units of the string.

Signature

The signature of the string length() method is given below:

1. **public** **int** length()

Specified by

CharSequence interface

Returns

Length of characters. In other words, the total number of characters present in the string.839Java Try Catch

Internal implementation

1. **public** **int** length() {
2. **return** value.length;
3. }

The String class internally uses a char[] array to store the characters. The length variable of the array is used to find the total number of elements present in the array. Since the Java String class uses this char[] array internally; therefore, the length variable can not be exposed to the outside world. Hence, the Java developers created the length() method, the exposes the value of the length variable. One can also think of the length() method as the getter() method, that provides a value of the class field to the user. The internal implementation clearly depicts that the length() method returns the value of then the length variable.

Java String toCharArray()

The **java string toCharArray()** method converts this string into character array. It returns a newly created character array, its length is similar to this string and its contents are initialized with the characters of this string.

Internal implementation

1. **public** **char**[] toCharArray() {
2. // Cannot use Arrays.copyOf because of class initialization order issues
3. **char** result[] = **new** **char**[value.length];
4. System.arraycopy(value, 0, result, 0, value.length);
5. **return** result;
6. }

Signature

The signature or syntax of string toCharArray() method is given below:

1. **public** **char**[] toCharArray()

Returns

character array

# Java String toUpperCase()

The **java string toUpperCase()** method returns the string in uppercase letter. In other words, it converts all characters of the string into upper case letter.

The toUpperCase() method works same as toUpperCase(Locale.getDefault()) method. It internally uses the default locale.

Signature

There are two variant of toUpperCase() method. The signature or syntax of string toUpperCase() method is given below:

1. **public** String toUpperCase()
2. **public** String toUpperCase(Locale locale)

The second method variant of toUpperCase(), converts all the characters into uppercase using the rules of given Locale.

Returns

string in uppercase letter.

# Java String toLowerCase()

The **java string toLowerCase()** method returns the string in lowercase letter. In other words, it converts all characters of the string into lower case letter.

The toLowerCase() method works same as toLowerCase(Locale.getDefault()) method. It internally uses the default locale.

Signature

There are two variant of toLowerCase() method. The signature or syntax of string toLowerCase() method is given below:

1. **public** String toLowerCase()
2. **public** String toLowerCase(Locale locale)
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Returns

string in lowercase letter.

Java String trim()

The **Java String class trim()** method eliminates leading and trailing spaces. The Unicode value of space character is '\u0020'. The trim() method in Java string checks this Unicode value before and after the string, if it exists then the method removes the spaces and returns the omitted string.

The string trim() method doesn't omit middle spaces.

Signature

The signature or syntax of the String class trim() method is given below:

1. **public** String trim()

Returns

string with omitted leading and trailing spaces

Java String replace()

The **Java String class replace()** method returns a string replacing all the old char or CharSequence to new char or CharSequence.

Since JDK 1.5, a new replace() method is introduced that allows us to replace a sequence of char values.

Signature

There are two types of replace() methods in Java String class.

1. **public** String replace(**char** oldChar, **char** newChar)
2. **public** String replace(CharSequence target, CharSequence replacement)

The second replace() method is added since JDK 1.5.
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Parameters

**oldChar** : old character

**newChar** : new character

**target** : target sequence of characters

**replacement** : replacement sequence of characters

Returns

replaced string

Exception Throws

NullPointerException: if the replacement or target is equal to null.

Java String replaceAll()

The Java String class replaceAll() method returns a string replacing all the sequence of characters matching regex and replacement string.

Signature

1. **public** String replaceAll(String regex, String replacement)

Parameters

**regex** : regular expression

**replacement** : replacement sequence of characters

Returns

replaced string
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Exception Throws

PatternSyntaxException: if the syntax of the regular expression is not valid.

Internal implementation

1. **public** String replaceAll(String regex, String replacement) {
2. **return** Pattern.compile(regex).matcher(**this**).replaceAll(replacement);
3. }