Collections in Java

The **Collection in Java** is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

Java Collection means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes ([ArrayList](https://www.javatpoint.com/java-arraylist), Vector, [LinkedList](https://www.javatpoint.com/java-linkedlist), [PriorityQueue](https://www.javatpoint.com/java-priorityqueue), HashSet, LinkedHashSet, TreeSet).

What is Collection in Java

A Collection represents a single unit of objects, i.e., a group.

What is a framework in Java

* It provides readymade architecture.
* It represents a set of classes and interfaces.
* It is optional.

What is Collection framework

The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:

1. Interfaces and its implementations, i.e., classes
2. Algorithm

Hierarchy of Collection Framework

Let us see the hierarchy of Collection framework. The **java.util** package contains all the [classes](https://www.javatpoint.com/object-and-class-in-java) and [interfaces](https://www.javatpoint.com/interface-in-java) for the Collection framework.

![Hierarchy of Java Collection framework](data:image/png;base64,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)

Methods of Collection interface

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(E e) | It is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection<? extends E> c) | It is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | It is used to delete an element from the collection. |
| 4 | public boolean removeAll(Collection<?> c) | It is used to delete all the elements of the specified collection from the invoking collection. |
| 5 | default boolean removeIf(Predicate<? super E> filter) | It is used to delete all the elements of the collection that satisfy the specified predicate. |
| 6 | public boolean retainAll(Collection<?> c) | It is used to delete all the elements of invoking collection except the specified collection. |
| 7 | public int size() | It returns the total number of elements in the collection. |
| 8 | public void clear() | It removes the total number of elements from the collection. |
| 9 | public boolean contains(Object element) | It is used to search an element. |
| 10 | public boolean containsAll(Collection<?> c) | It is used to search the specified collection in the collection. |
| 11 | public Iterator iterator() | It returns an iterator. |
| 12 | public Object[] toArray() | It converts collection into array. |
| 13 | public <T> T[] toArray(T[] a) | It converts collection into array. Here, the runtime type of the returned array is that of the specified array. |
| 14 | public boolean isEmpty() | It checks if collection is empty. |
| 15 | default Stream<E> parallelStream() | It returns a possibly parallel Stream with the collection as its source. |
| 16 | default Stream<E> stream() | It returns a sequential Stream with the collection as its source. |
| 17 | default Spliterator<E> spliterator() | It generates a Spliterator over the specified elements in the collection. |
| 18 | public boolean equals(Object element) | It matches two collections. |
| 19 | public int hashCode() | It returns the hash code number of the collection. |

Iterator interface

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in a forward direction only. |

Methods of Iterator interface

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if the iterator has more elements otherwise it returns false. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is less used. |

Iterable Interface

The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.

It contains only one abstract method. i.e.,

1. Iterator<T> iterator()

It returns the iterator over the elements of type T.

Collection Interface

The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.

Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.

List Interface

List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

To instantiate the List interface, we must use :

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();

There are various methods in List interface that can be used to insert, delete, and access the elements from the list.

The classes that implement the List interface are given below.

ArrayList

The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types. The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed.

## LinkedList

LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements. It can store the duplicate elements. It maintains the insertion order and is not synchronized. In LinkedList, the manipulation is fast because no shifting is required.

## Vector

Vector uses a dynamic array to store the data elements. It is similar to ArrayList. However, It is synchronized and contains many methods that are not the part of Collection framework.

## Stack

The stack is the subclass of Vector. It implements the last-in-first-out data structure, i.e., Stack. The stack contains all of the methods of Vector class and also provides its methods like boolean push(), boolean peek(), boolean push(object o), which defines its properties.

Queue Interface

Queue interface maintains the first-in-first-out order. It can be defined as an ordered list that is used to hold the elements which are about to be processed. There are various classes like PriorityQueue, Deque, and ArrayDeque which implements the Queue interface.

Queue interface can be instantiated as:

1. Queue<String> q1 = **new** PriorityQueue();
2. Queue<String> q2 = **new** ArrayDeque();

There are various classes that implement the Queue interface, some of them are given below.

PriorityQueue

The PriorityQueue class implements the Queue interface. It holds the elements or objects which are to be processed by their priorities. PriorityQueue doesn't allow null values to be stored in the queue.

## Deque Interface

Deque interface extends the Queue interface. In Deque, we can remove and add the elements from both the side. Deque stands for a double-ended queue which enables us to perform the operations at both the ends.

Deque can be instantiated as:

1. Deque d = **new** ArrayDeque();

## ArrayDeque

ArrayDeque class implements the Deque interface. It facilitates us to use the Deque. Unlike queue, we can add or delete the elements from both the ends.

ArrayDeque is faster than ArrayList and Stack and has no capacity restrictions.

Set Interface

Set Interface in Java is present in java.util package. It extends the Collection interface. It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set. Set is implemented by HashSet, LinkedHashSet, and TreeSet.

Set can be instantiated as:

1. Set<data-type> s1 = **new** HashSet<data-type>();
2. Set<data-type> s2 = **new** LinkedHashSet<data-type>();
3. Set<data-type> s3 = **new** TreeSet<data-type>();

HashSet

HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items.

## LinkedHashSet

LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.

## SortedSet Interface

SortedSet is the alternate of Set interface that provides a total ordering on its elements. The elements of the SortedSet are arranged in the increasing (ascending) order. The SortedSet provides the additional methods that inhibit the natural ordering of the elements.

The SortedSet can be instantiated as:

1. SortedSet<data-type> set = **new** TreeSet();

## TreeSet

Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements. However, the access and retrieval time of TreeSet is quite fast. The elements in TreeSet stored in ascending order.

Java EnumSet class

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

EnumSet class hierarchy

The hierarchy of EnumSet class is given in the figure given below.

EnumSet class declaration

Let's see the declaration for java.util.EnumSet class.

1. **public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable

## What is Hashing

It is the process of converting an object into an integer value. The integer value helps in indexing and faster searches.

## What is HashMap

HashMap is a part of the Java collection framework. It uses a technique called Hashing. It implements the map interface. It stores the data in the pair of Key and Value. HashMap contains an array of the nodes, and the node is represented as a class. It uses an array and LinkedList data structure internally for storing Key and Value. There are four fields in HashMap.  
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Before understanding the internal working of HashMap, you must be aware of hashCode() and equals() method.

* **equals():** It checks the equality of two objects. It compares the Key, whether they are equal or not. It is a method of the Object class. It can be overridden. If you override the equals() method, then it is mandatory to override the hashCode() method.
* **hashCode():** This is the method of the object class. It returns the memory reference of the object in integer form. The value received from the method is used as the bucket number. The bucket number is the address of the element inside the map. Hash code of null Key is 0.
* **Buckets:** Array of the node is called buckets. Each node has a data structure like a LinkedList. More than one node can share the same bucket. It may be different in capacity.
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## Insert Key, Value pair in HashMap

We use put() method to insert the Key and Value pair in the HashMap. The default size of HashMap is 16 (0 to 15).

Example

In the following example, we want to insert three (Key, Value) pair in the HashMap.

1. HashMap<String, Integer> map = **new** HashMap<>();
2. map.put("Aman", 19);
3. map.put("Sunny", 29);
4. map.put("Ritesh", 39);

Let's see at which index the Key, value pair will be saved into HashMap. When we call the put() method, then it calculates the hash code of the Key "Aman." Suppose the hash code of "Aman" is 2657860. To store the Key in memory, we have to calculate the index.

Calculating Index

Index minimizes the size of the array. The Formula for calculating the index is:

1. Index = hashcode(Key) & (n-1)

Where n is the size of the array. Hence the index value for "Aman" is:

1. Index = 2657860 & (16-1) = 4

The value 4 is the computed index value where the Key and value will store in HashMap.
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Hash Collision

This is the case when the calculated index value is the same for two or more Keys. Let's calculate the hash code for another Key "Sunny." Suppose the hash code for "Sunny" is 63281940. To store the Key in the memory, we have to calculate index by using the index formula.

1. Index=63281940 & (16-1) = 4

The value 4 is the computed index value where the Key will be stored in HashMap. In this case, equals() method check that both Keys are equal or not. If Keys are same, replace the value with the current value. Otherwise, connect this node object to the existing node object through the LinkedList. Hence both Keys will be stored at index 4.
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Similarly, we will store the Key "Ritesh." Suppose hash code for the Key is 2349873. The index value will be 1. Hence this Key will be stored at index 1.
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get() method in HashMap

get() method is used to get the value by its Key. It will not fetch the value if you don't know the Key. When get(K Key) method is called, it calculates the hash code of the Key.

Suppose we have to fetch the Key "Aman." The following method will be called.

1. map.get(**new** Key("Aman"));

It generates the hash code as 2657860. Now calculate the index value of 2657860 by using index formula. The index value will be 4, as we have calculated above. get() method search for the index value 4. It compares the first element Key with the given Key. If both keys are equal, then it returns the value else check for the next element in the node if it exists. In our scenario, it is found as the first element of the node and return the value 19.

Let's fetch another Key "Sunny."

The hash code of the Key "Sunny" is 63281940. The calculated index value of 63281940 is 4, as we have calculated for put() method. Go to index 4 of the array and compare the first element's Key with the given Key. It also compares Keys. In our scenario, the given Key is the second element, and the next of the node is null. It compares the second element Key with the specified Key and returns the value 29. It returns null if the next of the node is null.

# Java HashMap
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Java **HashMap** class implements the Map interface which allows us to store key and value pair, where keys should be unique. If you try to insert the duplicate key, it will replace the element of the corresponding key. It is easy to perform operations using the key index like updation, deletion, etc. HashMap class is found in the java.util package.

HashMap in Java is like the legacy Hashtable class, but it is not synchronized. It allows us to store the null elements as well, but there should be only one null key. Since Java 5, it is denoted as HashMap<K,V>, where K stands for key and V for value. It inherits the AbstractMap class and implements the Map interface.

### Points to remember

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

### Hierarchy of HashMap class

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### HashMap class declaration

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### HashMap class Parameters

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Difference between HashSet and HashMap

HashSet contains only values whereas HashMap contains an entry(key and value).

# Java Hashtable class

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

### Points to remember

* A Hashtable is an array of a list. Each list is known as a bucket. The position of the bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* Java Hashtable class contains unique elements.
* Java Hashtable class doesn't allow null key or value.
* Java Hashtable class is synchronized.
* The initial default capacity of Hashtable class is 11 whereas loadFactor is 0.75.

### Hashtable class declaration

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### Hashtable class Parameters

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

Constructors of Java Hashtable class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It creates an empty hashtable having the initial default capacity and load factor. |
| Hashtable(int capacity) | It accepts an integer parameter and creates a hash table that contains a specified initial capacity. |
| Hashtable(int capacity, float loadFactor) | It is used to create a hash table having the specified initial capacity and loadFactor. |
| Hashtable(Map<? extends K,? extends V> t) | It creates a new hash table with the same mappings as the given Map. |

Methods of Java Hashtable class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| Object clone() | It returns a shallow copy of the Hashtable. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped value if the value for the specified key is present and non-null. |
| Enumeration elements() | It returns an enumeration of the values in the hash table. |
| Set<Map.Entry<K,V>> entrySet() | It returns a set view of the mappings contained in the map. |
| boolean equals(Object o) | It is used to compare the specified Object with the Map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if the map contains no mapping for the key. |
| int hashCode() | It returns the hash code value for the Map |
| Enumeration<K> keys() | It returns an enumeration of the keys in the hashtable. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V put(K key, V value) | It inserts the specified value with the specified key in the hash table. |
| void putAll(Map<? extends K,? extends V> t)) | It is used to copy all the key-value pair from map to hashtable. |
| V putIfAbsent(K key, V value) | If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the hashtable. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| String toString() | It returns a string representation of the Hashtable object. |
| Collection values() | It returns a collection view of the values contained in the map. |
| boolean contains(Object value) | This method returns true if some value equal to the value exists within the hash table, else return false. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| boolean isEmpty() | This method returns true if the hash table is empty; returns false if it contains at least one key. |
| protected void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V remove(Object key) | It is used to remove the key and its value. This method returns the value associated with the key. |
| int size() | This method returns the number of entries in the hash table. |

Difference between HashMap and Hashtable

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

# Java List

**List** in Java provides the facility to maintain the ordered collection. It contains the index-based methods to insert, update, delete and search the elements. It can have the duplicate elements also. We can also store the null elements in the list.

The List interface is found in the java.util package and inherits the Collection interface. It is a factory of ListIterator interface. Through the ListIterator, we can iterate the list in forward and backward directions. The implementation classes of List interface are ArrayList, LinkedList, Stack and Vector. The ArrayList and LinkedList are widely used in Java programming. The Vector class is deprecated since Java 5.

### List Interface declaration

1. **public** **interface** List<E> **extends** Collection<E>

### Java List vs ArrayList

List is an interface whereas ArrayList is the implementation class of List.

### How to create List

The ArrayList and LinkedList classes provide the implementation of List interface. Let's see the examples to create the List:

1. //Creating a List of type String using ArrayList
2. List<String> list=**new** ArrayList<String>();
4. //Creating a List of type Integer using ArrayList
5. List<Integer> list=**new** ArrayList<Integer>();
7. //Creating a List of type Book using ArrayList
8. List<Book> list=**new** ArrayList<Book>();
10. //Creating a List of type String using LinkedList
11. List<String> list=**new** LinkedList<String>();

In short, you can create the List of any type. The ArrayList<T> and LinkedList<T> classes are used to specify the type. Here, T denotes the type.

### Get and Set Element in List

The get() method returns the element at the given index, whereas the set() method changes or replaces the element.

### How to Sort List

There are various ways to sort the List, here we are going to use Collections.sort() method to sort the list element. The java.util package provides a utility class **Collections** which has the static method sort(). Using the **Collections.sort()** method, we can easily sort any List.

## Java ListIterator Interface

ListIterator Interface is used to traverse the element in a backward and forward direction.

### ListIterator Interface declaration

1. **public** **interface** ListIterator<E> **extends** Iterator<E>

# Java ArrayList
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Java **ArrayList** class uses a dynamic *[array](https://www.javatpoint.com/array-in-java)*

for storing the elements. It is like an array, but there is no size limit. We can add or remove elements anytime. So, it is much more flexible than the traditional array. It is found in the java.util package. It is like the Vector in C++.

The ArrayList in Java can have the duplicate elements also. It implements the List interface so we can use all the methods of the List interface here. The ArrayList maintains the insertion order internally.

It inherits the AbstractList class and implements [List interface](https://www.javatpoint.com/java-list)

The important points about the Java ArrayList class are:Java Try Catch

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non [synchronized](https://www.javatpoint.com/synchronization-in-java)
* Java ArrayList allows random access because the array works on an index basis.
* In ArrayList, manipulation is a little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.
* We can not create an array list of the primitive types, such as int, float, char, etc. It is required to use the required wrapper class in such cases. For example:

1. ArrayList<**int**> al = ArrayList<**int**>(); // does not work
2. ArrayList<Integer> al = **new** ArrayList<Integer>(); // works fine

* Java ArrayList gets initialized by the size. The size is dynamic in the array list, which varies according to the elements getting added or removed from the list.

### Hierarchy of ArrayList class

As shown in the above diagram, the Java ArrayList class extends AbstractList class which implements the List interface. The List interface extends the [Collection](https://www.javatpoint.com/collections-in-java)

and Iterable interfaces in hierarchical order.

### ArrayList class declaration

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### Java Non-generic Vs. Generic Collection

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in a collection. Now it is type-safe, so typecasting is not required at runtime.

Let's see the old non-generic example of creating a Java collection.

1. ArrayList list=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> list=**new** ArrayList<String>();//creating new generic arraylist

In a generic collection, we specify the type in angular braces. Now ArrayList is forced to have the only specified type of object in it. If you try to add another type of object, it gives a compile-time error.

### How to Sort ArrayList

The java.util package provides a utility class **Collections**, which has the static method sort(). Using the **Collections.sort()** method, we can easily sort the ArrayList.